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PREFACE

This manual assumes that the MC68881/MC68882 is connected as a coprocessor to the
MC68020/MC68030 microprocessor. If the MC68881/MC68882 is used in a system with
a main processor other than the MC68020/MC68030, it is expected that the main pro-
cessor emulates the M68000 Family coprocessor interface as required by the MC68881/
MC68882.

This manual is divided into two major parts. The first part, sections 2 through 8, describes
the programmer’s model of the MC68881/MC68882 and the floating-point instruction set
that it implements. This part of the manual includes a detailed description of each in-
struction and a section on instruction timing that can be used for program optimization
and to predict floating-point arithmetic performance.

The second part of the manual, sections 9 through 13, describes the hardware interface
of the MC68881/MC68882 to the main processor, and is most pertinent to system hard-
ware designers. Bus cycle timing diagrams, interface register addressing, etc., are dis-
cussed from the viewpoint of the MC68020/MC68030 hardware conventions. A prior
knowledge of the MC68020/MC68030 bus interface, particularly as it pertains to the
M68000 Family coprocessor interface, is quite helpful in understanding the operation of
the MC68881/MC68882 bus interface.

Throughout this manual, M68000 or M68000 Family is used to refer to the family of
devices that support the Motorola 68000 Family architecture. A number that is preceded
by MC, such as MC68020, MC68030, MC68881, or MC68882, refers to a specific part. A
reference to MC68881/MC68882 or FPCP applies to either floating-point coprocessor, and
a reference to MC68020/MC68030 or MPU applies to either main processor.

The sections and appendices of the manual are:
Section 1. General Description
Section 2. Programming Model
Section 3. Operand Data Formats
Section 4. Instruction Set
Section 5. Coprocessor Programming
Section 6. Exception Processing
Section 7. Coprocessor Interface
Section 8. Instruction Execution Timing
Section 9. Functional Signal Descriptions
Section 10. Bus Operation
Section 11. Interfacing Methods
Section 12. Electrical Specifications
Section 13. Ordering Information and Mechanical Data

Appendix A. Glossary
Appendix B. Abbreviations and Acronyms
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SECTION 1
GENERAL DESCRIPTION

The MC68881 and MC68882 floating-point coprocessors (FPCP) both fully implement the /EEE
Standard for Binary Floating-Point Arithmetic (ANSI-IEEE Std 754-1985) for use with the Motorola
M68000 Family of microprocessors. The coprocessors are both implemented in VLS| technology
to give systems designers the highest possible functionality in a physically small device. The
MC68882 provides an increased level of performance in a coprocessor that is fully compatible
and physically interchangeable with the MC68881.

Intended primarily for use as coprocessors to the MC68020/MC68030 32-bit microprocessor unit
(MPU), the MC68881 and MC68882 provide a logical extension to the main processing unit integer
data processing capabilities. These coprocessors provide a very high performance floating-point
arithmetic unit and a set of floating-point data registers utilized in a manner that is analogous to
the use of the integer data registers. The MC68881/MC68882 instruction set, a natural extension
of all earlier members of the M68000 Family, supports all of the addressing modes of the host
MPU. Due to the flexible bus interface of the M68000 Family, the MC68881 or MC68882 can be
used with any of the MPU devices of the family and may also be used as a peripheral to other
processors.

The major features of the MC68881 and MC68882 are:

® Eight general purpose floating-point data registers, each supporting a full 80-bit extended
precision real data format (a 64-bit mantissa plus a sign bit, and a 15-bit signed exponent).

® A 67-bit arithmetic unit to allow very fast calculations, with intermediate precision greater
than the extended precision format.

® A 67-bit barrel shifter for high-speed shifting operations (for normalizing, etc.).
® Forty-six instructions, including 35 arithmetic operations.

® Full conformance to the ANSI-IEEE 754-1985 standard, including all requirements and sug-
gestions.

® Support of functions not defined by the IEEE standard, including a full set of trigonometric
and transcendental functions.

® Seven data formats: byte, word, and long word integers; single, double, and extended pre-
cision real numbers; and packed binary coded decimal string real numbers.

Twenty-two constants available in the on-chip ROM, including =, e, and powers of 10.
Virtual memory/machine operations.

Efficient mechanisms for exception processing, context switches, and interrupt handling.
Fully concurrent instruction execution with the main processor.

Use with any host processor, on an 8-, 16-, or 32-bit data bus.

In addition to these features, the MC68882 provides:
® Concurrent execution of multiple floating-point instructions.

® Special purpose hardware for high-speed conversion of binary real memory operands to/
from the internal extended format.
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metic processing units.

n ® Simultaneous access to the floating-point registers by the MC68882’s conversion and arith-
® Reduced coprocessor interface overhead to increase throughput.

1.1 THE COPROCESSOR CONCEPT

The FPCP functions as a coprocessor in systems where the MC68020 or MC68030 is the main
processor via the M68000 coprocessor interface. It functions as a peripheral processor in systems
where the main processor is the MC68000, MC68008, or MC68010.

The FPCP utilizes the M68000 Family coprocessor interface to provide a logical extension of the
MPU registers and instruction set in a manner that is transparent to the programmer. The pro-
grammer perceives the MPU and FPCP execution model as if both devices were implemented on
one chip.

A fundamental goal of the M68000 Family coprocessor interface is to provide the programmer
with an execution model based upon sequential instruction execution by the MPU and the FPCP.
For optimum performance, however, the coprocessor interface allows floating-point instructions
to execute concurrently with MPU integer instructions. Concurrent instruction execution is further
extended by the MC68882, which can execute multiple floating-point instructions simultaneously.
However, the coprocessor interface and the FPCP are designed to maintain a strictly sequential
instruction execution model from the programmer’s viewpoint.

The FPCP is a non-DMA type coprocessor that uses a subset of the general purpose coprocessor
interface supported by the MPU. Features of the interface implemented in the FPCP are as follows:

® The main processor and the FPCP communicate via standard M68000 bus cycles.

o Communication between the main processor and the FPCP is not dependent upon the ar-
chitecture of the individual devices (e.g., instruction pipes or caches, addressing modes).

® The main processor and the FPCP can operate at different clock speeds.
® The FPCP instructions support all addressing modes provided by the main processor.

o All effective addresses calculations and data transfers performed by the main processor at
the request of the coprocessor.

e Overlapped (concurrent) instruction execution enhances throughput while maintaining the
programmer’s model of sequential instruction execution.

® Coprocessor detection of an exception that requires a trap to be taken is serviced by the main
processor at the request of the FPCP.

® Support of virtual memory/virtual machine systems is provided via the FSAVE and FRESTORE
instructions.

® Up to eight coprocessors can reside in a system simultaneously.
® Multiple coprocessors of the same type are allowed.

® Systems can use software emulation of the FPCP without reassembling or relinking user
software.

1.2 HARDWARE OVERVIEW

The MC68881 and MC68882 are high performance floating-point devices designed to interface
with the MC68020 or MC68030 as coprocessors. These coprocessors fully support the MPU virtual
machine architecture and are implemented in HCMOS, Motorola’s low power, small geometry
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process. This process allows CMOS and HMOS (high density NMOS) gates to be combined on
the same device. CMOS structures are used where speed and low power are required, and HMOS
structures are used where minimum silicon area is desired. As a result, HCMOS technology
provides the combined advantages of high performance and low power consumption without
enlarging the die size.

In systems using the MC68000, MC68008, or MC68010 as the main processor, the MC68881 or
MC68882 functions as a peripheral processor. The configuration of the FPCP as a peripheral
processor or coprocessor can be completely transparent to user software (i.e., the same object
code can be executed in either configuration).

The architecture of the FPCP appears to the user as a logical extension of the M68000 Family
architecture. Because of the coupling of the coprocessor interface, the MPU programmer can view
the FPCP registers as though the registers were resident in the MPU. Thus, a MPU and FPCP
device pair appears to be one processor that supports seven floating-point and integer data types
with eight integer data registers, eight address registers, and eight floating-point data registers.

The FPCP programming model is shown in Figures 1-1 through 1-6 and consists of the following:

® Eight 80-bit floating-point data registers (FPO-FP7). These registers are analogous to the
integer data registers (D0-D7) and are completely general purpose (i.e., any instruction may
use any register).

® A 32-bit control register that contains enable bits for each class of exception trap, and mode
bits to set the user-selectable rounding and precision modes.

® A 32-bit status register that contains floating-point condition codes, quotient bits, and ex-
ception status information.

® A 32-bit instruction address register that contains the main processor memory address (vir-
tual) of the last floating-point instruction that was executed. This address is used in exception
handling to locate the instruction that caused the exception.

79 63 0

FPO

FP1

FP2

FP3
| FLOATING-POINT

DATA REGISTERS

FP4

FP5

FP6

FP7

3 23 15 7 0

Fm————————-
EXCEPTION [ MODE
L 0 ENABLE | CONTROL FPCR :I—— CONTROL REGISTER

STATUS | EXCEPTION

INSTRUCTION ADDRESS
l —I FPIAR REGISTER

Figure 1-1. MC68881/MC68882 Programming Model
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Figure 1-2. Exception Status/Enable Byte
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10 TOWARD MINUS INFINITY
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Figure 1-3. Mode Control Byte
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Figure 1-4. Condition Code Byte
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Figure 1-5. Quotient Byte
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0P OVFL UNFL Dz INEX 0

INEXACT

DIVIDE BY ZERO
UNDERFLOW
OVERFLOW

INVALID OPERATION

Figure 1-6. Accrued Exception Byte

The connection between the MPU and the FPCP is a simple extension of the M68000 bus interface.
The FPCP is connected as a coprocessor to the MPU, and a chip select signal (decoded from the
MPU function codes and address bus) selects the FPCP. Figure 1-7 illustrates the coprocessor/
MPU configuration.

As shown in Figure 1-8, the MC68881 is internally divided into two processing elements; the bus
interface unit (BIU) and the arithmetic processing unit (APU). The BIU communicates with the
MPU, and the APU executes all MC68881 instructions. Though the BIU monitors the state of the
APU closely, it operates independently of the APU. The APU operates on the command word and
operands that the BIU passes to it. In return, the APU reports its internal status to the BIU.

The BIU contains the coprocessor interface registers (CIRs). In addition to these registers, the CIR
register select and DSACK timing control logic is contained in the BIU. Finally, the status flags
used to monitor the status of communications with the main processor are contained in the BIU.

The eight 80-bit floating-point data registers (FPO-FP7) and the 32-bit control, status, and instruction
address registers (FPCR, FPSR, and FPIAR) are located in the APU. In addition to these registers,
the APU contains a high-speed 67-bit arithmetic unit used for both mantissa and exponent cal-
culations, a barrel shifter that can shift from 1 bit to 67 bits in one machine cycle,and ROM constants
(for use by the internal algorithms or user programs).

| | ‘
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Figure 1-7. Typical Coprocessor Configuration
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Figure 1-8. MC68881 Simplified Block Diagram

The control section of the APU contains the clock generator, a two-level microcoded sequencer,
the microcode ROM, and self-test circuitry. The built-in self-test capabilities of the FPCP enhance
reliability and ease manufacturing requirements; however, these diagnostic functions are not
accessible outside of the special test environment supported by VLSI test equipment.

In addition to the BIU and APU as described for the MC68881 (refer to Figure 1-9), the MC68882
has a conversion unit (CU) that performs data format conversions to the internal extended format.
The CU relieves the APU of a significant work load and allows the MC68882 to execute FMOVE
instructions concurrently with arithmetic or transcendental operations.

1.2.1 Bus Interface Unit

All communications between the MPU and the FPCP are performed with standard M68000 Family
bus transfers. The FPCP is designed to operate on 8-, 16-, or 32-bit data buses.

The FPCP contains a number of coprocessor interface registers (CIRs), which are addressed by
the main processor in the same manner as memory. The M68000 Family coprocessor interface
is implemented as a protocol of bus cycles in which the main processor reads and writes to these
registers. The MPU implements this general purpose coprocessor interface protocol in hardware
and microcode.

When the MPU detects a FPCP general type instruction, the MPU writes the command word of
the instruction to the memory-mapped command CIR, and reads the response CIR. In this response,
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the BIU encodes requests for any additional service required of the. MPU on behalf of the FPCP.
For example, the response may request that the MPU fetch an operand from the evaluated effective
address and transfer the operand to the operand CIR. Once the MPU fulfills the coprocessor
request(s), the MPU is free to fetch and execute subsequent instructions.

A key concern in a coprocessor interface that allows concurrent instruction execution is synchro-
nization during main processor and coprocessor communication. If a subsequent instruction is
written to the command CIR before the APU has completed execution of the previous instruction
(in the case of the MC68881) or before the CU has passed its results to the APU (in the case of
the MC68882), the response instructs the MPU to wait. Thus, the choice of concurrent or non-
concurrent instruction execution is determined on an instruction-by-instruction basis by the co-
processor.

The only difference between a coprocessor bus transfer and any other bus transfer by the MPU
is that the function code issued by the MPU specifies the CPU address space during the cycle
(the function codes are generated by the M68000 Family processors to identify one of eight
separate address spaces). Thus, the memory-mapped coprocessor interface registers do not infr-
inge upon instruction or data address spaces. The MPU places a coprocessor ID field from the
coprocessor instruction words onto three of the upper address lines during coprocessor accesses.
This ID, along with the CPU address space function code, is decoded to select one of eight possible
coprocessors in the system.
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Since the coprocessor interface protocol consists solely of bus transfers, the protocol is easily

- emulated by software when the FPCP is used as a peripheral with any processor capable of
memory-mapped I/0O over an M68000-style bus. When used as a peripheral processor with the 8-
bit MC68008 or either the 16-bit MC68000 or MC68010, all FPCP instructions are trapped by the
main processor to an exception handler at execution time. Trapping the instructions enables the
software emulation of the coprocessor interface protocol to be totally transparent to the user.
The FPCP can provide a performance option for MC68000-based designs by changing the main
processor to an MC68020 or MC68030. The software migrates without change to the next gen-
eration equipment using the MPU.

Since the bus is asynchronous, the FPCP need not run at the same clock speed as the main
processor. Total system performance can therefore be customized. For a given CPU performance
requirement, the floating-point performance can be selected to meet particular price/performance
specifications, running the FPCP at slower (or faster) clock speeds than the CPU clock.

1.2.2 Coprocessor Interface

The M68000 Family coprocessor interface is an integral part of the FPCP and MPU designs. The
interface partitions MPU and coprocessor operations so that the MPU does not have to completely
decode coprocessor instructions, and the FPCP does not have to duplicate main processor func-
tions (such as effective address evaluation).

This partitioning provides an orthogonal extension of the instruction set by permitting FPCP
instructions to utilize all MPU addressing modes and to generate execution time exception traps.
Thus, from the programmer’s view, the MPU and coprocessor appear to be integrated onto a
single chip. While the execution of the great majority of FPCP instructions can be overlapped with
the execution of MPU instructions, concurrency is completely transparent to the programmer.
The MPU single-step and program flow (trace) modes are fully supported by the FPCP and the
M68000 Family coprocessor interface.

While the M68000 Family coprocessor interface permits coprocessors to be bus masters, the FPCP
never functions as one. The FPCP requests that the MPU fetch all operands and store all results.
In this manner, the MPU 32-bit data bus provides high speed transfer of floating-point operands
and results while reducing the pin count of the FPCP.

Since the coprocessor interface consists solely of bus cycles (to and from the CPU space) and the
FPCP never functions as a bus master, the coprocessor can be placed on either the logical or
physical side of the system memory management unit in an MC68020 system. Since the memory
management unit of the MC68030 is on-chip, the FPCP is always on the physical side of the
memory management unit in an MC68030 system.

The virtual machine architecture of the MPU is supported by the coprocessor interface and the
FPCP with the FSAVE and FRESTORE instructions. If the MPU detects a page fault and/or a task
timeout, the MPU can force the FPCP to stop whatever operation is in progress at any time and
save the FPCP internal state in memory. During the execution of a floating-point instruction, the
FPCP can stop at predetermined points as well as at the completion of the instruction.

The size of the saved internal state of the FPCP is dependent upon the state of the APU at the
time that the FSAVE is executed. If the MPU is in the reset state when the FSAVE instruction is
initiated, only one word of state is transferred to memory. The stored word may be examined by
the operating system to determine that the coprocessor programmer’'s model is empty. If the

|
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APU is in the idle state when the FSAVE instruction is decoded, only a few words of internal state
are transferred to memory. If the APU is in the middle of executing an instruction, it may be
necessary to save the entire internal state of the machine. Instructions that can complete execution

in less time than it would take to save the larger state in mid-instruction are automatically allowed

to complete execution and then save the idle state. Thus, the size of the saved internal state is

kept to a minimum. The ability to utilize several internal state sizes greatly reduces the average
context switching time.

The FRESTORE instruction permits reloading an internal state saved earlier and continues any
previously suspended operation. Restoring the reset internal state re-establishes default register
values, a function identical to the FPCP hardware reset.

1.3 OPERAND DATA FORMATS

The FPCP supports the following data formats:
Byte Integer (B)
Word Integer (W)
Long Word Integer (L)
Single Precision Real (S)
Double Precision Real (D)
Extended Precision Real (X)
Packed Decimal String Real (P)

The capital letters within the parentheses denote suffixes added to mnemonics of the assembly
language instructions to specify the data format to be used.

1.3.1 Integer Data Formats

The three integer data formats (byte, word, and long word) are the standard twos complement
data formats defined in the M68000 Family architecture. Whenever an integer is used in a floating-
point operation, the integer is automatically converted by the FPCP to an extended precision
floating-point number before being used. For example, to add an integer constant of five to the
number in floating-point data register 3 (FP3), the following instruction can be used:

FADD.W #5,FP3
(The Motorola assembler syntax uses '‘#'' to denote immediate addressing.)

The ability to effectively use integers in floating-point operations saves user memory since an
integer representation of a number, if representable, is usually smaller than the equivalent floating-
point representation.

1.3.2 Floating-Point Data Formats

The floating-point data formats, single precision (32-bits) and double precision (64-bits), are im-
plemented in the FPCP as defined by the IEEE standard. These data formats are the main floating-
point formats and should be used for most calculations involving real numbers. Table 1-1 lists
the exponent and mantissa sizes for single, double, and extended precision. The exponent is
biased, and the mantissa is in sign and magnitude form. Since single and double precision require
normalized numbers, the most-significant bit of the mantissa is implied as a one and is not
included, thus giving one extra bit of precision.
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The extended precision data format is also in
conformance with the IEEE standard, but the

Table 1-1. Exponent and Mantissa Sizes

standard does not specify this format to the bit FB::; . E"';z:‘:"' Mﬂé‘i‘t':sa
level as it does for single and double precision. -

The memory format for the FPCP consists of Single 8 B+
96 bits (three long words). Only 80 bits are Double n 52(+1)
actually used; the other 16 bits are for future Extended 15 64

expandability and for long-word alignment of
floating-point data structures in memory. Extended format has a 15-bit exponent, a 64-bit mantissa,
and a 1-bit mantissa sign.

Extended precision numbers are intended for use as temporary variables, intermediate values,
or where extra precision is needed. For example, a compiler might select extended precision
arithmetic for evaluation of the right side of an equation with mixed sized data and then convert
the answer to the data type on the left side of the equation. It is anticipated that extended precision
numbers will not be stored in large arrays due to the amount of memory required by each value.

1.3.3 Packed Decimal String Real Data Format

The packed decimal data format allows packed BCD strings to be transferred to and from the
FPCP. The strings consist of a 3-digit base 10 exponent and a 17-digit base 10 mantissa. Both the
exponent and mantissa have separate sign bits. All digits are packed BCD, and the entire string
fits in 96 bits (three long words). As is the case with all data formats, when packed BCD strings
are supplied to the FPCP, the strings are automatically converted to extended precision real values.
This conversion allows packed BCD numbers to be used as inputs to any operation. For example:

FADD.P #-6.023E +24,FP5

BCD numbers can be supplied by the FPCP in a format readily used for printing by a program
generated by a high-level language compiler. For example:

FMOVE.P FP3,BUFFER{#-5}

This instruction converts the contents of floating-point data register 3 (FP3) into a packed BCD
string with five significant digits to the right of the decimal point (FORTRAN F format).

1.3.4 Data Format Summary
All data formats described in the preceding sections are supported orthogonally by all arithmetic

and transcendental operations and by all appropriate MPU addressing modes. For example, all
of the following are valid instructions:

FADD.B  #0,FPO

FADD.W  D2,FP3

FADD.L  BIGINT,FP7

FADD.S  #3.14159,FP5
FADD.D  (SP)+,FP6

FADD.X  [(TEMP PTR,A7)],FP3
FADD.P  #1.23E25,FP0

Most on-chip calculations are performed in the extended precision format, and the eight floating-
point data registers always contain extended precision values. All operands are converted to
extended precision by the FPCP before a specific operation is performed, and all results are in
extended precision. This ensures maximum accuracy without sacrificing performance.
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Refer to Figure 1-10 for a summary of the memory formats for the seven data formats supported
by the FPCP.

30 2 0
l l 8-BIT | 2381 |
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Figure 1-10. MC68881/MC68882 Data Format Summary
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n 1.4 INSTRUCTION SET

The FPCP instruction set is organized into six major classes:
1. Moves between the FPCP and memory or the MPU (to or from)
Move multiple registers (to or from)
Monadic operations
Dyadic operations
Branch, set, or trap conditionally
Miscellaneous

oo s wN

1.4.1 Moves

On all moves from memory (or from an MPU data register) to the FPCP, data is converted from
the source data format to the internal extended precision format. On all moves from the FPCP to
memory (or to an MPU data register), data is converted from the internal extended precision
format to the destination data format.

Note that data movement instructions perform arithmetic operations, since the result is always
rounded to the precision selected in the FPCR mode control byte. The result is rounded using the
selected rounding mode and is checked for overflow and underflow.

The syntax for the FMOVE instruction is:

FMOVE.<fmt> <ea>,FPn  Move to FPCP
FMOVE.<fmt> FPm,<ea> Move from FPCP
FMOVE.X FPm,FPn Move within FPCP

where:
<ea> is an MPU effective address operand
.<fmt> is the data format size
FPm and FPn are floating-point data registers.

1.4.2 Move Multiple Registers

The floating-point move multiple instruction on the FPCP resembles its integer counterpart on
the M68000 Family processors. Any set of the floating-point registers FPO through FP7 can be
moved to or from memory with one instruction. These registers are always moved as 96-bit
extended data with no conversion (hence no possibility of conversion errors). Some examples of
the move multiple instruction are as follows:

FMOVEM <ea>,FPO-FP3/FP7
FMOVEM FP2/FP4/FP6,<ea>

The move multiple instruction is useful during context switches and interrupts to save or restore
the state of a program. It is also useful at the start and end of a procedure to save and restore
the calling routine’s register set. In order to reduce procedure call overhead, the list of registers
to be saved or restored can be stored in a data register thus enabling run-time optimization by
allowing a called routine to save as few registers as possible. Note that no rounding or overflow/
underflow checking is performed by these operations.
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1.4.3 Monadic Operations

A monadic operation has one operand. This operand may be in a floating-point data register, in
memory, or in an MPU data register. The result is always stored in a floating-point data register.
For example, the syntax for square root is any of the following:

FSQRT.<fmt> <ea>,FPn
FSQRT.X FPm,FPn
FSQRT.X FPn

The monadic operations available with the FPCP are as follows:

FABS Absolute Value FLOG2 Log Base 2

FACOS Arc Cosine FLOGN Log Base e

FASIN Arc Sine FLOGNP1 Log Base e of (x+1)
FATAN Arc Tangent FNEG Negate

FATANH Hyperbolic Arc Tangent FSIN Sine

FCOS Cosine FSINCOS Simultaneous Sine and Cosine
FCOSH Hyperbolic Cosine FSINH Hyperbolic Sine
FETOX e to the x Power FSQRT Square Root
FETOXM1 e to the x Power - 1 FTAN Tangent

FGETEXP Get Exponent FTANH Hyperbolic Tangent
FGETMAN  Get Mantissa FTENTOX 10 to the x Power
FINT Integer Part FTST Test

FINTRZ Integer Part (Truncated) FTWOTOX 2 to the x Power

FLOG10 Log Base 10

1.4.4 Dyadic Operations

Dyadic operations have two operands each. The first operand is in a floating-point data register,
memory, or an MPU data register. The second operand is the contents of a floating-point data
register. The destination is the same floating-point data register used for the second operand.
For example, the syntax for floating-point add is either of the following:

FADD.<fmt> <ea>,FPn

FADD.X FPm,FPn

The dyadic operations available with the FPCP are as follows:
FADD Add FREM IEEE Remainder
FCMP Compare FSCALE Scale Exponent
FDIV Divide FSGLDIV Single Precision Divide
FMOD Modulo Remainder FSGLMUL  Single Precision Multiply
FMUL Multiply FSUB Subtract

Assuming that operands are single precision, the FSGLMUL and FSGLDIV instructions round
results as such while maintaining the range of extended precision. In special applications where
multiply and divide performance are more important than loss of precision, the FSGLMUL and
FSGLDIV instructions can be used.

1.4.5 Branch, Set, and Trap-On Condition

The floating-point branch, set, and trap on condition instructions implemented by the FPCP are
similar to the equivalent integer instructions of the M68000 Family processors, except more
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instruction is executed, the FPCP performs the necessary condition checking and reports the result,
true or false, to the MPU; the MPU then takes the appropriate action. Since the FPCP and MPU
are closely coupled, the floating-point branch operations are quickly executed.

- conditions exist due to the special values in |EEE floating-point arithmetic. When a conditional

The FPCP conditional operations are:

FBcc Branch
FDBcc Decrement and Branch
FScc Set According to Condition
FTRAPcc Trap-on Condition (with an Optional Parameter)
where:
cc is one of the 32 floating-point conditional test specifiers listed in 3.3 PACKED DECIMAL REAL
DATA FORMAT.

1.4.6 Miscellaneous Instructions

Miscellaneous instructions include moves to and from the status, control, and instruction address
registers. Also included are the virtual memory/machine FSAVE and FRESTORE instructions that
save and restore the internal state of the FPCP.

FMOVE <ea>,FPcr  Move to Control Register(s)
FMOVE FPcr,<ea> Move from Control Register(s)
FSAVE <ea> Virtual Machine State Save
FRESTORE <ea> Virtual Machine State Restore

1.5 ADDRESSING MODES

The FPCP does not perform address calculations. Thus, when the FPCP instructs the MPU to
transfer an operand via the coprocessor interface, the MPU performs the addressing mode cal-
culations requested in the instruction. In this case, the instruction is encoded specifically for the
MPU, and the instruction execution by the FPCP is dependent only on the value of the command
word written to the FPCP by the main processor.

This interface is quite flexible and allows any addressing mode to be used with floating-point
instructions. For the M68000 Family, these addressing modes include immediate, postincrement,
predecrement, data or address register direct, and the indexed/indirect addressing modes of the
MPU. Some addressing modes are restricted for some instructions in keeping with the M68000
Family architectural definitions (e.g., program counter relative addressing is not allowed for a
destination operand). )

The orthogonal instruction set of the FPCP, along with the flexible branches and addressing modes
of the MPU, allows a programmer or a compiler writer to think of the FPCP as though it were
part of the MPU. There are no special restrictions imposed by the coprocessor interface, and
floating-point arithmetic is coded exactly like integer arithmetic.

1.6 MC68882 PROGRAMMING CONSIDERATIONS

To exploit the enhanced performance of the MC68882 requires the programmer to be aware of
the manner in which the coprocessor overlaps execution of instructions. Upgrading a system to
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use the MC68882 requires minor system software changes but no user software changes. To
optimize applications code for the MC68882 may require reordering of floating-point instructions.
SECTION 5 COPROCESSOR PROGRAMMING describes the concurrency capabilities of the MC68882,

the required system software changes, and the optimization of existing software for the enhanced
floating-point coprocessor.
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SECTION 2
PROGRAMMING MODEL

This section describes the registers of the MC68881/MC68882 (FPCP) programming model. The
notation used to refer to the registers conforms to the Motorola assembler syntax. The program-
ming model for the MC68882 is identical to that for the MC68881.

Figure 2-1 is a pictorial representation of the registers in the FPCP programming model. The
following paragraphs describe each group of registers.

2.1 FLOATING-POINT DATA REGISTERS

The eight 80-bit floating-point data registers (FP0O-FP7) are analogous to the integer data registers
(D0-D7) of all M68000 Family processors. Floating-point data registers always contain extended
precision numbers. The data format used is identical to the extended precision data format de-
scribed in Table 3-3, except that the reserved (unused) 16 bits are deleted from the table. All
external operands, regardless of the data format, are converted to extended precision values
before being used in any calculation or stored in a floating-point data register.

A reset function or a restore operation of the null state sets FPO-FP7 to positive non-signaling
not-a-numbers (NANs), described in 3.2.5 Not-A-Numbers.

79 63 . _

FPO
FP1
FP2
FP3 | FLOATING-POINT
- DATA REGISTERS
P
PG
FP7

3 23 15 7 0 _

[:: : :E:: : : FPCR |~ CONTROL REGISTER

CONDITION EXCEPTION | ACCRUED
l CODE Jouonsm STATUS IEXCEPTIUN FPSR :I» STATUS REGISTER

‘ INSTRUCTION ADDRESS
[ I FPIAR REGISTER

Figure 2-1. MC68881/MC68882 Programming Model
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2.2 FLOATING-POINT CONTROL REGIS I EK

The 32-bit floating-point control register (FPCR) contains an exception enable byte that enables/
disables traps for each class of floating-point exceptions and a mode byte that sets the user

m selectable modes.

The control register can be read or written to by the user. Bits 16 through 31 are reserved for
future definition by Motorola. These bits are always read as zero and are ignored during write
operations (but should be zero for future compatibility). This register is cleared by the reset function
or a restore operation of the null state. When cleared, this register provides the IEEE standard
defaults.

2.2.1 FPCR Exception Enable Byte

One of the bits of the exception enable byte (ENABLE), shown in Figure 2-2, corresponds to each
floating-point exception class. The user can separately enable traps for each class of floating-
point exceptions.

If a bit in the status register exception byte is set by the FPCP and the corresponding bit in the
control register ENABLE byte is also set, an exception is signaled. The address of the exception
handler is derived from the vector address corresponding to the exception. When a user writes
to the control register ENABLE byte that enables a class of floating-point exceptions, a previously
generated floating-point exception does not cause a trap to be taken regardless of the value in
the status register exception byte.

The eight floating-point exception classes shown in Figure 2-2 are described in greater detail in
SECTION 6 EXCEPTION PROCESSING. Note that the bits in the FPSR exception byte and the FPCR
enable byte occupy the same positions within each byte.

In a few cases, dual and triple exceptions can be generated by a single instruction execution.
When multiple exceptions occur with traps enabled for more than one exception class, the highest
priority exception is reported; the lower priority exceptions are never reported or taken. The
exception handler routine must check for multiple exceptions. The bits of the ENABLE byte are
organized in decreasing priority, left to right, i.e., BSUN is the highest priority, and INEX1 is the
lowest priority. The only multiple exception possibilities are:

SNAN and INEX1 OVFL and INEX2 and/or INEX1
OPERR and INEX2 UNFL and INEX2 and/or INEX1
OPERR and INEX1 INEX2 AND INEX1
15 14 13 12 n 10 9 8
BSUN | SNAN | OPERR | OVFL | UNFL 0z | WNEX2 | INEXT
I—— INEXACT DECIMAL INPUT

INEXACT OPERATION

DIVIDE BY ZERO

UNDERFLOW

OVERFLOW

OPERAND ERROR

SIGNALLING NOT A NUMBER
BRANCH/SET ON UNORDERED

Figure 2-2. MC68881/MC68882 FPCR Exception Enable Byte
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2.2.2 FPCR Mode Control Byte

The mode control byte (MODE), shown in Figure 2-3, controls the user-selectable rounding modes
and rounding precisions. A zero in this byte selects the IEEE defaults.

The rounding mode specifies how inexact results are rounded. “Round to the nearest” specifies
that the nearest number to the infinitely precise result should be selected as the rounded value.
In case of a tie, the even result is selected. “Round towards zero’’ truncates the result. “Round
towards plus infinity’” always rounds numbers towards plus infinity. Round toward minus infinity
always rounds numbers towards minus infinity. See 6.1.7 Inexact Result for a detailed description
of the rounding algorithm used.

The rounding precision selects where rounding of the mantissa occurs. For extended precision,
the resultis rounded to a 64-bit boundary. A single precision result is rounded to a 24-bit boundary,
and a double precision result is rounded to a 53-bit boundary.

The single and double rounding precisions are provided for emulation of machines that only
support those precisions. When the FPCP performs any operation, the calculation is carried out
using extended precision inputs and the intermediate result is calculated as if to produce infinite
precision. After the calculation is complete, this intermediate result is rounded to the selected
precision and stored in the destination.

If the destination is a floating-point data register, the stored value is in the extended precision
format rounded to the precision specified by the PREC bits. Thus, all mantissa bits beyond the
selected precision are zero after the rounding operation. Also, if the single or double precision
mode is selected, the exponent value is in the correct range for the single or double precision
format (although it is stored in extended precision format). An important exception to this rule
is for the FSGLDIV and FSGLMUL instructions. Regardless of the precision specified by the PREC
bits, these instructions round the result mantissa to single precision and generate an extended
precision exponent which may be out of range for a single precision number.

If the destination is a memory location, the PREC bits are ignored. In this case, a number in the
extended precision format is taken from the source floating-point data register, rounded to the
destination format precision, and written to memory.

The execution speed of all instructions is degraded significantly when single and double precision
rounding modes are used. Because these modes are intended to be used for emulation, this

PREC RND 0

ROUNDING MODE:
00 TO NEAREST
01 TOWARD ZERO
10 TOWARD MINUS INFINITY
11 TOWARD PLUS INFINITY

ROUNDING PRECISION:
00 EXTENDED
01 SINGLE
10 DOUBLE
11 (UNDEFINED, RESERVED)

Figure 2-3. MC68881/MiIC68882 FPCR Mode Control Byte
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reduction is not detrimental. When operating in these modes, the FPCP produces the same result
as any other machine that conforms to the IEEE standard without supporting extended precision
calculations. However, the result obtained by performing a series of operations with single or
double precision rounding may not be the same as the result of performing the same operations
in extended precision and storing the final result in the single or double precision format.

2.3 FLOATING-POINT STATUS REGISTER

The floating-point status register (FPSR) contains a floating-point condition code byte, a floating-
point exception status byte, quotient bits, and a floating-point accrued exception byte. All bits in
the FPSR can be read or written by the user. Execution of most floating-point instructions modifies
this register.

The reset function or a restore operation of the null state clears the FPSR.

2.3.1 FPSR Floating-Point Condition Code Byte

The floating-point condition code byte (FPCC), shown in Figure 2-4, contains four condition code
bits that are set at the end of all arithmetic instructions involving the floating-point data registers.
The FMOVE FPm,<ea>, move multiple floating-point data register, and move system control
register instructions do not affect the FPCC.

31 30 29 28 27 26 25 24
0 N z | NAN
L——— NOT A NUMBER OR UNORDERED

INFINITY
ZERO
NEGATIVE

Figure 2-4. MC68881/MC68882 FPSR Condition Code Byte

The operation result data type determines how the four condition code bits are set. Table 2-1 lists
the condition code bit settings for each result data type. Because of the mutually exclusive nature
of the data types described by the condition code bits, the FPCP generates only eight of the 16
possible combinations. Loading the FPCC byte with one of the other condition code bit combi-
nations and executing a conditional instruction may produce an unexpected branch condition.

Table 2-1. Condition Code versus Result Data Type

N 4 | NAN Result Data Type

0 0 0 0 + Normalized or Denormalized
1 0 0 0 — Normalized or Denormalized
0 1 0 0 +0

1 1 0 0 -0

0 0 1 0 + Infinity

1 0 1 0 — Infinity

0 0 0 1 + NAN

1 0 0 1 - NAN
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The |EEE standard defines the following four conditions and only requires the generation of the
condition codes as a result of a floating-point compare operation. In addition to this requirement,
the FPCP can test these conditions at the end of any operation affecting the condition codes.
EQ Equal To
GT Greater Than n
LT Less Than
UN Unordered

An unordered condition occurs when one or both of the operands in a floating-point compare
operation is a NAN. For purposes of the floating-point conditional branch, set byte on condition,
decrement and branch on condition, and trap on condition instructions, the FPCP logically com-
bines the four condition codes to form the IEEE conditions according to the following equations:

EQ=Z
GT=NvNANvZ
LT=NANANvZ
UN=NAN

where:
A" =Logical AND
"v""=Logical OR

Note that the setting of the FPCP condition codes is independent of the operation executed; the
condition codes only indicate the data type of the result generated. Unlike other M68000 condition
codes, the IEEE defined conditions can always be derived from the data type of the result. The
setting of the M68000 integer condition codes is dependent upon the operation executed as well
as the result.

To aid programmers of floating-point subroutine libraries, the FPCP implements the four previ-
ously described floating-point condition code bits in hardware instead of the four IEEE defined
conditions. The IEEE conditions are derived by an instruction when needed. For example, the
programmer of a complex arithmetic multiply subroutine usually prefers to handle ““special’’ data
types such as zeros, infinities, or NANs, separately from “‘normal’’ data types. The FPCP condition
codes allow users to efficiently detect and handle these ““special’ values.

2.3.2 FPSR Quotient Byte

The quotient byte (see Figure 2-5) is set at the completion of the modulo (FMOD) or IEEE remainder
(FREM) instructions. This byte contains the seven least-significant bits of the quotient (unsigned)
and the sign of the entire quotient.

The quotient bits can be used in argument reduction for transcendentals and other functions. For
example, seven bits are more than enough to determine the quadrant of a circle in which an
operand resides. The quotient bits remain set until they are cleared by the user, or until another
FMOD or FREM instruction is executed.

23 22 21 20 19 18 17 16

N QUOTIENT

SEVEN LEAST SIGNIFICANT
BITS OF QUOTIENT

SIGN OF QUOTIENT

Figure 2-5. MC68881/MC68882 FPSR Quotient Byte
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2.3.3 FPSR Exception Status Byte

The exception status byte (EXC), shown in Figure 2-6, contains a bit for each floating-point ex-
ception that may have occurred during the most recent arithmetic instruction or move operation.

n This byte is cleared by the FPCP at the start of most operations; operations that cannot generate
any floating-point exceptions (the FMOVEM and FMQOVE control register instructions) do not clear
this byte. This byte can be used by an exception handler to determine which floating-point ex-
ception(s) caused a trap.

15 14 13 12 n 10 9 8

BSUN SNAN OPERR OVFL UNFL ord INEX2 INEX1

‘——— INEXACT DECIMAL INPUT

INEXACT OPERATION

DIVIDE BY ZERO

UNDERFLOW

OVERFLOW

OPERAND ERROR

SIGNALLING NOT A NUMBER
BRANCH/SET ON UNORDERED

Figure 2-6. MC68881/MC68882 FPSR Exception Status Byte

If a bit is set by the FPCP in the EXC byte and the corresponding bit in the ENABLE byte is also
set, an exception is signaled to the main processor. When a floating-point exception is detected
by the FPCP, the corresponding bit in the EXC byte is set, even if the trap for that exception class
is disabled. (A user write operation to the status register, which sets a bit in the EXC byte, does
not cause a trap to be taken regardless of the value in the ENABLE byte.)

Note that the bits in the status EXC byte and control ENABLE byte are in the same bit positions

within each byte. The eight floating-point exception classes are described in greater detail in
SECTION 6 EXCEPTION PROCESSING.

2.3.4 FPSR Accrued Exception Byte

The accrued exception byte (AEXC), shown in Figure 2-7, contains the five exception bits required
by the IEEE standard for trap disabled operation. These exceptions are logical combinations of
the bits in the EXC byte. The AEXC byte contains the history of all floating-point exceptions that
have occurred since the user last cleared the AEXC byte. In normal operations, only the user
clears this byte (by writing to the status register). The AEXC byte is cleared by the FPCP only by
a reset or a restore operation of the null state.

Many users elect to disable traps for all or part of the floating-point exception classes. The AEXC
byte is provided to make it unnecessary to poll the EXC byte after each floating-point instruction.
At the end of most operations (all but the FMOVEM and FMOVE control register instructions), the
bits in the EXC byte are logically combined to form an AEXC value that is logically ORed into the
existing AEXC byte. This operation creates “sticky’’ floating-point exception bits in the AEXC byte
that the user need poll only once (at the end of a series of floating-point operations, for example).

The setting or clearing of bits in the AEXC byte does not cause the FPCP to take an exception,
nor does it prevent taking an exception. The relationship between the bits in the EXC byte and
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op OVFL UNFL 174 INEX 0

DIVIDE BY ZERO

UNDERFLOW
OVERFLOW
INVALID OPERATION

Figure 2-7. MC68881/MC68882 FPSR Accrued Exception Byte

the bits in the AEXC byte is shown by the following equations. These equations apply to setting
the AEXC bits at the end of each operation that affects the AEXC byte:
AEXC(IOP) = AEXC(IOP)vEXC(BSUNVSNANVOPERR)
AEXC(OVFL) = AEXC(OVFL)VEXC(OVFL)
AEXC(UNFL) = AEXC(UNFL)VEXC(UNFLAINEX2)
AEXC(DZ)=AEXC(DZ)vEXC(DZ)
AEXC(INEX) = AEXC(INEX)VEXC(INEX1VINEX2vOVFL)
where:
“v'" = Logical OR
"“A"" = Logical AND

2.4 FLOATING-POINT INSTRUCTION ADDRESS REGISTER

A majority of the FPCP instructions operate concurrently with the MC68020/MC68030 (MPU). That
is, the MPU can be executing instructions while the FPCP is simultaneously executing a floating-
point instruction. Additionally, the MC68882 can execute two floating-point instructions concur-
rently. As a result of this non-sequential instruction execution, the program counter value stacked
by the MPU, in response to an enabled floating-point exception trap may not point to the offending
instruction.

For the subset of the FPCP instructions that generate floating-point exception traps, the 32-bit
floating-point instruction address (FPIAR) register is loaded with the logical address of an instruc-
tion before the instruction is executed (unless all arithmetic exceptions are disabled). This address
can then be used by a floating-point exception handler to locate a floating-point instruction that
has caused an exception. Since the FPCP FMOVE to/from the FPCR, FPSR, or FPIAR and FMOVEM
instructions cannot generate floating-point exceptions, these instructions do not modify the FPIAR.
These instructions can be used to read the FPIAR in the trap handler without changing the previous
value.

This register is cleared by the reset operation or a restore operation of the null state.

b |
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SECTION 3
OPERAND DATA FORMATS

The following paragraphs describe the MC68881/MC68882 (FPCP) operand data formats. Seven
data formats are supported: three signed binary integer formats, three binary floating-point for-
mats, and one packed binary coded decimal (BCD) floating-point format. All data formats are
supported uniformly by all arithmetic and transcendental instructions. These formats are as fol-

lows:
Byte Integer (B) Double Precision Real (D)
Word Integer (W) Extended Precision Real (X)
Long Word Integer (L) Packed Decimal Real (P)

Single Precision Real (S)

The capital letter in parentheses is the suffix added to an instruction in the assembly language
syntax to specify the data format of operands external to the FPCP. All data formats are organized
in memory consistently with the M68000 Family data organization, i.e., the most-significant byte
is located at the lowest address (nearest $00000000), with each successively less significant byte
located at the next address (N+1, N+2, etc.). The least-significant byte is located at the highest
address (nearest $FFFFFFFF).

Within the floating-point data formats, there are five types of numbers that can be represented:
normalized numbers, denormalized numbers, zeros, infinities, and not-a-numbers (NANs). These
data types are represented with special encodings corresponding to each data format.

3.1 INTEGER DATA FORMATS

The three signed (twos complement) integer data formats supported by the FPCP (byte, word,
and long word) are identical to those supported by the M68000 Family architecture (see Figure
3-1).

7

BYTE INTEGER

o

15

16 BITS WORD INTEGER

o

31 0

32 BITS | LONG INTEGER

Figure 3-1. Signed Integer Data Formats
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Since all FPCP internal operations are performed in full extended precision format, signed integer
operands are converted to extended precision values before the specified operation is performed.
Thus, mixed mode arithmetic is implicitly supported.

3.2 BINARY REAL DATA FORMATS

Floating-point numbers can be encoded in any of three binary real data formats: single precision
(32 bits), double precision (64 bits), and double extended precision (96 bits, 80 of which are used).
All three of these formats fully comply with the /EEE Standard for Binary Floating-Point Arithmetic.

NOTE

The single extended precision data format defined in the IEEE standard is redundant in
a device that supports the double extended precision format. Thus, all references in this
manual to extended precision imply double extended precision as defined by the IEEE
standard.

Since all FPCP internal operations are performed in extended precision, single and double pre-
cision operands are converted to extended precision values before the specified operation is
performed. Thus, mixed mode arithmetic is implicitly supported. The memory formats for the
real data formats are shown in Figure 3-2.

30 22 0
8-BIT 23-BIT
I stpongml FRACTION | SINGLE REAL

|—— SIGN OF FRACTION

62 51 0

18T 52-BIT
EXPONENT FRACTION I DOUBLE REAL

SIGN OF FRACTION

0
15-BIT ] 64-BIT
EXPONENT | - MANTISSA | EXTENDED REAL

IMPLICIT BINARY POINT

SIGN OF MANTISSA

Figure 3-2. Binary Real Data Formats

The exponent in all three binary formats is an unsigned binary integer with an implied bias added
to it. The bias values for single, double, and extended precision are 127, 1023, and 16383, re-
spectively. When the bias is subtracted from the value of the exponent, the result represents a
signed twos complement power of two that yields the magnitude of a normalized floating-point
number when multiplied by the mantissa. Since biased exponents are used, a program can execute
an integer compare instruction (CMP) to compare floating-point numbers in memory (regardless
of the absolute magnitude of the exponents).

Data formats for single and double precision numbers differ slightly from the data formats for
extended precision numbers in the representation of the mantissa. A normalized mantissa, for
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all three precisions, is always in the range [1.0... 2.0). The extended precision data format ex-
plicitly represents the entire mantissa, including the explicit integer part bit. However, for single
and double precision data formats, only the fractional portion of the mantissa is explicitly rep-
resented and the integer part, always one, is implied.

The IEEE standard has created the term “significand” to bridge this difference and to avoid the
historical implications of the term mantissa. The IEEE standard defines a significand as the com-
ponent of a binary floating-point number that consists of an explicit or implicit leading bit to the
left of the implied binary point. This manual uses the terms mantissa and significand, defined as
follows, interchangeably.

Single Precision Mantissa = Single Precision Significand
=1.<23-Bit Fraction Field>
Double Precision Mantissa = Double Precision Significand
= 1.<b2-Bit Fraction Field>
Extended Precision Mantissa = Extended Precision Significand
=1.Fraction
= <64-Bit Mantissa Field>

NOTE

Throughout this manual, ranges are specified using traditional set notation with the
format “bound . . . bound” specifying the boundaries of the range. The type of brackets
enclosing the range defines whether the endpoint is inclusive or exclusive. A square
bracket indicates inclusive, and a parenthesis indicates exclusive. For example, the range
specification “’[1.0...2.0]" defines the range of numbers greater than or equal to 1.0 and
less than or equal to 2.0. The range specification “(0.0...+inf]"” defines the range of
numbers greater than 0.0 and less than or equal to positive infinity.

Each of the three floating-point data formats can represent five unique floating-point data types:
Normalized Numbers
Denormalized Numbers
Zeros
Infinities
Not-A-Numbers (NANs)

The normalized data type never uses the maximum or minimum exponent value for a given
format (except for the extended precision format, see following note). These exponent values in
each precision are reserved for representing the special data types: zeros, infinities, denormalized
numbers, and NANs. Details of each type of number for each format are shown in 3.6 DATA
FORMAT DETAILS.

NOTE

There is a subtle difference between the definition of an extended precision number with
an exponent equal to zero and a single or double precision number with an exponent
equal to zero. If the exponent of a single or double precision number is zero, the number
is defined to be denormalized, and the implied integer bit is also a zero. However, an
extended precision number with an exponent of zero may have an explicit integer bit
equal to one, which results in a normalized number (even though the exponent is equal
to the minimum value).

For simplicity, the following discussion treats all three real formats in the same manner, where
an exponent value of zero identifies a denormalized number. However, it should be noted that
the extended precision format may deviate from this rule.
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3.2.1 Normalized Numbers

Normalized numbers encompass all representable real values between the overflow and under-
flow thresholds, i.e., those numbers whose exponents lie between the maximum and minimum
values. Normalized numbers may be positive or negative. For normalized numbers, the implied
integer part bit in single and double precision is a one (1). In extended precision, the integer bit
is explicitly a one (1). See Figure 3-3.

MIN < EXPONENT < MAX MANTISSA = ANY BIT PATTERN
|—-——- SIGN OF MANTISSA, 0 OR 1

Figure 3-3. Format of Normalized Numbers

3.2.2 Denormalized Numbers

Denormalized numbers represent real values near the underflow threshold (underflow is detected
for a given data format and operation when the result exponent is less than or equal to the
minimum exponent value). Denormalized numbers may be positive or negative. For denormalized
numbers, the implied integer part bit in single and double precision is a zero (0). In extended
precision, the integer bit is explicitly a zero (0). See Figure 3-4.

EXPONENT = 0 MANTISSA = ANY NON-ZERO BIT PATTERN

SIGN OF MANTISSA, 0 OR 1

Figure 3-4. Format of Denormalized Numbers

Traditionally, floating-point number systems perform a “flush-to-zero” when underflow is de-
tected. This leaves a large gap in the number line between the smallest magnitude normalized
number and zero. The IEEE standard implements gradual underflows: the result mantissa is shifted
right (denormalized) while the result exponent is incremented until the result exponent reaches
the minimum value. If all mantissa bits of the result are shifted off to the right during this de-
normalization, the result becomes zero. In many instances, gradual underflow limits the potential
underflow damage to no more than a round-off error. (This underflow and denormalization de-
scription ignores the effects of rounding and the user selectable rounding modes.) Thus, the large
gap in the number line created by ‘““flush-to-zero” floating-point number systems is filled with

representable (denormalized) numbers in the IEEE “gradual underflow” floating-point number
system.

NOTE

Since the extended precision data format has an explicit integer part bit, a number can
be formatted with a non-zero exponent (less than the maximum value) and a zero integer
bit, which is not defined by the IEEE standard. Such a number is called an unnormalized
number. The MC68881 never generates an unnormalized number as the result of any
operation. Unnormalized inputs are always converted to normalized or denormalized
numbers or zero before being used. Thus, as required by the IEEE standard, the FPCP
does not distinguish between redundant encodings of extended precision values.
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3.2.3 Zeros

Zeros are signed (positive or negative) and represent the real values +0.0 and —0.0. See Figure
3-5.

EXPONENT = 0 MANTISSA = 0

|—— SIGN OF MANTISSA, 0 OR 1 H

Figure 3-5. Format of Zero

3.2.4 Infinities

Infinities are signed (positive or negative) and represent real values that exceed the overflow
threshold. Overflow is detected for a given data format and operation when the result exponent
is greater than or equal to the maximum exponent value. (This overflow description ignores the
effects of rounding and the user selectable rounding modes.) See Figure 3-6. For extended pre-
cision infinities, the most-significant bit of the mantissa (the integer bit) can be either one or zero.

EXPONENT = MAXIMUM MANTISSA = 0*

'—— SIGN OF MANTISSA, 0 OR 1

*For the extended precision format, the most significant bit of the mantissa (the integer bit) is a don’t care.

Figure 3-6. Format of Infinity

3.25 Not-A-Numbers

When created by the FPCP, not-a-numbers (NANs), represent the results of operations that have
no mathematical interpretation, such as infinity divided by infinity. All operations involving a NAN
operand as an input return a NAN result. When created by the user, NANs can protect against
un-initialized variables and arrays, or represent user-defined special number types. See Figure 3-
7. For extended precision NANs, the most significant bit of the mantissa (the integer bit) can be
either one or zero.

EXPONENT = MAXIMUM MANTISSA = ANY NON-ZERO BIT PATTERN

I—— SIGN OF MANTISSA, 0 OR 1

Figure 3-7. Format of Not-A-Numbers

Two different types of NANs are implemented by the FPCP. The value of the most-significant bit
(MSB) of the fraction identifies the type. The identifying bit is the MSB of the mantissa for single
and double precision and the MSB of the mantissa minus one for extended precision. NANs with
a leading fraction bit equal to one are non-signaling NANs; NANs with a leading fraction bit equal
to zero are signaling NANs (SNANs). A SNAN can be used as an escape mechanism for a user-
defined non-IEEE data type. The FPCP never creates a SNAN as a result of an operation.
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The IEEE specification defines the manner in which a NAN is processed when used as an input
to an operation. Particularly, if a SNAN is used as an input and the SNAN trap is not enabled, a
non-signaling NAN must be returned as the result. The FPCP accomplishes this by using the
source SNAN, setting the most-significant bit of the fraction, and storing the resultant non-sig-
naling NAN in the destination. Due to the IEEE formats for NANs, the result of setting the most-
significant fraction bit of a SNAN is always a non-signaling NAN.

‘When NANs are created by the FPCP, the NANs always contain the same bit pattern in the
3 mantissa; for any precision, all bits of the mantissa are ones. When a NAN is created by the user,
any non-zero bit pattern can be stored in the mantissa.

3.2.6 Binary Real Data Summary

Figure 3-8 presents a summary, for quick reference, of the five floating-point data types for the
single, double and extended precision formats.

3.3 PACKED DECIMAL REAL DATA FORMAT

The packed decimal floating-point data format consists of a twenty-four digit packed decimal
string as shown in Figure 3-9. A decimal floating-point source operand is converted to an extended
precision value before the specified operation is performed. Thus, mixed mode arithmetic is
implicitly supported.

MIN < EXPONENT << MAX SIGNIFICAND = ANY BIT PATTERN

-

SIGN OF SIGNIFICAND, 0 OR 1

EXPONENT = 0 SIGNIFICAND = ANY NON-ZERO BIT PATTERN

-

SIGN OF SIGNIFICAND, 0 OR 1

EXPONENT = 0 SIGNIFICAND = 0

-

SIGN OF SIGNIFICAND, 0 OR 1

EXPONENT = MAXIMUM SIGNIFICAND = 0*

-

SIGN OF SIGNIFICAND; 0 OR 1

EXPONENT = MAXIMUM SIGNIFICAND = ANY NON-ZERO BIT PATTERN

-

SIGN OF SIGNIFICAND, 0 OR 1

*For the extended precision format, the most significant bit of the significand (the integer bit) is a don’t care.

Figure 3-8. Binary Real Data Type Summary

MOTOROLA MC68881/MC68882 USER'S MANUAL
3-6



91 80 67 0

| 7 Y70,
'l b wmanmissa !

3-DIGIT

EXPONENT PACKED DECIMAL RE

b ——

—

T
|
1
1

IMPLICIT DECIMAL POINT

2 BITS, USED ONLY FOR £INFINITY OR NAN(S), ZERG OTHERWISE
SIGN OF EXPONENT

SIGN OF MANTISSA

*Unless a binary-to-decimal conversion overflow occurs

Figure 3-9. Packed Decimal Real Data Format

The packed decimal representation for the special data types of zero, infinity, and NAN is described
in 3.6 DATA FORMAT DETAILS, which also defines all possible data patterns in the packed decimal
data format.

3.4 INTERNAL DATA FORMAT

All FPCP internal operations are performed in extended precision. All external operands, regardless
of data format, are converted to extended precision values before the specified operation is
performed.

The format used in the eight floating-point data registers is identical to the extended precision
data format described previously and in 3.6 DATA FORMAT DETAILS (with the deletion of the 16
unused bits). The extended precision data format has a 15-bit biased integer exponent and a 64-
bit mantissa.

The format of an intermediate result is shown in Figure 3-10. The intermediate result exponent
for some dyadic operations (multiply and divide) can easily overflow or underflow the 15-bit
exponent. In order to simplify overflow and underflow detection, intermediate results in the FPCP
maintain a 17-bit twos complement integer exponent. When an overflow or underflow interme-
diate result is detected, the intermediate 17-bit exponent is always converted into a 15-bit biased
exponent before it is stored in a floating-point data register. Additionally, the mantissa is main-
tained internally as 67 bits for rounding purposes, but is always rounded to 64 bits (or less,
depending on the selected rounding precision) before it is stored in a floating-point data register.

17817 i 63817 o
EXPONENT ! FRACTION HH
LEAST SIGNIFICANT BIT OF FRACTION ——J
INTEGER BIT GUARD BIT
OVERFLOW BIT ROUND BIT
STICKY BIT

Figure 3-10. Intermediate Result Format
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3.5 FORMAT CONVERSIONS

Two cases of conversion between two data formats are:

® Converting an operand in any memory data format to the extended precision data format
and storing it in a floating-point data register, or using it as the source operand for an
arithmetic operation.

® Converting the extended precision value in a floating-point data register to any data format
m and storing it in @ memory destination.

3.5.1 Conversion to Extended Precision Data Format

Since the internal data format used by the FPCP is always extended precision, all external op-
erands, regardless of data format, are converted to extended precision values before the specified
operation is performed. If the external operand, regardless of data format, is a denormalized
number, the number is normalized before the specified operation is performed. Conversion and
normalization apply not only to loading a floating-point data register but also to external operands
involved in arithmetic operations.

Since floating-point data registers always contain extended precision data format values, an
external extended precision denormalized number moved into a floating-point data register is
stored as an extended precision denormalized number. In this case, the number is first normalized
and then denormalized before it is stored in the designated floating-point data register. This
method simplifies the handling of all other data formats and types.

If an external operand is an extended precision unnormalized number, the number is normalized
before it is used in an arithmetic operation. If the external operand is an extended precision
unnormalized zero (i.e., with a mantissa of all zeros), the number is converted to an extended
precision normalized zero before the specified operation is performed. This normalization and
conversion applies not only to external unnormalized operands involved in arithmetic operations,
but also applies to loading a floating-point data register. Note that the regular use of unnormalized
inputs defeats the purpose of the IEEE standard, and may produce gross inaccuracy in the results.

3.5.2 Conversions to Other Data Formats

Conversion from the extended precision data format to any of the other six data formats occurs
when the contents of an FPCP floating-point data register are stored to memory or an MPU data
register. Since no operation performed by the FPCP can create an unnormalized result, the result
of moving a floating-point data register to an extended precision external destination can never
be an unnormalized number.

3.6 DATA FORMAT DETAILS

This section provides the format specification details for the single (S), double (D), extended (X)
precision binary real, and packed decimal (P) real string data formats. Refer to Tables 3-1 through
3-4 and Figure 3-11.
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Table 3-1. Single Precision Binary Real Format

31 30 23 22 0
Memor rmat:
oy Format s | DIASED FRACTION
EXPONENT

Field Size (in Bits):

s = Sign 1

e = Biased Exponent 8

f = Fraction 23

Total 32
Interpretation of Sign:

Positive Mantissa, s = 0

Negative Mantissa, s = 1
Normalized Numbers:

Bias of e +127 ($7F)

Range of e 0 < e < 255 ($FF)

Range of f Zero or Non-Zero

Mantissa = Significand = 1.f

Relation to Representation of Real Numbers (—1)8 x 26—127 x 1.f
Denormalized Numbers:

e = Format Minimum = 0 ($00)

Bias of e +126 ($7E)

Range of f Non-Zero
Mantissa = Significand = 0.f
Relation to Representation of Real Numbers (-8 x 2126 x 0.
Signed Zeros:

e = Format Minimum = 0 ($00)

f = Mantissa = Significand = 0.f = 0.0
Signed Infinities:

e = Format Maximum = 255 ($FF)

f = Mantissa = Significand = 0.f = 0.0
NANs (Not-A-Number):

s = Don't Care

e = Format Maximum = 255 ($FF)

f= Non-Zero

Representation of f JIxxxx ... xxxx, Non-Signaling

.0xxxx . .. xxxx, Signaling

XXXX . . . XXXX Non-Zero Bit Pattern

f When Created by the FPCP 11110111
Ranges (Approximate):

Maximum Positive Normalized 3.4 x 1038

Minimum Positive Normalized 1.2 x 10s—38

Minimum Positive Denormalized 1.4 x 10-45
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Table 3-2. Double Precision Binary Real Format

Memory Format:

Field Size (in Bits):

s = Sign

e = Biased Exponent
= Fraction

Total

Interpretation of Sign:
Positive Mantissa, s =
Negative Mantissa, s =

Normalized Numbers:
Bias of e
Range of e
Range of f
Mantissa = Significand =

Relation to Representation of Real Numbers

Denormalized Numbers: e = Format Minimum =

Bias of e

Range of f
Mantissa = Significand =

Relation to Representation of Real Numbers

Signed Zeros:
e = Format Minimum =
f = Mantissa = Significand =

Signed Infinities:
e = Format Maximum =
f = Mantissa = Significand =

NANs (Not-A-Number):
s =
e = Format Maximum =
f=
Representation of f

XXXX . . . XXXX
f When Created by the FPCP

Ranges (Approximate):
Maximum Positive Normalized
Minimum Positive Normalized
Minimum Positive Denormalized

63 62 52 51

BIASED

8 EXPONENT

FRACTION

"

64

+1023

0 < e < 2047 ($7FF)
Zero or Non-Zero

1.f

(—=1)s x 26—1023 x 1¢

0 ($000)

+1022 ($3FE)
Non-Zero

o0.f

(-1)sx2-1022 x of

0 ($00)
0.f = 0.0

2047 ($7FF)
0.f = 0.0

Don’t Care

2047 ($7FF)

Non-Zero

Jxxxx . .. xxxx, Non-Signaling
Oxxxx . .. xxxx, Signaling
Non-Zero Bit Pattern

A1 1N

18 x 10307

2.2 x 10—308
49 x 10—324
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Table 3-3. Extended Precision Binary Real Format

Memory Format:

Field Size (in Bits):
s = Sign
= Biased Exponent
u = Zero, Reserved
j = Integer Part
f = Fraction
Total

@

Interpretation of Unused Bits:
Input
Output

Interpretation of Sign:
Positive Mantissa, s =
Negative Mantissa, s =

Normalized Numbers:
Bias of e
Range of e
j=
Range of f
j.f = Mantissa = Significand =
Relation to Representation of Real Numbers

Denormalized Numbers:
e = Format Minimum
Bias of e
j=
Range of f
j.f = Mantissa = Significand =
Relation to Representation of Real Numbers

Signed Zeros:
e = Format Minimum =
j.f = Mantissa = Significand =

Signed Infinities:
e = Format Maximum =
i=
j.f = Mantissa = Significand

NANs (Not-A-Number):
s =

e = Format Maximum =
f=
Representation of f

XXX .. . XXXX
f When Created by the FPCP

Ranges (Approximate):
Maximum Positive Normalized
Minimum Positive Normalized
Minimum Positive Denormalized

MC68881/MC68882 USER'S MANUAL

9% 94 80 79 64 62

BIASED INTEGER PART
S | EXPONENT ZERO FRACTION

Don’t Care
All Zeros

+16383 ($3FFF)

0 <= e < 32767 ($7FFF)
1

Zero or Non-Zero

1.f
(—1)s x 26—16383 x |f

0 ($0000)
+16383 ($3FFF)
0

Non-Zero

0.f

(—1)s x 2—16383 x o.f

0 ($0000)
0.0

32767 ($7FFF)
Don't Care
j.000 ... 0000

Don't Care

Don't Care

32767 ($7FFF)

Non-Zero

j.Ixxx .. . xxxx, Non-Signaling
j.0xxx . . . xxxx, Signaling
Non-Zero Bit Pattern
Mmoo

6 x 104931

8 x 10—4933
9 x 104952

MOTOROLA
3-11




Table 3-4. Decimal String Type Definitions

o g Word 5 Word 4 Words 3-0
peran 15 | 14 | 13 | 12 1...0 15...0
Type - .

SM SE % y 3-Digit Exponent 1-Digit Integer 16-Digit Fraction
+INFINITY 0/1 1 1 $FFF $xxx $00...00
+NAN on 1 1 1 $FFF $XXXX Non-Zero, see Note 1

+SNAN 0/1 1 1 1 $FFF $XXXX Non-Zero, see Note 1
+ZERO 0 01 X X $000-$999 $xxx0 $00...00
~ZERO 1 o | x X $000-$999 $xxx0 $00...00
+In-Range 0 0/1 X X $000-$999 $xxx0-$xxx9 $00...01-$99...$99
—In-Range 1 0/1 X X $000-$999 $xxx0-$xxx9 $00...01-$99...$99

NOTES:

1. A decimal string with the SE and y bits set, an exponent of $FFF, and a non-zero 16-digit decimal fraction is a NAN. When this
string is used by the FPCP, the fraction part of the NAN is moved bit-for-bit into the extended precision mantissa of a floating-
point register. The exponent of the register is set to signify a NAN, but no decimal-to-binary conversion or any other conversion
is performed. Therefore, the most-significant bit of the most-significant digit in the decimal fraction (most-significant bit of
MANT15) is a don't care (as in extended NANs) and the most significant bit minus one of MANT15 is the signaling NAN (SNAN)
bit. If the NAN bit is a zero, then it is a SNAN.

2. If a non-decimal digit [$A ... $F] appears in the exponent of a zero, the number is converted to a true zero. The FPCP does not
detect non-decimal digits [$A . . . $F] in the exponent, integer, or fraction digits of an in-range decimal string. These non-decimal
digits are converted to binary in the same manner as decimal digits; however, the result is probably useless, although it is
repeatable.

3. Since in-range numbers cannot overflow or underflow when converted to extended precision, normalized extended precision
numbers are always produced by conversion from the decimal data format.

SIGN OF MANTISSA

0 = POSITIVE. 1 = NEGATIVE IMPLICIT DECIMAL POINT
SIGN OF EXPONENT

—— USED ONLY FOR INFINITY OR NAN(S) DON'T CARES
|
r 1

wo|  Exp2 EXP1 EXPO (EXP3) XXXX XXXX | MANTIB

MANTIS | MANTI4 | MANTI3 | MANTIZ | MANTI1 | MANTIO | MANTS MANTS

MANT7 MANTS MANTS MANT4 MANT3 MANT2 MANT1 MANTO

MANTn Is the nth digit of the mantissa.

EXPn Is the nth digit of the exponent. EXP3 is only generated during a move out operation if the source
operand exponent exceeds the magnitude of a three digit exponent; otherwise, it is a don't care.
Only EXPO-EXP2 are used for input.

XXXX Are don't care bits, which are zero when written and ignored when read.

Figure 3-11. Packed Decimal Real Data Format Detail

e __________________________________________________________________________|
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SECTION 4
INSTRUCTION SET

This section describes the MC68881/MC68882 (FPCP) instruction set in detail, using the Motorola
assembly language syntax and notation. As an introduction, a summary of the instruction set is

presented, followed by a detailed description of each instruction. Also included at the end of this
section is a listing of the binary patterns of all of the instructions and an opcode map summary
for use by assembler and compiler writers.

4.1 INSTRUCTION DESCRIPTION CONVENTIONS

The instruction set is discussed in this section using this functional grouping and the following

notation:

B, W, L

w X O »w

FPm, FPn
FPcr

<ea>

cce
<list>

<label>

The same size codes as all M68000 Family processors; specifies a signed integer
data type (twos complement) of byte (8 bits), word (16 bits), or long word (32
bits)

Single precision real data format (32 bits)

Double precision real data format (64 bits)

Extended precision real data format (96 bits, 16 bits unused)

Packed BCD real data format (96 bits, 12 bytes)

One of the eight floating-point data registers

One of the three floating-point system control registers (FPCR, FPSR, or FPIAR)
Any valid MC68020/MC68030 (MPU) addressing mode

A twos complement signed integer (-64 to +17) that specifies the format of a
number to be stored in the packed decimal format

An index into the FPCP constant ROM
A list of floating-point data registers or control registers

A relative label used by an assembler to calculate a displacement

4.2 INSTRUCTION GROUPS

The following paragraphs briefly describe each instruction group along with tables showing the
Motorola syntax for each instruction. The FPCP instructions can be separated into the following

groups:
Data Movement Program Control
Dyadic Operations System Control

Monadic Operations

MC68881/MC68882 USER'S MANUAL MOTOROLA
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4.2.1 Data Movement Operations

This group of instructions includes those that load or store the user visible configuration of the
FPCP and that move operands into, between, or out of the floating-point data registers. Data
format conversion functions are also implicitly supported since all external data formats are
converted to extended precision for internal storage, and vice versa. Operations to move the
system control registers into and out of the FPCP are also provided. The move constant ROM
(FMOVECR) instruction allows floating-point data registers to be loaded quickly with commonly
used constants such as m, e, 0.0, 1.0, etc. Table 4-1 summarizes the data movement instructions
that are available and the operand data formats supported.

Table 4-1. Data Movement Operations

Instruction Operand Syntax | Operand Format Operation
FMOVE FPm,FPn X source $ destination
(ea),FPn B,.W,LS,DXP
FPm,(ea) B,W,L,S,D,X
FPm (ea){#k} P
FPm (ea){Dn} P
(ea),FPct L
FPcr(ea) L
FMOVECR #ccc,FPn X ROM constant § FPn
FMOVEM (ea).(list)! LX listed registers » destination
(ea),Dn X
(list)! (ea) L.X source § listed registers
Dn.(ea) X .

NOTE: The register list may include any combination of the eight floating-point data registers, or it
may contain any combination of the three control registers FPCR, FPSR, and FPIAR. If the
register list mask resides in a main processor data register, only floating-point data registers
may be specified.

4.2.2 Dyadic Operations

The dyadic floating-point instructions provide several arithmetic functions that require two input
operands such as add, subtract, multiply, and divide. For these operations, the first operand may
be located in memory, in an integer data register, or in a floating-point data register, and the
second operand is always contained in a floating-point data register. The results of the operation
are stored in the register specified as the second operand. With two exceptions, all operations
support any data format and are performed to extended precision. The exceptions are the single
precision multiply and divide instructions (FSGLMUL and FSGLDIV). These instructions support
any precision inputs, but return results accurate only to single precision. These instructions provide
very high speed operations by sacrificing accuracy. The general format of the dyadic instructions
is given in Table 4-2; the available operations are listed in Table 4-3.

Table 4-2. Dyadic Operation Format

Instruction

Operand Syntax | Operand Format Operation
F(dop) (ea),FPn B,W,L,S,D X,P FPn (function) source » FPn
FPm,FPn X
where: .

<dop> is any one of the dyadic operation specifiers.
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Table 4-3. Dyadic Operations

Instruction Function

FADD add
FCMP compare
FDIV divide
FMOD modulo remainder

| FMUL multiply
FREM IEEE remainder
FSCALE scale exponent
FSGLDIV single precision divide
FSGLMUL single precision multiply
FSUB subtract "

4.2.3 Monadic Operations

The monadic floating-point instructions provide several arithmetic functions that require only one
input operand. Unlike the integer counterparts to these functions (e.g., NEG <ea>), a source and
a destination may be specified. The operation is performed on the source operand and the result
is stored in the destination, which is always a floating-point data register. When the source is not
a floating-point data register, all data formats are supported; the data format is always extended
precision for register-to-register operations. The general format of these instructions is shown in
Table 4-4, and the available operations are listed in Table 4-5. The form of the simultaneous sine
and cosine instruction is given in Table 4-6.

Table 4-4. Monadic Operation Format

Instruction Operand Syntax Operand Format Operation
F({mop) (ea),FPn B,W,L,S,D,X,P source » function » FPn
FPm,FPn X
FPn X FPn # function # FPn
where:

<mop> is any one of the monadic operations specifiers.

Table 4-5. Monadic Operations

Instruction Function Instruction Function
FABS absolute value FLOGN In(x) ‘
FACOS arc cosine FLOGNP1 In(x+1)

FASIN arc sine FLOG10 log1g(x)
FATAN arc tangent FLOG2 loga(x)
FATANH hyperbolic arc tangent ENEG negate
FCOS cosine FSIN sine
FCOSH hyperbolic cosine FSINH hyperbolic sine
FETOX ex FSQRT square root
FETOXM1 eX—1 FTAN tangent
FGETEXP extract exponent FTANH hyperbolic tangent
FGETMAN extract mantissa FTENTOX 10X
FINT extract integer part FTWOTOX 2%

| FINTRZ extract integer part, rounded-to-zero

MC68881/MC68882 U\SER'S MANUAL
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Table 4-6. Dual Monadic Operation Format

Instruction Operand Syntax | Operand Format Operation
FSINCOS (ea),FPc:FPs B,W,L,S,D,X,P SIN(source) # FPs;
FPm,FPc:FPs X COS(source) » FPc

4.2.4 Program Control Operations

The program control instructions provide a means of affecting program flow based on conditions
present in the floating-point status register after any operation that sets the condition codes. In

n addition to allowing direct control of program flow with the branch conditionally (FBcc) and the
decrement and branch conditionally (FDBcc) instructions, the set conditionally (FScc) instruction
allows the user to set a Boolean variable based on the floating-point condition codes as an
intermediate result in the evaluation of a complex Boolean equation. Also included is a test
operand instruction (FTST) that sets the floating-point condition codes for use by the other program
and system control instructions, and a no operation instruction (FNOP) that may be used to force
synchronization of the FPCP with the main processor. Table 4-7 summarizes the program control
instructions that are available.

Table 4-7. Program Control Operations

Instruction Operand Syntax | Operand Format Operation

FBcc (label) Ww,L if condition true,
then PC+d #» PC

FDBcc Dn,(label) w if condition true, then no operation;
else Dn—1» Dn; i

if Dn+ —1
then PC+d » PC

FNOP none none no operation

FScc (ea) B if condition true,
then 1's # destination
else 0's » destination

FTST (ea) B,.W,L,S,D,X,P set FPSR condition codes

FPn X

The FPCP supports 32 conditional tests that are separated into two groups — 16 that cause an
exception if an unordered condition is present when the conditional test is attempted, and 16 that
do not cause a exception if an unordered condition is present. (An unordered condition occurs
when an input to an arithmetic operation is a NAN.) Table 4-8 lists the 32 condition code mne-
monics along with the conditional test function. Refer to 4.4 CONDITIONAL TEST DEFINITIONS
for a detailed description of the conditional equation used by each test.

Table 4-8. Conditional Test Mnemonics

Exception on Unordered No Exception on Unordered
GE greater than or equal OGE ordered greater than or equal
GL greater than or less than OGL ordered greater than or less than
GLE greater than or less OR ordered
GT greater than OGT ordered greater than
LE less than or equal OLE ordered less than or equal
LT less than OoLT ordered less than
NGE not (greater than or equal) UGE unordered or greater than equal

_________________________________________________________________________________|
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Table 4-8. Conditional Test Mnemonics (Continued)

Exception on Unordered No Exception on Unordered
NGL not (greater than or less than) UEQ unordered or equal
NGLE not (greater than or less than or equal) UN unordered
NGT not greater than UGT unordered or greater than
NLE not (less than or equal) ULE unordered or less than or equal
NLT not less than ULT unordered or less than
SEQ signaling equal EQ equal
SNE signaling not equal NE not equal
SF signaling always false F always false
ST signaling always true T always true

4.2.5 System Control Operations

The system control instructions communicate with the operating system via a conditional trap
instruction (FTRAPcc), and save or restore (FSAVE or FRESTORE) the non-user visible portion of
the FPCP during context switches in a virtual memory or other type of multitasking system. The
conditional trap instruction uses the same conditional tests as the program control instructions
and allows an optional 16- or 32-bit immediate operand to be included as part of the instruction
for passing parameters to the operating system. Table 4-9 summarizes the system control in-
structions.

Table 4-9. System Control Operations

Instruction Operand Syntax Operand Size Operation
FRESTORE (ea) none state frame # internal registers
FSAVE (ea) none internal registers # state frame
FTRAPcc none none if condition true,

#XXX WL, then take exception

4.3 COMPUTATIONAL ACCURACY

Whenever an attempt is made to represent a real number in a binary format of finite precision,
there is a possibility that the number cannot be represented exactly; this is commonly referred
to as round-off error. Furthermore, when two inexact numbers are used in a calculation, the error
present in each number is reflected and possibly aggravated, in the result.

One of the major reasons that the /EEE Standard for Binary Floating-Point Arithmetic (ANSV/IEEE
Std 754-1985) was developed is to define the error bounds for calculation of binary floating-point
values so that all machines conforming to the standard produce the same results for an operation.
The operation must meet the following conditions:

1. same input values,
2. same rounding mode, and
3. same precision.

The IEEE standard specifies not only the format of data items, but also defines:
1. the maximum allowable error that may be introduced during a calculation, and
2. the manner in which rounding of the result is performed.
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However, the IEEE specification defines only the operation of some of the instructions supported
by the FPCP; those not specified by the IEEE standard are described in detail in the following
paragraphs. The following paragraphs discuss the accuracy of the calculations performed by the
FPCP, grouping them as follows:

1. the IEEE specified operations and non-transcendental functions,
2. the transcendental functions, and
3. the |IEEE specified conversions between binary and decimal real formats.

4.3.1 Arithmetic Instructions

The IEEE Specification for Binary Floating-Point Arithmetic specifies that the following operations
must be supported for each data format: add, subtract, multiply, divide, remainder, square root,
integer part, and compare. Conversions between the various data formats are also required. In
addition to these arithmetic functions, the FPCP also supports the non-transcendental operations
of: absolute value, get exponent, get mantissa, negate, modulo remainder, scale exponent, and
test. Since the IEEE specification defines the error bounds to which all calculations are performed,
the result obtained by any conforming machine can be predicted exactly for a particular precision
and rounding mode. The error bound defined by the IEEE specification is one-half unit in the last
place of the destination data format in the round-to-nearest mode, and one unit in the last place
in the other rounding modes.

The FPCP performs all calculations using a 67-bit mantissa for the intermediate results. The three
bits beyond the precision of the extended format allow the FPCP to perform all calculations as if
to infinite precision, and then round the result to the desired precision before storing it in the
destination. By performing calculations in this manner, the final result is always correct for the
specified destination data format before rounding is performed (unless an overflow or underflow
error occurs). The specified rounding operation then produces a number that is as close as possible
to the infinitely precise intermediate value and is still representable in the selected precision. An
example of how the 67-bit mantissa allows the FPCP to meet the error bound of the IEEE speci-
fication is as follows:

S

Mantissa | g r
1 0 0 (Tie Case)

Intermediate Result: X.X......X00
Round-to-Nearest Result: X.X......x00

In this case, the least-significant bit (1) of the rounded result is not incremented, even though the
guard bit (g) is set in the intermediate result. The IEEE standard specifies that tie cases should
be handled in this manner. Assuming that the destination data format is extended, if the difference
between the infinitely precise intermediate result and the round-to-nearest result is calculated,
the relative difference is 2—64 (the value of the guard bit). This error is equal to one-half of the
value of the least significant bit, and is the worst-case error that can be introduced when using
the round-to-nearest mode. Thus, the term one-half unit in the last place correctly identifies the
error bound for this operation. This error specification is the relative error present in the result;
the absolute error bound is equal to 2exponent x 2—64_ An example of the error bound for the
other rounding modes is as follows:

Mantissa | g r s
1

Intermediate Result: X.X......X00
Round-to-Zero Result: X.X......x00

In this case, the difference between the infinitely precise result and the rounded result is
2—6442—-6512-66, which is slightly less than 2— 63 (the value of the least-significant bit). Thus,
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the error bound for this operation is not more than one unit in the last place. For all of the
arithmetic operations, these error bounds are met by the FPCP, thus providing accurate and
repeatable results.

4.3.2 Transcendental Instructions

The IEEE specification does not define the error bound to which transcendental (except square
root) functions are to be performed. In this context, the transcendental functions are all of those
operations not mentioned in the previous paragraphs (i.e., the trigonometric, hyperbolic, loga-
rithmic, and exponential instructions). Due to the highly recursive nature of the algorithms used
to calculate these functions, the round-off error in the input operands to a function, combined
with the limited precision of the FPCP ALU, do not allow the calculation of a result with the same
error limit as the arithmetic functions. However, these operations are quite accurate given the
constraint of using an ALU with a finite precision of 67 bits. In general, the worst-case accuracy
of any transcendental function is one unit in the last place of double precision (which is equal to
4096 units in the last place of extended precision). The typical error bound for these instructions
is approximately 64 units in the last place of extended precision. The following example illustrates
the significance of this error bound:

Mantissa

Correct Result:  x.x......x00000000
FPCP Calculated Result:  x.x......x01000000

In this case, the relative difference between the correct result and the result calculated by the
FPCP is 2—57 (assuming an extended precision result), which is 26 times the value of the least-
significant bit. This difference corresponds to an error of 64 units in the last place.

Note that the transcendental functions perform limited checking for special case input values such
as boundary conditions. For example, the exponential functions check for a zero input value, but
do not check for exact integer values. Thus, raising a number to an exact integer value may not
produce an exact result (e.g., the instruction FTENTOX #1,FP0 does not produce an extended
precision value of exactly 10.0), and the INEX2 bit in the FPSR may be set even if an exact result
is produced.

4.3.3 Decimal Conversions

The IEEE standard does not specify the format of the decimal real representation used by any
conforming machine, but it does define the error bounds for conversions between decimal and
the single and double precision binary formats. Thus, such conversions always produce consist-
ently rounded results, and those results are predictable and repeatable on any conforming system.
However, it is not always possible to perform an exact conversion between these data formats,
due to the limited precision of the numbers and the different radices of the values. The error
bound for these conversions is 0.97 unit in the last digit of the destination precision for the round-
to-nearest mode; and 1.47 units in the last digit of the destination precision for the other rounding
modes. When an input conversion cannot produce an exact result, the FPCP sets the INEX1 bit
in the FPSR exception byte. This indication allows for special handling of these conversion errors
that is separate from the handling of other types of inaccurate results. When an output conversion
cannot produce an exact result, the INEX2 bit is set.

The packed decimal data format supported by the FPCP allows the representation of double
precision binary numbers in a decimal form, in accordance with the |IEEE specification. When a
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packed decimal number is converted to extended precision, the result is always in range although
the conversion may be inexact. The result is within range because the magnitudes of the exponent
and mantissa of a packed decimal number are less than the largest values representable in the
extended precision format. Refer to 6.1.8 Inexact Result on Decimal Input for a description of the
handling of inaccurate decimal to binary conversions.

When an extended precision number is converted to packed decimal, the result may be a number
that cannot be represented exactly, or a number that is too large to be represented with a three-
digit exponent. When this type of conversion is performed, the k factor specified is used to locate
the decimal rounding boundary. If the magnitude of the rounded decimal result exponent exceeds
999, the FPCP signals an operand error and calculates a fourth exponent digit, which is included
n in the destination operand (see Figure 3-11 for the position of the fourth digit). Refer to 6.1.7
Inexact Result for a description of the handling of inaccurate binary to decimal conversions.

Note that the error bounds specified by the IEEE standard apply only to conversions of values in
the range of the double precision format. The error bound for conversions by the FPCP of extended
precision values which cannot be represented in double precision is significantly larger. Software
must be provided to convert such extended precision values to decimal. The conversion must
generate decimal results with an error bound analogous to those specified in the IEEE standard
for double precision values. That software envelope must utilize a super extended precision to
achieve such error bounds.

Note that the binary to/from decimal conversions performed by the FPCP utilize the on-chip ROM
values of powers of 10 for speed and accuracy, thus allowing exact conversions in many cases
(particularly for values that are exact powers of ten).

4.4 CONDITIONAL TEST DEFINITIONS

The FPCP provides a very simple mechanism for performing conditional tests of the result of any
arithmetic floating-point operation. First, the condition code bits in the FPSR are set or cleared at
the end of any arithmetic operation or move operation to a single floating-point data register.
The condition code bits are always set consistently based on the result of the operation. Second,
the FPCP provides 32 conditional tests that are supported in hardware by the M68000 Family
coprocessor interface. This mechanism allows conditional instructions that test floating-point
conditions to be coded in exactly the same way as the integer conditional instructions. The
evaluation of the conditional test by the FPCP is performed automatically. The combination of
the consistent setting of the condition code bits and the simple programming of conditional
instructions gives the MC68020/MC68030 and FPCP combination a very flexible, high performance
method of altering program flow based on floating-point results.

One important programming consideration is that the inclusion of the NAN data type in the |IEEE
floating-point number system requires each conditional test to include the NAN condition code
bit in its Boolean equation. Because a comparison of a NAN with anything is unordered (i.e., it
is impossible to determine if a NAN is bigger or smaller than an in-range number), the compare
instruction sets the NAN condition code bit when an unordered compare is attempted. All arith-
metic instructions also set the NAN bit if the result of an operation is a NAN. The conditional
instructions interpret the NAN condition code bit equal to 1 as the unordered condition.

The inclusion of the unordered condition in floating-point branches destroys the familiar tricho-
tomy relationship (greater than, equal, less than) that exists for integers. For example, the opposite
of floating-point branch greater than (FBGT) is not floating-point branch less than or equal (FBLE).
Rather, the opposite condition is floating-point branch not greater than (FBNGT). If the result of
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the previous instruction was unordered, FBNGT is true; whereas, both FBGT and FBLE would be
false since unordered fails both of these tests (and sets BSUN). Compiler programmers should
be particularly careful of the lack of trichotomy in the floating-point branches since it is common
for compilers to invert the sense of conditions.

In the following paragraphs, the conditional tests are described in three main categories:
1. IEEE non-aware tests,
2. |EEE aware tests, and
3. Miscellaneous.

The set of IEEE non-aware tests is best used:

1. when porting a program from a system that does not support the |IEEE standard to a con-
forming system, or
2. when generating high-level language code that does not support IEEE floating-point concepts
(i.e., the unordered condition).
When using the set of IEEE non-aware tests, the user receives a BSUN exception whenever a
branch is attempted and the NAN condition code bit is set, unless the branch is an FBEQ or an
FBNE. If the BSUN trap is enabled in the FPCR register, the exception causes a trap. Therefore,
the IEEE non-aware program is interrupted if something unexpected occurs.

The IEEE aware branch set should be used in programs that contain ordered and unordered
conditions by compilers and programmers who are knowledgeable of the IEEE standard. Since
the ordered or unordered attribute is explicitly included in the conditional test, the BSUN bit is
not set in the status register EXC byte when the unordered condition occurs.

4.4.1 IEEE Non-Aware Tests

All of the conditional tests in the following table, except EQ and NE, set the BSUN bit in the status
register exception byte if the NAN condition code bit is set when a conditional instruction is

executed.

Mnemonic Definition Equation Predicate
EQ Equal Z 000001
NE Not Equal z 001110
GT Greater Than NANVZVN 010010
NGT Not Greater Than NANvZvN 011101
GE Greater Than or Equal Zv(NANWN) 010011
NGE Not (Greater Than or Equal) NANv(NAZ) 011100
LT Less Than NA(NANVZ) 010100
NLT Not Less Than NANv(ZvN) 011011
LE Less Than or Equal ZV(NANAN) 010101
NLE Not (Less Than or Equal) NANV(NE) 011010
GL Greater or Less Than NANvZ 010110
NGL Not (Greater or Less Than) NANvZ 011001
GLE Greater, Less or Equal m 010111
NGLE Not (Greater, Less or Equal) NAN 011000

where:

"v'"=Logical OR

A" =Logical AND

|
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4.4.2 IFEE Aware Tests

The following conditional tests do not set the BSUN bit in the status register exception byte under
any circumstances.

Mnemonic Definition Equation Predicate
EQ Equal z 000001
NE Not Equal z 001110
OGT Ordered Greater Than NANVZVN 000010
ULE Unordered or Less or Equal NANvZvN 001101
OGE Ordered Greater Than or Equal Zv(NANVN) 000011

n ULT Unordered or Less Than NANv(NAE) 001100
oLT Ordered Less Than NA(NANvZ) 000100
UGE Unordered or Greater or Equal NANvZvN 001011
OLE Ordered Less Than or Equal zme) 000101
UGT Unordered or Greater Than NANv(mE) 001010
OGL Ordered Greater or Less Than NANvZ 000110
UEQ Unordered or Equal NANvZ 001001
OR Ordered NAN 000111
UN . Unordered NAN 001000
where:
“v" = Logical OR

“A" = Logical AND

4.4.3 Miscellaneous Tests

The following tests are not generally used but are implemented for completeness of the set. If
the NAN condition code bit is set, T and F do not set the BSUN bit, but SF, ST, SEQ, and SNE do
set the BSUN bit.

Mnemonic Definition Equation Predicate
F False False 000000
T True True 001111
SF Signalling False False 010000
ST Signalling True True 011111
SEQ Signalling Equal z 010001
SNE Signalling Not Equal E 011110

4.5 DETAILED INSTRUCTION DESCRIPTIONS

Subsequent paragraphs contain detailed information about each instruction in the FPCP instruction
set. Instructions are arranged in alphabetical order by assembler mnemonic. The following par-
agraphs provide background information to aid in reading the detailed instruction information
presented.

4.5.1 Addressing Modes

Due to the nature of the MC68020/MC68030 and FPCP coprocessor interface, the FPCP supports
all MC68020/MC68030 addressing modes. The MC68020/MC68030 effective address modes are
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categorized by the manner in which the modes are used. The following classifications are used
in the instruction details.

Data If an effective address is used to refer to data operands, it is considered a data
addressing mode.

Memory If an effective address is used to refer to memory operands, it is considered a
memory addressing mode.

Alterable If an effective address is used to refer to alterable (writable) operands, it is
considered an alterable addressing mode.

Control If an effective address is used to refer to memory operands that do not have

an associated size, it is considered a control addressing mode.

Table 4-10 shows the various addressing categories of each effective address mode. These cat-
egories may be combined so that additional, more restrictive, classifications may be defined. For
example, the instruction descriptions use such classifications as memory alterable or data alter-
able. The former refers to those addressing modes which are both memory and alterable addresses
(i.e., the intersection of the two sets of modes), and the latter refers to addressing modes which
are both data and alterable.

4.5.2 Instruction Description Format

The details of each instruction are provided in 4.6 Individual Instruction Descriptions. Figure 4-1
illustrates what information is given in these instructions descriptions.

Table 4-10. Effective Addressing Mode Categories

Address Modes Mode Register Data Memory Control Alterable | Assembler Syntax

Data Register Direct 000 reg. no. X — — X Dn
Address Register Direct 001 reg. no. — — — X An
Address Register Indirect 010 reg. no. X X X X (An)
Address Register Indirect

with Postincrement 011 reg. no. X X — X (An) +
Address Register Indirect

with Predecrement 100 reg. no. X X — X —(An)
Address Register Indirect

with Displacement 101 reg. no. X X X X (d16,An)
Address Register Indirect with

Index (8-Bit Displacement) 110 reg. no. X X X X (dg,An,Xn)
Address Register Indirect with

Index (Base Displacement) 110 reg. no. X X X X (bd,An,Xn)
Memory Indirect Postindexed 110 reg. no. X X X X ([bd,An],Xn,od)
Memory Indirect Preindexed 110 reg. no. X X X X ([bd,An,Xn],od)
Absolute Short 1M 000 X X X X (xxx).W
Absolute Long m 001 X X X X (xxx).L
Program Counter Indirect

with Displacement m 010 X X X _ (d16,PC)
Program Counter Indirect with

Index (8-Bit) Displacement m 011 X X X — (dg,PC,Xn)
Program Counter Indirect with

Index (Base Displacement) 1111 011 X X X — (bd,PC,Xn)
PC Memory Indirect

Postindexed m oM X X X — ([bd,PC],Xn,0d)
PC Memory Indirect

Preindexed 111 011 X X X — (bd,PC,Xn],0d)
Immediate 1M1 100 X X — — #(data)
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Instruction Name > FABS

Operation Description (see 4.6 Individual In- |_» Operation: Absolute Value of Sou
struction Descriptions for notation definitions) {— |

Assembler FABS.<fmt> <ea

Syntax for this Instruction Syntax: FABS.X FPrr
FABS.X FPn

n Attributes: Format=(Byte, Word,
Text Description of Instruction Operation ———+> Description:  Converts the source o

absolute value of that number in

Result of Operation for Input Operand(s). (This | _» Operation Table:
table defines the data type of the result that is — Source n
returned for each combination of input oper- Destination +
ands.) Result Absc
NOTE: If the source operand is a
Status Register Effects > Status Register:
Condition Codes: Affected
DITION «
Quotient Byte: Not affe:
Exception Byte: BSUN
SNAN
OPERR
OVFL
UNFL
Instruction Format (This specifies the bit pat- Dz
tern and fields of the operation and command INEX2
words, and any other words that are always INEX1

part of the instruction. The effective address
extensions are not explicitly illustrated. The ex-
tension words (if any) follow immediately after
the illustrated portions of the instructions. Re-

Accrued Exception Byte: Affected

N bility.

e ——

fer to the user’'s manual of the MC68020 or \Instruction Format:
MC68030 for the format of any required exten-
sion words.) 15 14 13 12 1 10
COPROCESSO
Meanings and Allowed Values (for the various ! ! ! ! D
fields required by the instruction format.) SOURCE
0 | RM 0 SPECIFIER

Figure 4-1. Instruction Description Format
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4.5.3 Operation Tables

An operation table is included for most instructions. This table lists the result data types for the
instruction based on types of input operand(s). For example, Figure 4-2 illustrates the table for
the FADD instruction.

Source In Range Zero Infinity
Destination + - + - + -
In Range Add Add +inf ~inf
+ +0.0 0.0 ) ) n
Zero N Add 001 _00 +inf —inf
Infinit + +inf +inf +inf NAN2
Yoo —inf ~inf NANZ —inf

NOTES:
1. Returns +0.0 in rounding modes RN, RZ, and RP; returns —0.0 in RM.
2. Sets the OPERR bit in the FPSR exception byte.
3. If either operand is a NAN, refer to 4.5.4 NANs for more information.

Figure 4-2. Operation Table Example (FADD Instruction)

In this table, the type of the source operand is shown along the top, and the type of the destination
operand is shown along the side. In-range numbers are normalized, denormalized, or unnor-
malized real numbers, integers, or packed decimal numbers that are converted to normalized or
denormalized extended precision numbers upon entering the FPCP.

From this table, it can be seen that if both the source and destination operand are positive zero,
the result is also a positive zero. For another example, if the source operand is a positive zero
and the destination operand is an in-range number, then the ADD algorithm is executed to obtain
the result. If a label such as ADD appears in the table, it indicates that the FPCP performs the
indicated operation and returns the correct result.

A third example of using the tables is when a source operand is plus infinity, and the destination
operand is minus infinity. Since the result of such an operation is undefined, a not-a-number
(NAN) is returned as the result, and the OPERR bit is set in the FPSR exception byte.

4.5.4 NANs

In addition to the data types covered in the operation tables for each instruction, NANs can also
be used as inputs to an arithmetic operation. The operation tables do not contain a row and
column for NANs because NANs are handled the same way in all operations.

4.5.4.1 NON-SIGNALING NANS. If either, but not both, operand of an operation is a NAN, and it
is a non-signaling NAN, then that NAN is returned as the result. If both operands are non-signaling
NANs, then the destination operand non-signaling NAN is returned as the result.

4.5.4.2 SIGNALING NANS. If either operand to an operation is a signaling NAN (SNAN), then the
SNAN bit is set in the FPSR EXC byte. If the SNAN trap enable bit is set in the FPCR ENABLE
byte, then the trap is taken and the destination is not modified. If the SNAN trap enable bit is not
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set, then the SNAN is converted to a non-signaling NAN (by setting the SNAN bit in the operand
to a one), and the operation continues as described in the preceding section for non-signaling
NANSs.

4.5.5 Operation Post Processing

Most floating-point operations end with an identical post processing step. While reading the
summary for each instruction, it should be assumed that an instruction performs post processing
unless the summary specifically states that the instruction does not do so. The following para-
graphs describe post processing in detail.

n 45.5.1 SETTING FLOATING-POINT CONDITION CODES. Unlike the integer arithmetic condition
codes found in the MC68020/MC68030, which are set uniquely for each instruction, the floating-
point condition codes are either not changed by an instruction or are always set in the same way
by any instruction. Therefore, it is not necessary to include details of condition code settings for
each FPCP instruction in the detailed instruction descriptions. The following paragraphs describe
how condition codes are set for all instructions that modify any condition codes.

Refer to 2.3.1 FPSR Floating-Point Condition Code Byte for a description of the FPSR condition
code byte. The four condition code bits are:

N Sign of Mantissa | Infinity

z Zero NAN Not-A-Number

These condition code bits differ slightly from integer condition codes. The floating-point condition
codes are not dependent on the type of operation being performed, but rather, can be set at the
end of the operation by examining the result. (The M68000 integer condition codes bits N and Z
have this characteristic, but the V and C bits are set differently for different instructions.) At the
end of any floating-point operation, the result is inspected, and the condition code bits are set or
cleared accordingly. For example, if the result of an operation is a positive normalized number,
then all of the condition code bits are set to zero. If the result is a minus infinity, then the N and
| bits are set, and the Z and NAN bits are cleared.

Refer to 2.3.1 FPSR Floating-Point Condition Code Byte for a description of the use of these bits
to generate the four conditions required by the IEEE floating-point standard. Refer to 4.4 CON-
DITIONAL TEST DEFINITIONS for a description of the use of the four condition code bits to generate
the 32 floating-point conditional tests.

4.5.5.2 UNDERFLOW, ROUND, OVERFLOW. During calculation of an arithmetic result, the ALU
of the FPCP has more precision and range than the 80-bit extended precision format. However,
the final result of these operations is an extended precision floating-point value. In some cases,
an internal result becomes either smaller or larger than can be represented in extended precision.
Also, the operation may have generated a larger exponent or more bits of precision than can be
represented in the chosen rounding precision. For these reasons, every arithmetic instruction
ends by rounding the result and checking for overflow and underflow.

At the completion of an arithmetic operation, the internal result is checked to see if it is too small
to be represented as a normalized number in the selected precision. If so, the underflow (UNFL)
bit is set in the FPSR EXC byte. It is also denormalized unless denormalization provides a zero
value. Denormalizing a number causes a loss of accuracy, but a zero is not returned unless
absolutely necessary. If a number is grossly underflowed, the FPCP returns a correctly signed
zero or the correctly signed smallest denormalized number, depending on the rounding mode in
effect. For more details on underflow, refer to 6.1.5 Underflow.
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If no underflow occurs, the internal result is rounded according to the user-selected rounding
precision and rounding mode. Refer to Figure 6-3 for a detailed description of rounding. After
rounding, the inexact bit (INEX2) is set appropriately. Lastly, the magnitude of the result is checked
to see if it is too large to be represented in the current rounding precision. If so, the overflow
(OVFL) bit is set and a correctly signed infinity or correctly signed largest normalized number is
returned, depending on the rounding mode in effect. For details on overflow refer to 6.1.4 Ov-
erflow.

Two important exceptions to the above description are: the execution of the FSGLDIV instruction

and of the FSGLMUL instruction. For these two instructions, the rounding precision programmed

in the mode control byte is ignored (although the selected rounding mode is used). The input
operands to these instructions are assumed to be single precision values, but no checking is n
performed to verify the inputs (each mantissa is truncated to 23 bits, and the exponent is accepted

as an extended precision value).

These two instructions first check the intermediate result for underflow as previously described,
but use the underflow threshold of extended precision regardless of the selected rounding pre-
cision. If no underflow occurs, the mantissa is rounded to the single precision boundary and is
denormalized if necessary. Finally, the exponent is checked for overflow, again using the overflow
threshold of extended precision. Thus, the final result generated has the range of an extended
precision number with a mantissa accurate to only 23 bits. If an underflow or overflow occurs,
the correctly signed number returned (largest normalized number, infinity, zero, or smallest de-
normalized number) is an extended precision number with an extended precision mantissa value.

4.6 INDIVIDUAL INSTRUCTION DESCRIPTIONS

The following notation is used in the detailed instruction definitions that follow:
(operand) Contents of the referenced location or register.
<fmt> Operand data format: Byte, word, long, single, double, extended, or packed (denoted
in the assembler syntax as an extension to the instruction mnemonic of .B, .\W, .L,
.S, .D, .X, or .P, respectively). '
<ea> Any valid MC68020/MC68030 addressing mode.

<label> A relative label used by an assembler to calculate a displacement.

<list> A list of the floating-point data registers or control registers.

» The left operand is moved to the location specified by the right operand.

FPcr One of the three floating-point system control registers (FPCR, FPSR, or FPIAR).
FPn One of eight floating-point data registers (always specifies the destination register).
FPm One of eight floating-point data registers (always specifies the source register).

FPc:FPs  Two of eight floating-point data registers. This notation is used only with the FSIN-
COS instruction and specifies the register pair where the cosine and sine values are

stored.

+inf Positive infinity

—inf Negative infinity

NAN Not-A-Number
Displacement

k An integer (—64 to +17) that specifies the format of a number to be stored in the
packed BCD format.

cce An index into the FPCP constant ROM.

MC68881/MC68882 USER'S MANUAL MOTOROLA
4-15



FABS FABS

Absolute Value

Operation: Absolute Value of Source # FPn
Assembler FABS.<fmt> <ea>,FPn
Syntax: FABS.X FPm,FPn
FABS.X FPn
Attributes: Format =(Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Converts the source operand to extended precision (if necessary) and stores the
absolute value of that number in the destination floating-point data register.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
Result Absolute Value Absolute Value Absolute Value
NOTE: If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES.

Not affected

Condition Codes:

Quotient Byte:

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs
OPERR Cleared
OVFL Cleared
UNFL If the source is an extended precision denormalized
number, refer to 6.1.5 Underflow; cleared otherwise.
DZ Cleared
INEX2 Cleared
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility.
Instruction Format:
15 14 13 12 ¥ 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! 0 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RM 0 SPECIFIER REGISTER 0 0 1 1 0 0
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FABS Absolute Value FA BS

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If RRM =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L 111 001
(An) 010 reg. number:An #<data™ 111 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16.AN) 101 reg. number:An (d16,PC) 111 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 111 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 o1
([bd,An,Xn],0d) 110 reg. number:An (Ibd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 110 reg. number:An (Ibd,PC],Xn,0d) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is then written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.

MC68881/MC68882 USER'S MANUAL MOTOROLA
4-17



FACOS FACOS

Arc Cosine

Operation: Arc Cosine of Source » FPn
Assembler FACOS.<fmt> <ea>,FPn
Syntax: FACOS.X FPm,FPn
FACOS.X FPn
Attributes: Format = (Byte, Word, Long, Single, Double, Extended, Packed)

Description:  Converts the source operand to extended precision (if necessary) and calculates
the arc cosine of that number. Stores the result in the destination floating-point data register.
This function is not defined for source operands outside of the range [—1... +1]; if the
source is not in the correct range, a NAN is returned as the result and the OPERR bit is set
in the FPSR. If the source is in the correct range, the result is in the range of [0.. . «].

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -

NAN'

Result Arc Cosine +m/2

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-

DITION CODES.

Quotient Byte: Not affected

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source is infinity, > +1 or < —1; cleared
otherwise.
OVFL Cleared
UNFL Cleared
DZ Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility.
Instruction Format:
15 oo 12 1 10 9 8 6 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! ! 1 ! D 0 0 MODE REGISTER
SOURCE DESTINATION
oo Rm] o SPECIFIER REGISTER 0 0 ! ! ! 0
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FACOS Arc Cosine FACOS

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W m 000
An — — (xxx).L 111 001
(An) 010 reg. number:An #<data> 111 100
(An) + 011 reg. number:An
~(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) MM 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) m 011
([bd,An,Xn}],od) 110 reg. number:An ([bd,PC,Xn],0d) m o
{[bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,0d) mm 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is then written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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FADD Add FADD

Operation: Source + FPn #» FPn

Assembler FADD.<fmt> <ea>,FPn

Syntax: FADD.X FPm,FPn

Attributes: Format = (Byte, Word, Long, Single, Double, Extended, Packed)

u Description:  Converts the source operand to extended precision (if necessary) and adds that
number to the number contained in the destination floating-point data register. Stores the
result in the destination floating-point data register.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
InRange © Add Add +inf ~inf
+ +0.0 0.0° ) )
Zero - Add 0,01 ~0.0 +inf —inf
Infinit + +inf +inf +inf NAN2
Yoo —inf —inf NANZ ~inf

NOTES:
1. Returns +0.0 in rounding modes RN, RZ, and RP; returns —0.0 in RM.
2. Sets the OPERR bit in the FPSR exception byte.
3. If either operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES.
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source and the destination are opposite-
signed infinities; cleared otherwise.
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility.
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FADD Add FADD

Instruction Format:

15 i 13 12 n 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! 1 D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 Rim 0 SPECIFIER REGISTER 0 ! 0 0 0 1 0

Instruction Fields: n

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register

Dn* 000 reg. number:Dn (xxx).W 111 000

An — — (xxx).L 11 001

(An) 010 reg. number:An #<data> 1 100
(An)+ 011 reg. number:An
~(An) 100 reg. number:An

(d16.An) 101 reg. number:An (d16.PC) 111 010

(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011

(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 1m 011

([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],od) mm 011

([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,0d) mm 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/'M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn.
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FASIN Arc Sine FASIN

Operation: Arc Sine of the Source » FPn

Assembler FASIN.<fmt> <ea>,FPn

Syntax: FASIN.X FPm,FPn
FASIN.X FPn

Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Converts the source operand to extended precision (if necessary) and calculates
the arc sine of the number. Stores the result in the destination floating-point data register.
This function is not defined for source operands outside of the range [—1... +1]; if the
source is not in the correct range, a NAN is returned as the result and the OPERR bit is set
in the FPSR. If the source is in the correct range, the result is in the range of [—@/2... + %/
2].

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -

Result Arc Sine +0.0 -0.0 NAN'

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES.
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source is infinity, > +1 or < —1; cleared
otherwise
OVFL Cleared
UNFL Cleared
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
5 1 13 12 N 10 9 8 7 8 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 0 0 0 ! ! 0 0
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FASIN Arc Sine FASIN

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If RIM =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L 111 001
(An) 010 reg. number:An #<data> m 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16.An) 101 reg. number:An (d16,PC) 1 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 11 011 |
([bd,An,Xn],od) 110 reg. number:An ({bd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,o0d) 1M1 01

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is then written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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FATAN FATAN

Arc Tangent

Operation: Arc Tangent of Source » FPn
Assembler FATAN.<fmt> <ea>,FPn
Syntax: FATAN.X FPm,FPn
FATAN.X FPn
Attributes: Format = (Byte, Word, Long, Single, Double, Extended, Packed)
Description: Converts the source operand to extended precision (if necessary) and calculates

the arc tangent of that number. Stores the result in the destination floating-point data register.
The result is in the range of [-7w/2 ... +7/2].

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
Result Arc Tangent +0.0 -0.0 +mi2 - /2
NOTE: If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES.

Not affected

Condition Codes:

Quotient Byte:

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Cleared
UNFL Refer to 6.1.5 Underflow.
DZ Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility

Instruction Format:

15 14 13 12 n 10 9 8 7 6 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! 1 ! ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 0 0 0 ! 0 ! 0

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

MOTOROLA
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FATA N Arc Tangent FATA N

Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register

Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L m 001
(An) 010 reg. number:An #-"data” - 111 100

(An) + 011 reg. number:An

- (An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) (A 011
({bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,0d) M 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R'M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is then written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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FATA N H Hyperbolic Arc Tangent FATAN H

Operation: Hyperbolic Arc Tangent of Source » FPn
Assembler FATANH.<fmt> <ea>,FPn
Syntax: FATANH.X FPm,FPn

FATANH.X FPn

Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Converts the source operand to extended precision (if necessary) and calculates
the hyperbolic arc tangent of that value. Stores the result in the destination floating-point
data register. This function is not defined for source operands outside of the range (-1 ... +1);
and the result is equal to —infinity or +infinity if the source is equal to + 1 or — 1, respectively.
If the source is outside of the range [—1... +1], a NAN is returned as the result and the
OPERR bit is set in the FPSR.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
Result Hyperbolic +0.0 -0.0 NAN'
Arc Tangent

NOTE:
1. Sets the OPERR bit in the FPSR exception byte.
2. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source is > +1 or < —1; cleared otherwise
OVFL Cleared
UNFL Refer to 6.1.5 Underflow.
Dz Set if the source is equal to +1 or —1; cleared oth-
erwise
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility

! i
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FATAN H Hyperbolic Arc Tangent FATAN H

Instruction Format:

5 w112 om0 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
L ! 1 L D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | AM | D SPECIFIER REGISTER 0 0 0 ! ! 0 !

Instruction Fields: n

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An - - (xxx).L 1M1 001
(An) 010 reg. number:An #<data> m 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16.An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 1 [N
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,0d) 1 01

*Only if <fmt> is Byte, Word, Long or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If RI'M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is then written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.

_____________________________________________________________________________|
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FBCC Branch Conditionally FBCC

Operation: If condition true, then PC + d » PC
Assembler FBcc.<size> <label>
Syntax:

Attributes: Size=(Word, Long)

u Description: If the specified floating-point condition is met, program execution continues at

the location (PC) + displacement. The displacement is a twos complement integer that counts

the relative distance in bytes. The value of the PC used to calculate the destination address

is the address of the branch instruction plus two. If the displacement size is word, then a 16-

bit displacement is stored in the word immediately following the instruction operation word.

If the displacement size is long word, then a 32-bit displacement is stored in the two words
immediately following the instruction operation word.

The conditional specifier cc selects any one of the 32 floating-point conditional tests as
described in 4.4 CONDITIONAL TEST DEFINITIONS.

Status Register:

Condition Codes: Not affected
Quotient Byte: Not affected
Exception Byte: BSUN Set if the NAN condition code is set and the condition
selected is an IEEE non-aware test
SNAN Not Affected
OPERR Not Affected
OVFL Not Affected
UNFL Not Affected
DZ Not Affected
INEX2 Not Affected
INEX1 Not Affected

Accrued Exception Byte: The IOP bit is set if the BSUN bit is set in the exception byte. No
other bit is affected.

Instruction Format:

(T R R S A R R A T e 0
i [ v [ v ] v ] coemocessorio | o [ 1 [ sizE | CONDITIONAL PREDICATE
16-BIT DISPLACEMENT, OR MOST SIGNIFICANT WORD OF 32-BIT DISPLACEMENT
LEAST SIGNIFICANT WORD OF 32-BIT DISPLACEMENT (IF NEEDED)
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FBCC Branch Conditionally FBCC

Instruction Fields:

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

Size Field — Specifies the size of the signed displacement:
If Format=0, then the displacement is 16-bits and is sign extended before use.
If Format=1, then the displacement is 32-bits.

Conditional Predicate Field — Specifies one of 32 conditional tests as defined in 4.4 CON-
DITIONAL TEST DEFINITIONS.

NOTE: When a BSUN exception occurs, the main processor takes a pre-instruction exception.
If the exception handler returns without modifying the image of the PC on the stack
frame (to point to the instruction following the FBcc), then it must clear the cause of the
exception (by clearing the NAN bit or disabling the BSUN trap) or the exception occurs
again immediately upon return to the routine that caused the exception.
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FCMP FCMP

Compare
Operation: FPn — Source
Assembler FCMP.<fmt> <ea>,FPn
Syntax: FCMP.X FPm,FPn
Attributes: Format = (Byte, Word, Long, Single, Double, Extended, Packed)

m Description:  Converts the source operand to extended precision (if necessary) and subtracts
the operand from the destination floating-point data register. The result of the subtraction is
not retained, but it is used to set the floating-point condition codes as described in 4.5.5.1

SETTING FLOATING-POINT CONDITION CODES.

Operation

Table: The entries in this operation table differ from those of the tables describing most
of the FPCP instructions. For each combination of input operand types, the condition code
bits that may be set are indicated. If the name of a condition code bit is given and is not
enclosed in brackets, then it is always set. If the name of a condition code bit is enclosed in
brackets, then that bit is either set or cleared, as appropriate. If the name of a condition code
bit is not given, then that bit is always cleared by the operation. The infinity bit is always
cleared by the FCMP instruction, since it is not used by any of the conditional predicate
equations. Note that the NAN bit is not shown, since NANs are always handled in the same
manner (as described in 4.5.4 NANs).

Source In Range Zero Infinity
Destination + - + - + -
In Range INZ} none none none N none
9 N NZ) N N N none
Zero + N none z z N none
- N none NZ Nz N none
Infinit none none none none z none
Y N N N N N NZ

NOTE: |If either operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in the operation table above

Quotient Byte:

Not affected

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Cleared
UNFL Cleared
Dz Cleared
INEX2 Cleared
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility
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FCMP

FCMP

Compare
Instruction Format:
15 14 13 12 1 10 9 8 7 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
1 ! ! ! 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM |0 SPECIFIER REGISTER ! ! ! 0 0 0

Instruction Fields:

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If RIM =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 1M1 000
An — — (xxx).L 111 001
(An) 010 reg. number:An #< data> M 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) mm 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.

0 — The operation is register to register.
1 — The operation is <ea> to register.

Source Specifier Field — Specifies the source register or data format.
If RIM =0, specifies the source floating-point data register, FPm.

If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn.
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FCOS Cosine FCOS

Operation: Cosine of Source » FPn

Assembler FCOS.<fmt> <ea>,FPn

Syntax: FCOS.X FPm,FPn
FCOS.X FPn

Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

u Description:  Converts the source operand to extended precision (if necessary) and calculates
the cosine of that number. Stores the result in the destination floating-point data register.
This function is not defined for source operands of (=) infinity. If the source operand is not
in the range of [-2w ... +2x], then the argument is reduced to within that range before the
cosine is calculated. However, large arguments may lose accuracy during reduction, and very
large arguments (greater than approximately 1029) lose all accuracy. The result is in the range
of [-1...+1].

Operation Table:

Source In Range Zero Infinity
Destination + - + - + —

Result Cosine +1.0 NAN?

NOTE:
1. Sets the OPERR bit in the FPSR exception byte.
2. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.56.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANSs.
OPERR Set if the source operand is (+ or —)infinity; cleared
otherwise
OVFL Cleared
UNFL Cleared
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility.
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Instruction Format:

514 13 12 1 109 8 7 § 5 4 3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS
! ! ! 1 D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | Rm] 0 SPECIFIER REGISTER 0 0 ! ! ! 0 !

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should contain zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> 11 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16.An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 111 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],od) 1M1 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If RIM =0, specifies the source floating-point data register, FPm.
If RIM =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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FCOS H Hyperbolic Cosine FCOS H

Operation: Hyperbolic Cosine of Source § FPn

Assembler FCOSH.<fmt>  <ea>,FPn

Syntax: FCOSH.X FPm,FPn
FCOSH.X FPn

Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

Description:  Converts the source operand to extended precision (if necessary) and calculates
the hyperbolic cosine of that number. Stores the result in the destination floating-point data
register.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + _

Result Hyperbolic Cosine +1.0 +inf

NOTE: If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Refer to 6.1.4 Overflow.
UNFL Cleared
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 ¥ 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
L ! [ 1 D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | AM | 0 SPECIFIER REGISTER 0 0 ! ! 0 0 !
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FCO S H Hyperbolic Cosine FCO S H

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If RIM =0, this field is unused, and should be all zeroes.
If R'M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register n
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> 1 100
(An) + 011 reg. number:An
~(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) 111 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 111 on
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) M 011
([bd,An,Xn],od) 110 reg. number:An ({bd,PC,Xn],od) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 1M1 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R‘'M =0, specifies the source floating-point data register, FPm.
If R’/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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FD BCC Test Condition, Decrement,and Branch FD BCC

Operation: If condition true then no operation
else Dn —1 9 Dn
if Dn # —1
then PC+d » PC
else execute next instruction

Assembler FDBcc Dn,<label>
u Syntax:
Attributes: Unsized

Description:  This instruction is a looping primitive of three parameters: a floating-point con-
dition, a counter (an MPU data register) and a 16-bit displacement. The FPCP first tests the
condition to determine if the termination condition for the loop has been met, and if so, the
main processor proceeds to execute the next instruction in the instruction stream. If the
termination condition is not true, the low order 16-bits of the counter register are decremented
by one. If the result is — 1, the count is exhausted, and execution continues with the next
instruction. If the result is not equal to — 1, execution continues at the location specified by
the current value of the PC plus the sign-extended 16-bit displacement. The value of the PC
used in the branch address calculation is the address of the displacement word.

The conditional specifier cc selects any one of the 32 floating-point conditional tests as
described in 4.4 CONDITIONAL TEST DEFINITIONS.

Status Register:

Condition Codes: Not affected
Quotient Byte: Not affected
Exception Byte: BSUN Set if the NAN condition code is set and the condition
selected is an IEEE non-aware test
SNAN Not Affected
OPERR Not Affected
OVFL Not Affected
UNFL Not Affected
DZ Not Affected
INEX2 Not Affected
INEX1 Not Affected

Accrued Exception Byte: The IOP bit is set if the BSUN bit is set in the exception byte. No
other bit is affected.

Instruction Format:

5w B8 12 n w0 9 8 1 6 5 4 3 2 1 0
COPROCESSOR COUNT
1 1 1 1 o o | o 1 o | o | o REGISTER
o | o | o 0 0o | o | o 0 0 0 CONDITIONAL PREDICATE
16-BIT DISPLACEMENT
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FD BCC Test Condition, Decrement,and Branch FD BCC

Instruction Fields:

Coprocessor |ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

Count Register Field — Specifies main processor data register that is used as the counter.

Conditional Predicate Field — Specifies one of the 32 floating-point conditional tests as
described in 4.4 CONDITIONAL TEST DEFINITIONS.

Displacement Field — Specifies the branch distance (from the address of the instruction plus
2) to the destination in bytes.

NOTES:

1. The terminating condition is like that defined by the UNTIL loop constructs of high-level
languages. For example: FDBOLT can be stated as ‘“decrement and branch until ordered less
than”.

2. There are two basic ways of entering a loop: at the beginning, or by branching to the trailing
FDBcc instruction. If a loop structure terminated with FDBcc is entered at the beginning, the
control counter must be one less than the number of loop executions desired. This count is
useful for indexed addressing modes and dynamically specified bit operations. However,
when entering a loop by branching directly to the trailing FDBcc instruction, the count should
equal the loop execution count. In this case, if the counter is zero when the loop is entered,
the FDBcc instruction does not branch, causing a complete bypass of the main loop.

3. When a BSUN exception occurs, a pre-instruction exception is taken by the main processor.
If the exception handler returns without modifying the image of the PC on the stack frame
(to point to the instruction following the FDBcc), then it must clear the cause of the exception
(by clearing the NAN bit or disabling the BSUN trap) or the exception occurs again imme-
diately upon return to the routine that caused the exception.
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FDIV Divide FDIV

Operation: FPn (+) Source » FPn

Assembler FDIV.<fmt> <ea>,FPn

Syntax: FDIV.X FPm,FPn

Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

m Description: Converts the source operand to extended precision (if necessary) and divides that
number into the number in the destination floating-point data register. Stores the result in
the destination floating-point data register.

Operation Table:

Source In Range Zero Infinity

Destination + - + - + —
T
o 00 1o NAN? 50 oo
T

NOTES:
1. Sets the DZ bit in the FPSR exception byte.
2. Sets the OPERR bit in the FPSR exception byte.
3. If either operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set for 0(+)0 or infinity( =+ )infinity; cleared otherwise
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.
DZ Setifthe source is zero and the destination is in range;
cleared otherwise
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility :
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FDIV Divide

Instruction Format:

FDIV

15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
L L ! ! 0 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM |0 SPECIFIER REGISTER 0 ! 0 0 0 0 0

Instruction Fields:

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-

tion. Motorola assemblers default to ID=1 for the FPCP.

Effective Address Field — Determines the addressing mode for external operands.

If R/M =0, this field is unused, and should be all zeroes.

If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 1 000
An — — (xxx).L 1M1 001
(An) 010 reg. number:An #<data> 1m 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],od) 1 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 11 0

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R‘M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn.
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FETOX o FETOX

Operation: elSource) y Fpn
Assembler FETOX.<fmt> <ea>,FPn
Syntax: FETOX.X FPm,FPn
FETOX.X FPn
Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

n Description: Converts the source operand to extended precision (if necessary) and calculates
e to the power of that number. Stores the result in the destination floating-point data register.

Operation Table:

Source In Range Zero Infinity
Destination + - + -
Result eX +1.0 +inf +0.0
NOTE: If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-

DITION CODES

Quotient Byte: Not affected

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.

Dz Cleared

INEX2 Refer to 6.1.7 Inexact Result.

INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on
Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 n 10 8 6 4 3 2 1
COPROCESSOR EFFECTIVE, ADDRESS
! ! ! ! D 0 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 1 0 0 0

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
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Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> 1m 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16.An) 101 reg. number:An (d16.PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) M 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 11 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC),Xn,0d) 1M 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R‘M =0, specifies the source floating-point data register, FPm.
If R‘M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.

]
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FETOXM1 FETOXM1

eX_1

Operation: elSource) _ 1§ Fpn
Assembler FETOXM1.<fmt> <ea>,FPn
Syntax: FETOXM1.X FPm,FPn
FETOXM1.X FPn
Attributes: Format =(Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Converts the source operand to extended precision (if necessary) and calculates
e to the power of that number. Then, subtracts one from that value, and stores the result in
the destination floating-point data register.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
Result eX -1 +0.0 -0.0 +inf -1.0
NOTE: If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-

DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.
DZ Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 1 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS
! 1 1 ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 0 0 1 0 0 0

Instruction Fields:

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
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Effective Address Field — Determines the addressing mode for external operands.
If R’M =0, this field is unused, and should be all zeroes.
If RRM =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W m 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> m 100
(An) + 01 reg. number:An
~(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 1m oM
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) mm 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 1 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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FG ETEXP Get Exponent FG ETEXP

Operation: Exponent of Source » FPn

Assembler FGETEXP.<fmt> <ea>,FPn

Syntax: FGETEXP.X FPm,FPn
FGETEXP.X FPn
Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Converts the source operand to extended precision (if necessary) and extracts
the binary exponent. Removes the exponent bias, converts the exponent to an extended
precision floating-point number, and stores the result in the destination floating-point data
register.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -

Result Exponent +0.0 -0.0 NANT

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared ‘
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source is (+ or —)infinity; cleared otherwise
OVFL Cleared
UNFL Cleared
DZ Cleared
INEX2 Cleared
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! L L ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 0 0 1 1 L 1 0
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Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 1M1 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> 11 100
(An) + oM reg. number:An
~(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 11 on
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 11 011
({bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],od) m 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R‘/M =0, specifies the source floating-point data register, FPm.,
If R‘/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.

1
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FG ETMAN Get Mantissa FG ETMAN

Operation: Mantissa of Source » FPn

Assembler FGETMAN.<fmt> <ea>,FPn
Syntax: FGETMAN.X FPm,FPn
FGETMAN.X FPn

Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

n Description: Converts the source operand to extended precision (if necessary) and extracts
the mantissa. Converts the mantissa to an extended precision value and stores the result in
the destination floating-point data register. The result is in the range [1.0... 2.0) with the
sign of the source mantissa, zero, or is a NAN.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -

Result Mantissa +0.0 -0.0 NAN?

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Setif the source is (+ or —)infinity; cleared otherwise
OVFL Cleared
UNFL Cleared
Dz Cleared
INEX2 Cleared
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 1 13 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR ' EFFECTIVE ADDRESS
! L 1 1 D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 0 1 1 ! ! !
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Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If RIM =0, this field is unused, and should be all zeroes.
If R”M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register

Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> 1 100

(An) + 011 reg. number:An

- (An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) 111 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 1 on
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,o0d) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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Operation: Integer Part of Source » FPn

Assembler FINT.<fmt> <ea>,FPn

Syntax: FINT.X FPm,FPn
FINT.X FPn

Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

Description:  Converts the source operand to extended precision (if necessary) and extracts
the integer part and converts it to an extended precision floating-point number. Stores the
result in the destination floating-point data register. The integer part is extracted by rounding
the extended precision number to an integer using the current rounding mode selected in
the FPCR mode control byte. Thus, the integer part returned is the number that is to the left
of the radix point when the exponent is zero, after rounding. For example, the integer part
of 137.57 is 137.0 for the round-to-zero and round-to-minus infinity modes, and 138.0 for the
round-to-nearest and round-to-plus infinity modes. Note that the result of this operation is
a floating-point number.

Operation Table:

Source In Range Zero Infinity
Destination + - + — + _

Result Integer +0.0 -0.0 +inf —inf

NOTE: If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Cleared
UNFL Cleared
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility
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Instruction Format:

5 14 13 12 110 9 8 7 § 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! 1 1 1 D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM ] 0 SPECIFIER REGISTER 0 0 0 0 0 0 !

Instruction Fields: n

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

Effective Address Field — Determines the addressing mode for external operands.
If R‘M =0, this field is unused, and should be all zeroes.
If R‘'M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L 11 001
(An) 010 reg. number:An #< data> 111 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16.An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 1 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],o0d) 1M1 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R‘M =0, specifies the source floating-point data register, FPm.
If R‘M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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Operation: Integer Part of Source » FPn
Assembler FINTRZ.<fmt> <ea>,FPn
Syntax: FINTRZ.X FPm,FPn
FINTRZ.X FPn
Attributes: Farmat=(Byte, Word, Long, Single, Double, Extended, Packed)

n Description: Converts the source operand to extended precision (if necessary) and extracts
the integer part and converts it to an extended precision floating-point number. Stores the
result in the destination floating-point data register. The integer part is extracted by rounding
the extended precision number to an integer using the round-to-zero mode, regardless of
the rounding mode selected in the FPCR mode control byte (making it useful for FORTRAN
assignments). Thus, the integer part returned is the number that is to the left of the radix
point when the exponent is zero. For example, the integer part of 137.57 is 137.0; the integer
part of 0.1245 x 102 is 12.0. Note that the result of this operation is a floating-point number.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -

Integer, Forced

Round-To-Zero +0.0 -0.0 +inf —inf

Result

NOTE: If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Cleared
UNFL Cleared
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility

MOTOROLA MC68881/MC68882 USER'S MANUAL
4-50



FI NTRZ Integer Part, Round-to-Zero Fl NTRZ

Instruction Format:

15 14 13 12 " 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS
! ! ! ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RIM 0 SPECIFIER REGISTER 0 0 0 0 0 ! 1

Instruction Fields: n

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register

Dn* 000 reg. number:Dn (xxx).W 111 000

An — — (xxx).L m 001

(An) 010 reg. number:An #<data> m 100
(An)+ 011 reg. number:An
—(An) 100 reg. number:An

(d16,An) 101 reg. number:An (d16,PC) 1M1 010

(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011

(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) m 011

([bd,An,Xn},od) 110 reg. number:An ([bd,PC,Xn],od) 111 011

([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 1M1 01

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If RM =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.

]
MC68881/MC68882 USER'S MANUAL MOTOROLA
4-51



FLOG10 FLOG10

Log10
Operation: Log10 of Source » FPn
Assembler FLOG10.<fmt> <ea>,FPn
Syntax: FLOG10.X FPm,FPn
FLOG10.X FPn
Attributes: Format = (Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Convert the source operand to extended precision (if necessary) and calculates
the logarithm of that number using base 10 arithmetic. Stores the result in the destination
floating-point data register. This function is not defined for input values less than zero.

Operation Table:

Destination

Source
+

In Range

Zero
- +

+

Infinity

Result

Log1p

NAN'

—inf2

+inf NAN?

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2. Sets the DZ bit in the FPSR exception byte.
3. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES

Not affected

Condition Codes:

Quotient Byte:

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source operand is <0; cleared otherwise
OVFL Cleared
UNFL Cleared
Dz Set if the source is (+ or —); cleared otherwise
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Accrued Exception Byte:

Decimal Input; cleared otherwise.

Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
1 1 1 1 D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RIM 0 SPECIFIER REGISTER 0 0 1 0 ! 0 1
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Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R‘/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 1M1 000
An — — (xxx).L M 001
(An) 010 reg. number:An #<data> 11 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) 11 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) M 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 1M 0
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 111 01

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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Log2

Operation: Log2 of Source » FPn
Assembler FLOG2.<fmt> <ea>,FPn
Syntax: FLOG2.X FPm,FPn
FLOG2.X FPn
Attributes: Format = (Byte, Word, Long, Single, Double, Extended, Packed)

Description: Converts the source operand to extended precision (if necessary) and calculates
the logarithm of that number using base 2 arithmetic. Stores the result in the destination
floating-point data register. This function is not defined for input values less than zero.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -

NAN? —inf2 NAN'

Result Logn +inf

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2. Sets the DZ bit in the FPSR exception byte.
3. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES

Not affected

Condition Codes:

Quotient Byte:

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source is < 0; cleared otherwise
OVFL Cleared
UNFL Cleared
DZ Set if the source is (+ or —)0; cleared otherwise
INEX2 Refer to 6.1.7 Inexact Resulit.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 n 10 8 6 5 4 3 2 1 0
COPROCESSOR , EFFECTIVE ADDRESS
! ! ! L D 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 0 0 1 0 L 1 0
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Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W m 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> 1m 100
(An)+ 01 reg. number:An
- (An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) 111 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 111 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) m 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],od) m 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,0d) 1M 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R‘M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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LOge
Operation: Loge of Source » FPn
Assembler FLOGN.<fmt> <ea>,FPn
Syntax: FLOGN.X FPm,FPn
FLOGN.X FPn
Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

m Description:  Converts the source operand to extended precision (if necessary) and calculates
the natural logarithm of that number. Stores the result in the destination floating-point data
register. This function is not defined for input values less than zero.

Operation Table:

Destination

Source
+

In Range

Zero

+

Infinity

Result

In(x)

NAN'

~inf2

+inf

NAN'

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2. Sets the DZ bit in the FPSR exception byte.
3. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES

Not affected

Condition Codes:

Quotient Byte:

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source operand is < 0; cleared otherwise
OVFL Cleared
UNFL Cleared
Dz Set if the source is (+ or —)0; cleared otherwise
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 " 10 9 8 6 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 0 MODE REGISTER
SOURCE DESTINATION
0 | ’RM 0 SPECIFIER REGISTER 0 L 0 L 0 0
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Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R'M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L 1 001
(An) 010 reg. number:An #<data> m 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) 111 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 1 011 ]
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) m 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],od) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 1 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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Loge (x+1)

Operation: Loge of (Source + 1) » FPn
Assembler FLOGNP1.<fmt> <ea>,FPn
Syntax: FLOGNP1.X FPm,FPn
FLOGNP1.X FPn
Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Converts the source operand to extended precision (if hecessary), adds 1 to that
value, and calculates the natural logarithm of that intermediate result. Stores the result in
the destination floating-point data register. This function is not defined for input values less
than —1.

Operation Table:

Destination

Source

In Range
+ _

+

Zero

+

Infinity

Result

In(x+1) In(x+1)?

+0.0

-0.0

+inf

NANZ

NOTES:
1. If the source is — 1, sets the DZ bit in the FPSR exception byte and returns a NAN. If the source
is < —1, sets the OPERR bit in the FPSR exception byte and returns a NAN.
2. Sets the OPERR bit in the FPSR exception byte.
3. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES

Not affected

Condition Codes:

Quotient Byte:

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source operand is < —1; cleared otherwise
OVFL Cleared
UNFL Refer to 6.1.5 Underflow.
Dz Set if the source operand is -1; cleared otherwise
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 1 10 9 8 7 6 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
1 ! ! ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 M0 SPECIFIER REGISTER 0 0 0 0 1 1
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Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If RIM =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W m 000
An — — (xxx).L 1 001
(An) 010 reg. number:An #<data> 1m 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) 1M 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],0d) 110 reg. number:An ([bd,PC,Xn],0d) 1m 0n
([bd,An}],Xn,od) 110 reg. number:An ({bd,PC],Xn,od) 1 01

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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Modulo Remainder

Operation: Modulo remainder of (FPn () Source) » FPn

Assembler FMOD.<fmt> <ea>,FPn

Syntax: FMOD.X FPm,FPn

Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

Description: ~ Converts the source operand to extended precision (if necessary) and calculates

the modulo remainder of the number in the destination floating-point data register, using
the source operand as the modulus. Stores the result in the destination floating-point data
register, and stores the sign and seven least significant bits of the quotient in the FPSR
quotient byte (the quotient is the result of FPn (+) Source). The modulo remainder function
is defined as:
FPn (Source x N)
where:
N=INT(FPn (/) Source) in the round-to-zero mode

The FMOD function is not defined for a source operand equal to zero or for a destination
operand equal to infinity. Note that this function is not the same as the FREM instruction,
which uses the round-to-nearest mode and thus returns the remainder that is required by
the IEEE Specification for Binary Floating-Point Arithmetic.

Operation Table:

Source In Range Zero Infinity
Destination + - - +
In Range Modulo Remainder NAN? FPn2
+0.0 ] +0.0
Zero 00 NAN _00
Infinity NAN? NANT NAN?
NOTES:
1. Sets the OPERR bit in the FPSR exception byte.

2. Returns the value of FPn before the operation. However, the result is processed by the normal
instruction termination procedure to round it as required. Thus, an overflow and/or inexact
result may occur if the rounding precision has been changed tqQ a smaller size since the FPn
value was loaded.

3. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES

Loaded with the sign and least significant seven bits of the quotient
(FPn (=) Source). The sign of the quotient is the exclusive OR of
the sign bits of the source and destination operands.

Condition Codes:

Quotient Byte:

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source is zero, or the destination is infinity;
cleared otherwise
OVFL Cleared
UNFL Refer to 6.1.5 Underflow.

L |
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DZ Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 n 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! 0 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RAM 0 SPECIFIER REGISTER 0 ! 0 0 0 0 !

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R‘/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 1 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> 1 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) 1M 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) (N 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],od) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 1M 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn.
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Operation: Source » Destination

Assembler FMOVE.<fmt> <ea>,FPn

Syntax: FMOVE.<fmt>  FPm,<ea>
FMOVE.P FPm,<ea>{Dn}
FMOVE.P FPm,<ea>{#k}

n Attributes: Format =(Byte, Word, Long, Single, Double, Extended, Packed)

Description: Moves the contents of the source operand to the destination operand. Although
the primary function of this instruction is data movement, it is also considered an arithmetic
instruction since conversions from the source operand format to the destination operand
format are performed implicitly during the move operation. Also, the source operand is
rounded according to the selected rounding precision and mode.

Unlike the M68000 Family integer data movement instruction, the floating-point move in-
struction does not support a memory-to-memory format (for such transfers, it is much faster
to utilize the M68000 Family integer MOVE instruction to transfer the floating-point data than
to use the FMOVE instruction). The FMOVE instruction only supports memory-to-register,
register-to-register, and register-to-memory operations (in this context, memory may refer
to an MPU data register if the data format is byte, word, long or single). The memory-to-
register and register-to-register operations use a command word encoding distinctly different
from that used by the register-to-memory operation, and these two operation classes are
described separately below.

Memory-to-Register or Register-to-Register Operation:
Converts the source operand to an extended precision floating-point number (if necessary)
and stores it in the destination floating-point data register. Depending on the source data
format and the rounding precision, some operations may produce an inexact result. In the
following table, combinations that can produce an inexact result are marked with a dot (o),
but all other combinations produce an exact result.

Source Format: B wlL S D X P

Rounding Precision: Single ° e o o
Double o o
Extended L4

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES

Quotient Byte: Not affected -
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Exception Byte: BSUN Cleared

SNAN Refer to 4.5.4 NANs.

OPERR Cleared

OVFL Cleared

UNFL Refer to 6.1.5 Underflow if the source is an extended
precision denormalized number; cleared otherwise.

DZ Cleared

INEX2 Refer to 6.1.7 Inexact Result if <fmt> is L, D or X; n
cleared otherwise.

INEX1 Refer to 6.1.8 Inexact Result on Decimal Input if <fmt>

is P; cleared otherwise.
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 n 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! 1 0 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 0 0 0 0 0 0

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W m 000
An — — (xxx).L 11 001
(An) 010 reg. number:An #<data> m 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) 11 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) m 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 1M1 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.
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R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R’M =0, specifies the source floating-point data register, FPm.
If R’'M =1, specifies the source data format:

000 L Long Word Integer
n 001 S Single Precision Real

010 X Extended Precision Real

011 P  Packed Decimal Real

100 W Word Integer

101 D Double Precision Real

110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn.

Register-to-Memory Operation:
Rounds the source operand to the size of the specified destination format and stores it at the
destination effective address. If the format of the destination is packed decimal, a third
operand is required to specify the format of the resultant string. This operand, called the k-
factor, is a 7-bit signed integer (twos complement) and may be specified as an immediate
value or in a main processor data register. If a data register contains the k-factor, only the
least significant 7 bits are used, and the rest of the register is ignored.

Status Register:

Condition Codes: Not affected

Quotient Byte: Not affected

Exception Byte: BSUN Cleared

<fmt> is B, W, or L SNAN Refer to 4.5.4 NANs.

OPERR Set if the source operand is infinity, or if the desti-
nation size is exceeded after conversion and round-
ing; cleared otherwise

OVFL Cleared

UNFL Cleared

Dz Cleared

INEX2 Refer to 6.1.7 Inexact Result.

INEX1 Cleared
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<fmt>is S, D, or X BSUN

Move Floating-Point Data Register

Cleared

FMOVE

SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.
DZ Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 Cleared

<fmt> is P BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the k-factor > +17, or the magnitude of the

decimal exponent exceeds 3 digits; cleared otherwise

OVFL Cleared
UNFL Cleared
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 Cleared

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility

Instruction Format:

15 1 13 12 n 10 8 7 4 3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS

! ! ! ! D 0 0 MODE REGISTER

0 . . DESTINATION SOURCE K-FACTOR

FORMAT REGISTER (IF REQUIRED)

Instruction Fields:

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
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Effective Address Field — Encoded with the M68000 addressing mode for the destination
operand as shown:

Addressing Mode Mode Register Addressing Mode Mode Register

Dn* 000 reg. number:Dn (xxx).W 11 000

An — — (xxx).L 1 001

(An) 010 reg. number:An #<data> — —
n (An)+ o1 reg. number:An
—(An) 100 reg. number:An

(d16,An) 101 reg. number:An (d16.PC) — —

(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) — —

(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) — —

([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) - —

([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) — —

*Only if <fmt> is Byte, Word, Long, or Single.

Destination Format Field — Specifies the data format of the destination operand:

000 L Long Word Integer

001 S Single Precision Real

010 X Extended Precision Real

011 P{#k}  Packed Decimal Real with static k-factor
100 w Word Integer

101 D Double Precision Real

110 B Byte Integer

111 P{Dn}  Packed Decimal Real with dynamic k-factor

Soutce Register Field — Specifies the source floating-point data register, FPm.

k-factor Field — Only used if the destination format is Packed Decimal, to specify the format
of the decimal string. For any other destination format, this field should be set to all zeroes.
For a static k-factor, this field is encoded with a twos complement integer where the value
defines the format as follows:
—64 to 0 — Indicates the number of significant digit to the right of the decimal point

(Fortran "F'" format).

+1to +17 —Indicates the number of significant digits in the mantissa (Fortran “’E”’ format).
+18 to +63 — Sets the OPERR bit in the FPSR exception byte, treated as +17.
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The format of this field for a dynamic k-factor is:

where:

Move Floating-Point Data Register FM OVE

rrr0000

“rrr’’ is the number of the main processor data register that contains the k-factor value.

The following table gives several examples of how the k-factor value affects the format of
the decimal string that is produced by the FPCP. The format of the string that is generated
is independent of the source of the k-factor (static or dynamic).

k-Factor

-5
-3
-1

0
+1
+3
+5

Source Operand Value

+12345.678765
+12345.678765
+12345.678765
+12345.678765
+12345.678765
+12345.678765
+12345.678765

Destination String

+1.234567877 E+4
+1.2345679 E+4
+1.23457 E+4
+1.2346 E+4
+1.E+4
+1.23E+4
+1.2346 E+4
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Operation: Source » Destination
Assembler FMOVE.L <ea>,FPcr
Syntax: FMOVE.L FPcr,<ea>
Attributes: Size=(Long)

n Description: Moves the contents of a floating-point system control register into or out of the
FPCP (the control registers are the FPCR, FPSR and FPIAR). The external operand may be in
memory or a main processor register. A 32-bit transfer is always performed, even though
the system control register may not have 32 implemented bits. Unimplemented bits of a
control register are read as zeros and are ignored during writes (but must be zero for com-

patability with future devices).

This instruction does not cause pending exceptions (other than protocol violations) to be
reported to the main processor. Furthermore, a write to the FPCR exception enable byte or
the FPSR exception status byte cannot generate a new exception, regardless of the value
written.

Status Register: Changed only if the destination is the FPSR; in which case all bits are modified
to reflect the value of the source operand.

Instruction Format:

15 14 13 12 n 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS
! ! ! L D 0 0 0 MODE REGISTER
REGISTER
1 0 dr SELECT 0 0 0 0 0 0 0 0 0 0

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for the operation:

Memory-to-Register —

Addressing Mode Mode Register Addressing Mode Mode Register
Dn 000 reg. number:Dn (xxx).W 111 000
An* 001 reg. number:An (xxx).L 111 001
(An) 010 reg. number:An #<data> 111 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 111 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 11 011
([bd,An},Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 111 011

*Only if the source register is the FPIAR.
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Register-to-Memory —

Addressing Mode Mode Register Addressing Mode Mode Register

Dn 000 reg. number:Dn (xxx).W 1M1 000

An* 001 reg. number:An (xxx).L 1M1 001

(An) 010 reg. number:An #<data> —_ —
(An)+ 011 reg. number:An
—(An) 100 reg. number:An

(d16,An) 101 reg. number:An (d16,PC) — —

(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) — —

(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) — —

([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],od) — —

([bd,An],Xn,od) 110 reg. number:An ({bd,PC],Xn,0d) — —

*Only if the destination register is the FPIAR.

dr Field — Specifies the direction of the data transfer.
0 — Move an external operand to the specified system control register.
1 — Move the specified system control register to an external location.
Register Select Field — Specifies the system control register to be moved:
100 FPCR Floating-point Control Register
010 FPSR Floating-point Status Register
001 FPIAR Floating-point Instruction Address Register
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Operation: ROM Constant » FPn

Assembler
Syntax: FMOVECR.X #ccc,FPn
Attributes: Format = (Extended)

n Description:  Fetches an extended precision constant from the FPCP on-chip ROM, rounds it
to the precision specified in the FPCR mode control byte, and stores it in the destination
floating-point data register. The constant is specified by a predefined offset into the constant
ROM. The values of the constants contained in the ROM are shown in the offset table at the

end of this description.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Cleared
OPERR Cleared
OVFL Cleared
UNFL Cleared
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 Cleared
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility

Instruction Format:

15 14 13 12 " 10 9 8 7 6 5 4 3 2 1 0

1 1 1 1 COPR”lgESSUR 0 0 0 0 0 0 0 0 0
DESTINATION ROM

0 1 0 1 L 1 REGISTER OFFSET
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Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Destination Register Field — Specifies the destination floating-point data register, FPn.
ROM Offset Field — Specifies the offset into the FPCP on-chip constant ROM where the
desired constant is located. The offsets for the available constants are:

Offset Constant n
$00

s
$0B  Log10(2)

$0C e

$0D  Logole)
$0E  Log1ole)
$OF 0.0
$30  1n(2)
$31  1n(10)
$32 100
$33 107
$34 102
$35 104
$36 108
$37 1016
$38 1032
$39 1064
$3A 10128
$3B 10256
$3C 10912
$3D 1 01 024
$3E 102048
$3F 10409

The on-chip ROM contains other constants useful only to the on-chip microcode routines.
The values contained at offsets other than those defined above are reserved for the use of
Motorola, and may be different on various mask sets of the FPCP.
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Operation: Register List » Destination
Source » Register List
Assembler FMOVEM.X <list>,<ea>
Syntax: FMOVEM.X Dn,<ea>
FMOVEM.X <ea>,<list>
n FMOVEM.X <ea>,Dn
<list> A list of any combination of the eight floating-point data reg-

isters, with individual register names separated by a slash (/);
and/or contiguous blocks of registers specified by the first and
last register names separated by a dash (-).

Attributes: Format = (Extended)

Description: Moves one or more extended precision numbers to or from a list of floating-point
data registers. No conversion or rounding is performed during this operation, and the FPSR
is not affected by the instruction. This instruction does not cause pending exceptions (other
than protocol violations) to be reported to the main processor.

Any combination of the eight floating-point data registers can be transferred, with the selected
registers specified by a user-supplied mask. This mask is an 8-bit number, where each bit
corresponds to one register; if a bit is set in the mask, that register is moved. The register
select mask may be specified as a static value contained in the instruction, or a dynamic
value in the least significant 8-bits of a main processor data register (the remaining bits of
the register are ignored).

FMOVEM allows three types of addressing modes: the control modes, the predecrement
mode, or the postincrement mode. If the effective address is one of the control addressing
modes, the registers are transferred between the FPCP and memory starting at the specified
address and up through higher addresses. The order of the transfer is from FPO through FP7.

If the effective address is the predecrement mode, only a register to memory operation is
allowed. The registers are stored starting at the address contained in the address register
and down through lower addresses. Before each register is stored, the address register is
decremented by 12 (the size of an extended precision number in memory) and the floating-
point data register is then stored at the resultant address. When the operation is complete,
the address register points to the image of the last floating-point data register stored. Each
register is stored in the format described in SECTION 3 OPERAND DATA FORMATS, with the
most significant byte of the register image stored at the lowest address, and the least sig-
nificant byte at the highest address. The order of the transfer is from FP7 through FPO.

If the effective address is the postincrement mode, only a memory to register operation is
allowed. The registers are loaded starting at the specified address and up through higher
addresses. After each register is stored, the address register is incremented by 12 (the size
of an extended precision number in memory). When the operation is complete, the address
register points to the byte immediately following the image of the last floating-point data
register loaded. The order of the transfer is the same as for the control addressing modes:
FPO through FP7.
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Status Register:

Instruction Format:

Move Multiple Data Registers

FMOVEM

Not Affected. Note that the FMOVEM instruction provides the only mechanism
for moving a floating-point data item between the FPCP and memory without performing
any data conversions or affecting the condition code and exception status bits.

5w 1B 12 om0 9 8 6 5 &3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS

! ! L 1 0 0 0 MODE REGISTER

1 1| mooe [ o | o 0 REGISTER LIST

Instruction Fields:

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

Effective Address Field — Determines the addressing mode for the operation:

Memory-to-Register —

Addressing Mode Mode Register Addressing Mode Mode Register
Dn — — (xxx).W 11 000
An - — (xxx).L m 001
(An) 010 reg. number:An #<data> — —
(An)+ o reg. number:An
—(An) — —

(d16,An) 101 reg. number:An (d16.PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) MM 011

([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 10 reg. number:An ([bd,PC],Xn,o0d) m 0
Register-to-Memory —
Addressing Mode Mode Register Addressing Mode Mode Register
Dn — — (xxx).W m 000
An — —_ (xxx).L m 001
(An) 010 reg. number:An #<data> — —
(An)+ — —
—(An) 100 reg. number:An

(d16.An) 101 reg. number:An (d16,PC) — —
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) — —
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) — —

([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn},od) — —
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,o0d) — —
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dr Field — Specifies the direction of the transfer.
0 — Move the listed registers from memory to the FPCP.
1 — Move the listed registers from the FPCP to memory.
Mode Field — Specifies the type of the register list and addressing mode.
00 — Static register list, predecrement addressing mode.
01 — Dynamic register list, predecrement addressing mode.
10 — Static register list, postincrement or control addressing mode.
u 11 — Dynamic register list, postincrement or control addressing mode.
Register List Field:
Static list— contains the register select mask; if a register is to be moved, the corresponding
bit in the mask is set as shown below, otherwise it is clear.
Dynamic list — contains the main processor data register number, rrr, as shown below:

Register List Format

Static, —(An) — FP7 FP6 FP5 FP4 FP3 FP2 FP1 FPO
Static, (An)+ or Control — FPO FP1 FP2 FP3 FP4 FP5 FP6 FP7
Dynamic — 0 r r r 0 0 0 0

The format of the dynamic list mask is the same as for the static list and is contained in the
least significant 8 bits of the specified main processor data register. .

Programming Note: This instruction provides a very useful feature, dynamic register list speci-
fication, that can significantly enhance system performance. If the calling conventions used
for procedure calls utilize the dynamic register list feature, the number of floating-point data
registers saved and restored can be reduced. A minimum of 6 bus cycles is required to load
or save a floating-point data register {more if the memory address is not long word aligned).
Thus, a minimum of 36 clock cycles (2x6 bus cycles x 3 clocks per bus cycle) is eliminated
from the procedure call and return overhead for each register not saved and restored un-
necessarily.

In order to utilize the dynamic register specification feature of the FMOVEM instruction, both
the calling and the called procedures must be written to communicate information about
register usage. When one procedure calls another, a register mask must be passed to the
called procedure to indicate which registers must not be altered upon return to the calling
procedure. The called procedure then saves only those registers that are modified and are
already in use. There are several techniques that can be used to utilize this mechanism, and
an example follows. o

In this example, a convention is defined by which each called procedure is passed a word
mask in D7 that identifies all floating-point registers in use by the calling procedure. Bits 15
though 8 identify the registers in the order FPO through FP7, and bits 7 through 0 identify
the registers in the order FP7 through FPO (the two masks are required due to the different
transfer order used by the predecrement and postincrement addressing modes). The code
used by the calling procedure consists of simply moving the mask (which is generated at
compile time) for the floating-point data registers currently in use into D7:

Calling procedure. .. SR
MOVE.W #ACTIVE,D7 Load the list of FP registers that are in use
BSR PROC-2

. _______________________________________________________________________ |
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The entry code for all other procedures computes two masks. The first mask identifies the
registers in use by the calling procedure that are used by the called procedure (and therefore
saved and restored by the called procedure). The second mask identifies the registers in use
by the calling procedure that are used by the called procedure (and therefore not saved on
entry). The appropriate registers are then stored along with the two masks:

Called procedure . ..

MOVE.W D7,Dé Copy the list of active registers

AND.W #WILL-USE,D7 Generate the list of doubly-used registers
FMOVEM D7,-(A7) Save those registers

MOVE.W D7,-(A7) Save the register list

EOR.W D7,D6 Generate the list of not saved active registers
MOVE.W D6,P(A7) Save it for later use

If the second procedure calls a third procedure, a register mask is passed to the third procedure
that indicates which registers must not be altered by the third procedure. This mask identifies
any registers in the list from the first procedure that were not saved by the second procedure,
plus any registers used by the second procedure that must not be altered by the third pro-
cedure. An example of the calculation of this mask is:

Nested calling sequence . ..
MOVEW UNSAVED Load the list of active registers not saved at entry

(A7),D7
OR.W #ACTIVE, D7 Combine with those active at this time
BSR PROC-3

Upon return from a procedure, the restoration of the necessary registers follows the same
convention, and the register mask generated during the save operation on entry is used to
restore the required floating-point data registers:

Return to caller ...

ADDQ.L  #2,A7 Discard the list of registers not saved

MOVE.B (A7)+,D7 Get the saved register list (pop word, use byte)
FMOVEM (A7)+,D7 Restore the registers

RTS Return to the

calling routine
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Operation: Register List » Destination
Source » Register List

Assembler FMOVEM.L <list>,<ea>
Syntax: FMOVEM.L <ea>,<list>
<list> A list of any combination of the three floating-
n point system control registers (FPCR, FPSR and
FPIAR) with individual register names sepa-
rated by a slash (/).
Attributes: Size=(Long)
Description: Moves one or more 32-bit values into or out of the specified system control

registers. Any combination of the three system control registers may be specified. The reg-
isters are always moved in the same order, regardless of the addressing mode used; with
the FPCR moved first, followed by the FPSR, and the FP!AR moved last (if a register is not
selected for the transfer, the relative order of the transfer of the other registers is the same).
The first register is transferred between the FPCP and the specified address, with successive
registers located up through higher addresses.

When more than one register is moved, the memory or memory alterable addressing modes
are allowed as shown in the addressing mode tables. If the addressing mode is predecrement,
the address register is first decremented by the total size of the register images to be moved
(i.e., 4 times the number of registers) and then the registers are transferred starting at the
resultant address. For the postincrement addressing mode, the selected registers are trans-
ferred to or from the specified address, and then the address register is incremented by the
total size of the register images transferred. If a single systerh control register is selected,
the data register direct addressing mode may be used; or, if the only register selected is the
FPIAR, then the address register direct addressing mode is allowed. Note that if a single
register is selected, the opcode generated is the same as for the FMOVE single system control
register instruction.

Status Register:ls changed only if the destination list includes the FPSR; in which case all bits
are modified to reflect the value of the source register image.

Instruction Format:

15 14 13 12 1" 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! 1 D 0 0 0 MODE REGISTER
REGISTER
1 1 dr LST 0 0 0 0 0 0 0 0 0 0

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

..~ _________________________________|
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Effective Address Field — Determines the addressing mode for the operation:

Memory-to-Register —

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An** 001 reg. number:An (xxx).L 111 001
(An) 010 reg. number:An #<data> 111 100

(An)+ 011 reg. number:An

—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16.PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 1M o1
({bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 111 on

*Only if a single FPcr is selected.
**Only if the FPIAR is the single register selected.

Register-to-Memory —

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 1m 000
An** 001 reg. number:An (xxx).L 11 001
(An) 010 reg. number:An #<data> - —
(An) + on reg. number:An
—~(An) 100 reg. number:An

(d16.An) 101 reg. number:An (d16,PC) — —
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) — —
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) — —

([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],od) - —
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) — —

*Only if a single FPcr is selected.
**Only if the FPIAR is the single register selected.

dr Field — Specifies the direction of the transfer.
0 — Move the listed registers from memory to the FPCP.
1 — Move the listed registers from the FPCP to memory.

Register List Field: — Contains the register select mask; if a register is to be moved, the
corresponding bit in the list is set, otherwise it is clear.
Bit Number — 12 I 10
Register — FPCR FPSR  FPIAR
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Multiply
Operation: Source X FPn » FPn
Assembler FMUL.<fmt> <ea>,FPn
Syntax: FMUL.X FPm,FPn
Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

Description:  Converts the source operand to extended precision (if necessary) and multiplies
that number by the number in the destination floating-point data register. Stores the result
in the destination floating-point data register.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
. +0.0 -0.0 +inf —inf
In Range Multiply 0.0 +0.0 —inf vinf

+0.0 -0.0 +0.0 -0.0 1

Zero -0.0 +0.0 -0.0 +0.0 NAN
- +inf —inf 1 +inf —inf
Infinity —inf +inf NAN inf +inf
NOTES:

1. Sets the OPERR bit in the FPSR exception byte.
2. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-

DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.

OPERR Set for 0 x infinity; cleared otherwise

OVFL Refer to 6.1.4 Overflow.

UNFL Refer to 6.1.5 Underflow.

DZ Cleared

INEX2 Refer to 6.1.7 Inexact Result.

INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 1 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS
! ! ! ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 0 ! 0 0 0 ! 1
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Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If RM =0, this field is unused, and should be all zeroes.
If R‘/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode ~ Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L 11 001
(An) 010 reg. number:An #<data> 111 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d1.An) 101 reg. number:An (d1,PC) 1 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 11 on
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 1M on
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,o0d) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R‘/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn.
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FNEG FNEG

Negate
Operation: —(Source) » FPn
Assembler FNEG.<fmt> <ea>,FPn
Syntax: FNEG.X FPm,FPn
FNEG.X FPn
Attributes: Format =(Byte, Word, Long, Single, Double, Extended, Packed)

n Description: Converts the source operand to extended precision (if necessary) and inverts the
sign of the mantissa. Stores the result in the destination floating-point data register.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
Result Negate -0.0 +0.0 —inf +inf
NOTE: If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-

DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Cleared
UNFL If source is an extended precision denormalized num-
ber, refer to 6.1.5 Underflow; cleared otherwise.
DZ Cleared
INEX2 Cleared
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 1 10 9 8 7 6 5 4 3 2 1
COPROCESSOR EFFECTIVE, ADDRESS
! ! ! 1 D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 0 1 1 0 1
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FN EG Negate FNEG

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If RRM =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W M 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> 1M 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d1g,An) 101 reg. number:An (d16.PC) 11 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,0d) M 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If RIM =0, specifies the source floating-point data register, FPm.
If RAM =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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F N O P No Operation F N O P

Operation: None
Assembler

Syntax: FNOP
Attributes: Unsized

n Description: This instruction does not perform any explicit operation. However, it is useful to

force synchronization of the FPCP with a main processor, or to force processing of pending

exceptions. The synchronization function is inherentin the way that the FPCP uses the M68000

Family coprocessor interface. For most FPCP instructions, the main processor is allowed to

continue with the execution of the next instruction once the FPCP has any operands needed

for an operation, thus supporting concurrent execution of floating-point and integer instruc-

tions. However, if the main processor attempts to initiate the execution of a new floating-

point instruction in the MC68881 before the previous one is completed, the main processor

is forced to wait until that instruction execution is finished before proceeding with the new

instruction. FNOP is treated in the same way as other instructions and thus cannot be executed

until the previous floating-point instruction is completed, and the main processor is syn-
chronized with the MC68881.

The MC68882 may not wait to begin execution of another floating-point instruction until it
has completed execution of the current instruction. However, the FNOP instruction synchro-
nizes the coprocessor and MPU by causing the MPU to wait until the current instruction (or
both instructions) have completed.

The FNOP instruction also forces the processing of exceptions pending from the execution
of previous instructions. This is also inherent in the way that the FPCP utilizes the M68000
Family coprocessor interface. Once the FPCP has received the input operand for an arithmetic
instruction, it always releases the main processor to execute the next instruction (regardless
of whether or not concurrent execution is prevented for the instruction due to tracing) without
reporting the exception during the execution of that instruction. Then, when the main pro-
cessor attempts to initiate the execution of the next FPCP instruction, a pre-instruction ex-
ception may be reported to initiate exception processing for an exception that occurred during
a previous instruction. By using the FNOP instruction, the user can force any pending ex-
ceptions to be processed without performing any other operations.

Status Register: Not Affected

Instruction Format:

W 18 12 om0 3§ 8 7 6 5 4 3 2 1 0
1 1 1 1 COPROTESSOR o | 1| o | oo | o | o | 0|0
0 0 0 0 0o [ o] o 0 0 0 0o [ o 0 0 0 0

I T N R TR
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FNOP No Operation FNOP

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

NOTE

FNOP uses the same opcode as the FBcc.W <label> instruction, with cc=F (non-
trapping false) and <label>=*+2 (which results in a displacement of 0). n

) X
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FREM FREM

IEEE Remainder

Operation: IEEE Remainder of (FPn (+) Source) » FPn

Assembler FREM.<fmt> <ea>,FPn

Syntax: FREM.X FPm,FPn

Attributes: Format =(Byte, Word, Long, Single, Double, Extended, Packed)

Description:  Converts the source operand to extended precision (if necessary) and calculates

the modulo remainder of the number in the destination floating-point data register, using
the source operand as the modulus. Stores the result in the destination floating-point data
register, and stores the sign and seven least significant bits of the quotient in the FPSR
quotient byte (the quotient is the result of FPn (+) Source). The |EEE remainder function is
defined as:
FPn —(Source x N)

where:

N=INT(FPn (+) Source) in the round-to-nearest mode
The FREM function is not defined for a source operand equal to zero or for a destination
operand equal to infinity. Note that this function is not the same as the FMOD instruction,
which uses the round-to-zero mode and thus returns a remainder that is different from the
remainder required by the /EEE Specification for Binary Floating-Point Arithmetic.

Operation Table:

Source In Range Zero Infinity
Destination + - —
In Range IEEE Remainder NAN? FPn2
+0.0 1 +0.0
Zero 00 NAN —00
Infinity NAN? NAN? NAN?
NOTES:
1. Sets the OPERR bit in the FPSR exception byte.

2. Returns the value of FPn before the operation. However, the result is processed by the normal
instruction termination procedure to round it as required. Thus, an underflow and/or inexact
result may occur if the rounding precision has been changed to a smaller size since the FPn
value was loaded.

3. If either operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-

DITION CODES

Loaded with the sign and least significant seven bits of the quotient
(FPn (=) Source). The sign of the quotient is the exclusive OR of
the sign bits of the source and destination operands.

Quotient Byte:

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source is zero, or the destination is infinity;
cleared otherwise
OVFL Cleared
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FREM IEEE Remainder FREM

UNFL Refer to 6.1.5 Underflow.

DZ Cleared

INEX2 Cleared

INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format: n
15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
L ! 1 ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 1 0 0 ! 0 !

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L 111 001
(An) 010 reg. number:An #<data> m 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) 11 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) M 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) m 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 1m on
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R‘/M =0, specifies the source floating-point data register, FPm.
If R'M =1, specifies the source data format:

000 L -Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn.
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FR ESTORE ‘Restore Internal State FR ESTORE

(Privileged Instruction)

Operation: If in supervisor state
then FPCP State Frame » Internal State
else TRAP

Assembler

Syntax: FRESTORE <ea>

Attributes: Unsized, privileged.

Description:  Aborts the execution of any operation in progress, and loads a new internal state
from the state frame located at the effective address. The first word at the specified address
is the format word of the state frame, which specifies the size of the frame and the revision
number of the FPCP that created it. The MPU writes the first word to the FPCP Restore CIR
to initiate the restore operation, and then reads the response CIR to verify that the FPCP
recognizes the format word as valid. If the format word is invalid for the FPCP (either because
the size of the frame is not recognized, or the revision number does not match the revision
of the processor), the MPU is instructed to take a format exception. The MPU then writes an
abort to the control CIR, and the FPCP enters the IDLE state. If the format word is valid, the
appropriate state frame is loaded, starting at the specified location and proceeding through
higher addresses.

The FRESTORE instruction does not normally affect the programmer’s model registers of the
FPCP (except for the NULL state size, as described below), but is used only to restore the
user invisible portion of the machine. The FRESTORE instruction is used with the FMOVEM
instruction to perform a full context restoration of the FPCP, including the floating-point data
registers and system control registers. In order to accomplish a complete restoration, the
FMOVEM instructions are first executed to load the programmer’'s model, followed by the
FRESTORE instruction to load the internal state and continue any previously suspended
operation. Refer to 6.4 CONTEXT SWITCHING for more information.

The current implementation of the FPCP supports three state frames. Refer to 6.4.2 State
Frames for the exact format of these state frames.

NULL: This state frame is four bytes long, with a format word of $0000. An FRESTORE
operation with this size state frame is equivalent to a hardware reset of the FPCP.
The programmer’s model is set to the reset state, with non-signaling NANs in the
floating- point data registers and zeroes in the FPCR, FPSR and FPIAR. (Thus, it
is unnecessary to load the programmer’s model before this operation.)

IDLE: This state frame is 28 ($1C) bytes long in the MC68881, and 60 ($3C) bytes long
in the MC68882. An FRESTORE operation with this size state frame causes the
FPCP to be restored to the idle state, waiting for the initiation of the next instruc-
tion. Exceptions that were pending before the execution of the previous FSAVE
instruction are pending following the execution of the FRESTORE instruction. The
programmer’s model is not affected by loading this type of state frame.
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FRESTORE FRESTORE

Restore Internal State
(Privileged Instruction)

BUSY: This state frame is 184 ($B8) bytes long in the MC68881 and 216 ($D8) bytes long
in the MC68882. An FRESTORE operation with this size state frame causes the
FPCP to be restored to the busy state, executing the instruction that was sus-
pended by a previous FSAVE operation. The programmer’s model is not affected
by loading this type of state frame (although the completion of the suspended
instruction after the restore is executed may modify the programmer’s model).

Status Register: Cleared if the state size is NULL, otherwise not affected

Instruction Format:

15 14 13 12 n 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
1 ! ! ! D 1 0 ! MODE REGISTER

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for the state frame. Only postin-
crement or control addressing modes are allowed as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn — — (xxx).W m 000
An — — (xxx).L 1M1 001
(An) 010 reg. number:An #<data> — —
(An)+ 011 reg. number:An
—(An) — —_

(d16.An) 101 reg. number:An (d16.PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) m o

([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 1M1 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 1M1 on
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FSAVE Save Internal State FSAVE

(Privileged Instruction)

Operation: If in supervisor state
then FPCP Internal State » State Frame
else TRAP

Assembler

Syntax: FSAVE <ea>

n Attributes: Unsized, privileged.

Description:  Suspends the execution of any operation in progress, and saves the internal state
in a state frame located at the effective address. After the save operation, the FPCP is in the
idle state, waiting for the execution of the next instruction. The first word written to the state
frame is the format word, which specifies the size of the frame and the revision number of
the FPCP. The MPU initiates the FSAVE instruction by reading the FPCP save CIR, which is
encoded with a format word that indicates the appropriate action to be taken by the main
processor. The current implementation of the FPCP aiways returns one of five responses in
the save CIR:

Value Definition

$0018 Save NULL state frame

$0118 Not ready, come again

$0218 lllegal, take format exception

$XX18 Save IDLE state frame

$XXB4 Save BUSY state frame
where:

XX is the FPCP version number.

The Not Ready format word indicates that the FPCP is not prepared to perform a state save
and that the MPU should process interrupts, if necessary, and then re-read the save CIR. The
FPCP uses this format word to cause the main processor to wait while an internal operation
is completed, if possible, in order to allow an IDLE frame to be saved rather than a BUSY
frame. The lllegal format word is used to abort an FSAVE instruction that is attempted while
the FPCP is executing a previous FSAVE instruction. All other format words cause the MPU
to save the indicated state frame at the specified address. For state frame details see 6.4.2
State Frames. These state frames are defined as follows:

NULL: This state frame is four bytes long. An FSAVE instruction that generates this size
state frame indicates that the FPCP state has not been modified since the last
hardware reset or FRESTORE instruction with a NULL state frame. This indicates
that the programmer’s model is in the reset state, with non-signaling NANs in
the floating-point data registers and zeroes in the FPCR, FPSR, and FPIAR. (Thus,
it is not necessary to save the programmer’s model.)

IDLE: This state frame is 28 ($1C) bytes long in the MC68881, and 60 ($3C) bytes long
inthe MC68882. An FSAVE instruction that generates this size state frame indicates
that the FPCP was in an idle condition, waiting for the initiation of the next in-
struction. Any exceptions that were pending are saved in the frame and are then
cleared internally. Thus, the pending exceptions are not reported until after a
subsequent FRESTORE instruction loads the state frame. In addition to being used
for context switching, this frame may be used by exception handler routines,
since it contains the value of the operand that caused the last floating-point
exception.
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FSAVE Save Internal State FSAVE

(Privileged Instruction)

BUSY: This state frame is 184 ($B8) bytes long in the MC68881, and 216 ($D8) bytes long
inthe MC68882. An FSAVE instruction that generates this size state frame indicates
that the FPCP was at a point within an instruction where it was necessary to save
the entire internal state of the processor. This frame size is only used when
absolutely necessary because of the large size of the frame and the amount of
time required to transfer it. The action of the FPCP when this state frame is saved
is the same as for the IDLE state frame.

The FSAVE does not save the programmer’s model registers of the FPCP, but is used to save
only the user invisible portion of the machine. The FSAVE instruction may be used with the
FMOVEM instruction to perform a full context save of the FPCP including the floating-point
data registers and system control registers. In order to accomplish a complete context save,
an FSAVE instruction is first executed to suspend the current operation and save the internal
state, followed by the appropriate FMOVEM instructions to store the programmer’s model.
Refer to 6.4 CONTEXT SWITCHING for more information.

Status Register: Not affected

Instruction Format:

15 14 13 12 n 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR ) EFFECTIVE ADDRESS
! ! ! ! 0 ! 0 0 MODE REGISTER

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for the state frame. Only prede-
crement or control alterable addressing modes are allowed as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn — — (xxx).W 1m 000
An — — (xxx).L m 001
(An) 010 reg. number:An #< data> — —
{An) + — —
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16.PC) -— —
(dg.An,Xn) 110 reg. number:An (dg,PC,Xn) — —
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) — —
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) — —
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) — —
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FSCA L E | Scale Exponent FSCALE

Operation: FPn x INT(2Source) y Fpn

Assembler FSCALE.<fmt> <ea>,FPn
Syntax: FSCALE.X FPm,FPn

Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Converts the source operand to an integer (if necessary) and adds that integer to
the destination exponent. Stores the result in the destination floating-point data register. This
function has the effect of multiplying the destination by 25Source, but is much faster than a

multiply operation when the source is an integer value.

The FPCP assumes that the scale factor is an integer value before the operation is executed.
If not, the value is chopped (i.e., rounded using the round-to-zero mode) to an integer before
it is added to the exponent. When the absolute value of the source operand is (=) 214, an
overflow or underflow always results.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
inRange Scale Exponent FPn’ NAN?
+0.0 +0.0 2
Zero —00 —0.0 NAN
- +inf +inf 2
Infinity int —inf NAN

NOTES:

1. Returns the value FPn before the operation. However, the result if processed bythe normal
instruction termination procedure to round it as required. Thus, an underflow and/or inexact
result may occur if the rounding precision has been changed to a smaller size since the FPn
value was loaded.

2. Sets the OPERR bit in the FPSR exception byte.

3. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source operand is (+ or —)infinity; cleared
otherwise
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.
Dz Cleared
INEX2 Cleared
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

L __________________________________________________
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FSCALE Scale Exponent FSCALE

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
1 ! ! ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 L 0 0 1 ! 0

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determihies the addressing mode for external operands.
If R’M =0, this field is unused, and should be all zeroes.
If R’M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Fiegister

Dn* 000 reg. number:Dn (xxx).W 11 000

An — —_ (xxx).L m 001

(An) 010 reg. number:An #<data> 1m 100
(An)+ 011 reg. number:An
—(An) 100 reg. number:An

(d16.An) 101 reg. number:An (d16,PC) 11 010

(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 111 011

(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 11 011

([bd,An,Xn],o0d) 110 reg. number:An ([bd,PC,Xn],od)A 111 011

({bd,An],Xn,od) 110 reg. number:An ([bd,PC),Xn,0d) 1 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R’/M =0, specifies the source floating-point data register, FPm.
If R‘M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn.

-
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FSCC Set According to Condition FSCC

Operation: If (condition true)
then 1s » Destination
else Os » Destination

Assembler
Syntax: FScc.<size> <ea>
n Attributes: Size = (Byte)
Description: If the specified floating-point condition is true, sets the byte integer operand at

the destination to TRUE (all ones), otherwise sets the byte to FALSE (all zeroes). The con-
ditional specifier cc may select any one of the 32 floating-point conditional tests as described
in 4.4 CONDITIONAL TEST DEFINITIONS.

Status Register:

Condition Codes: Not affected
Quotient Byte: Not affected
Exception Byte: BSUN Set if the NAN condition code is set and the condition
selected is an IEEE non-aware test
SNAN Not Affected
OPERR Not Affected
OVFL Not Affected
UNFL Not Affected
DZ Not Affected
INEX2 Not Affected
INEX1 Not Affected

Accrued Exception Byte: The IOP bit is set if the BSUN bit is set in the exception byte. No
other bit is affected.

Instruction Format:

5 w13 o1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS

1 ! ! ! D 0 0 ! MODE REGISTER

0 0 0 0 o [ o [ o 0 0 0 CONDITIONAL PREDICATE
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FScc

Instruction Fields:

Set According to Condition

FScc

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

Effective Address Field — Specifies the addressing mode for the byte integer operand:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn 000 reg. number:Dn {xxx).W m 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> — -
(An)+ 011 reg. number:An
- (An) 100 reg. number:An
(d16.An) 101 reg. number:An (d16,PC) B —
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) — —
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) — —
([bd,An,Xn],od) 110 reg. number:An ({bd,PC,Xn],0d) —_ —
({bd,An],Xn,o0d) 110 reg. number:An ([bd,PC],Xn,o0d) — —

Conditional Predicate Field — Specifies one of 32 conditional tests as defined in 4.4 CON-
DITIONAL TEST DEFINITIONS.

exception.

NOTE

When a BSUN exception occurs, a pre-instruction exception is taken by the main
processor. If the exception handler returns without modifying the image of the PC
on the stack frame (to point to the instruction following the FScc), then it must clear
the cause of the exception (by clearing the NAN bit or disabling the BSUN trap) or
the exception occurs again immediately upon return to the routine that caused the

-
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FSGLDIV

Operation:

Assembler
Syntax:

Attributes:

Description:

Single

FPn (+) Source » FPn

FSGLDIV

Precision Divide

FSGLDIV.<fmt> <ea>,FPn

FSGLDIV.X

FPm,FPn

Format=(Byte, Word, Long, Single, Double, Extended, Packed)

Converts the source operand to extended precision (if necessary) and divides that
number into the number in the destination floating-point data register. Stores the result in
the destination floating-point data register, rounded to single precision (regardless of the
current rounding precision). This function is undefined for 0(+)0 and infinity( = )infinity.

Both the source and destination operands are assumed to be representable in the single
precision format. If either operand requires more than 24 bits of mantissa to be accurately
represented, the accuracy of the result is not guaranteed. Furthermore, the result exponent
may exceed the range of single precision, regardless of the rounding precision selected .in
the FPCR mode control byte. Refer to 4.5.5.2 UNDERFLOW, ROUND, OVERFLOW for more
information.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
In Range Divide +inf! —infl +0.0 -0.0
9 (Single Precision) ~inf! +infl -00 +0.0
+0.0 -0.0 2 +0.0 -0.0
Zero ~00 +0.0 NAN ~0.0 +0.0

_ +inf —inf +inf —inf 2

Infinity —inf +inf| —inf +inf NAN
NOTES:

1. Sets the DZ bit in the FPSR exception byte.
2. Sets the OPERR bit in the FPSR exception byte.
3. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes:

Quotient Byte:

Exception Byte:

Affected as d

escribed in 4.5.5.1 SETTING FLOATING-POINT CON-

DITION CODES

Not affected

BSUN
SNAN
OPERR
OVFL
UNFL
Dz

INEX2
INEX1

Cleared

Refer to 4.5.4 NANs.

Set for 0(+)0 or infinity( =+ )infinity

Refer to 6.1.4 Overflow.

Refer to 6.1.5 Underflow.

Setif the source is zero and the destinationisin range;
cleared otherwise

Refer to 6.1.7 Inexact Result.

If <fmt> is Packed, refer to 6.1.8 Inexact Result on
Decimal Input; cleared otherwise.

MOTOROLA
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FSG LDIV Single Precision Divide FSG LDIV

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 ! 0 0 ! 0 0

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L 111 001
(An) 010 reg. number:An #<data> 111 100
(An) + on reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 11 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 11 01
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,o0d) 11 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If RIM =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn.

|
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FSG LM U L Single Precision Multiply FSG LM U L

Operation: Source X FPn » FPn

Assembler FSGLMUL.<fmt>

Syntax: FSGLMUL.X
<ea>,FPn
FPm,FPn

nAttributes: Format = (Byte, Word, Long, Single, Double, Extended, Packed)

Description:  Converts the source operand to extended precision (if necessary) and multiplies
that number by the number in the destination floating-point data register. Stores the result
in the destination floating-point data register, rounded to single precision (regardless of the
current rounding precision).

Both the source and destination operands are assumed to be representable in the single
precision format. If either operand requires more than 24 bits of mantissa to be accurately
represented, the accuracy of the result is not guaranteed. Furthermore, the result exponent
may exceed the range of single precision, regardless of the rounding precision selected in
the FPCR mode control byte. Refer to 4.5.5.2 UNDERFLOW, ROUND, OVERFLOW for more
information.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
In Range Multiply +0.0 -0.0 +inf —inf
9 (Single Precision -0.0 +0.0 —inf +inf

+0.0 -0.0 +0.0 -0.0 1

Zero -0.0 +00 | -0.0 +0.0 NAN

- +inf —inf 1 +inf —inf
Infinity —inf +inf NAN ~ inf +int

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if one operand is zero and the other is infinity;
cleared otherwise
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
_INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.
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FSGLMUL

Single Precision Multiply

FSGLMUL

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 1 13 12 1 10 9 8 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! L ! ! 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER ! 0 0 ! ! !

Instruction Fields:

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-

tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If RIM =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> M 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16.PC) 111 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) mm 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 1 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 1 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,0d) 1 011

*Only if <fmt>- is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.

Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.

If R/M =1, specifies the source data format:
Long Word Integer
Single Precision Real
Extended Precision Real
Packed Decimal Real

000
001
010
011
100
101
110

WOsSUXONr

Word Integer

Double Precision Real

Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn.

15—
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FSIN Sine FSIN

Operation: Sine of Source » FPn

Assembler  FSIN.<fmt> <ea>,FPn

Syntax: FSIN.X FPm,FPn
FSIN.X FPn

Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Converts the source operand to extended precision (if necessary) and calculates
the sine of that number. Stores the result in the destination floating-point data register. This
function is not defined for source operands of (= )infinity. If the source operand is not in the
range of [-2w ... +27], the argument is reduced to within that range before the sine is
calculated. However, large arguments may lose accuracy during reduction, and very large
arguments (greater than approximately 1020) lose all accuracy. The result is in the range of

[-1...+1]
Operation Table:
Source In Range Zero Infinity
Destination + - + - + -
Result Sine +0.0 -0.0 NAN'

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Setifthe source is (+ or —)infinity; cleared otherwise.
OVFL Cleared
UNFL Refer to 6.1.5 Underflow.
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility

i ,
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FSIN Sine FSIN

Instruction Format:

15 14 13 12 " 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! L 0 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RIM 0 SPECIFIER REGISTER 0 0 0 L L ! 0

Instruction Fields: n

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.

Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If RIM =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 11 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> 111 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16.PC) 111 010
(dg,An,Xn) 110 reg. number;An (dg,PC,Xn) 111 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,0d) m 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If RIM =0, specifies the source floating-point data register, FPm.
If R/'M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, then the input operand is taken from
the specified floating-point data register, and the result is written into the same register.
If the single register syntax is used, Motorola assemblers set the source and destination
fields to the same value.
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FSINCOS FSINCOS

Simultaneous Sine and Cosine

Operation: Sine of Source » FPs
Cosine of Source » FPc
Assembler FSINCOS.<fmt> <ea>,FPc:FPs
Syntax: FSINCOS.X FPm,FPc:FPs
Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

“Description: Converts the source operand to extended precision (if necessary) and calculates
both the sine and the cosine of that number. Calculates both functions simultaneously; thus,
this instruction is significantly faster than performing separate FSIN and FCOS instructions.
Loads the sine result into the destination floating-point data register FPs and the cosine result
into the destination floating-point data register FPc. Sets the condition code bits according
to the sine result. If FPs and FPc are specified to be the same register, the cosine result is
first loaded into the register and then is overwritten with the sine result. This function is not
defined for source operands of (+ or —)infinity.

If the source operand is not in the range of (— 2= ... +2m], the argument is reduced to within
that range before the sine and cosine are calculated. However, large arguments may lose
accuracy during reduction, and very large arguments (greater than approximately 1020) lose
all accuracy. The results are in the range of [-1... +1].

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
FPs Sine +0.0 -0.0 NAN?
FPc Cosine +0.0 +0.0 NAN'

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2.If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:
Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-

DITION CODES (for the sine result)

Quotient Byte:

Not affected

Exception Byte: BSUN Cleared

SNAN Refer to 4.5.4 NANs.

OPERR Setif the source is (+ or —)infinity; cleared otherwise

OVFL Cleared

UNFL Set if a sine underflow occurs, in which case the cos-
ine resultis 1. Cosine cannot underflow. Refer to 6.1.5
Underflow.

DZ Cleared

INEX2 Refer to 6.1.7 Inexact Result.

INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Accrued Exception Byte:

bility

Decimal Input; cleared otherwise.

Affected as described in 6.1.10 IEEE Exception and Trap Compati-

; ;
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FSl NCOS Simultaneous Sine and Cosine FSI NCOS

Instruction Format:

15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS
! ! 1 1 D 0 0 0 MODE REGISTER
SOURCE DESTINATION DESTINATION
0 RM 0 SPECIFIER REGISTER, FPs 0 ! 1 0 REGISTER, FPc

Instruction Fields: n
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R’M =0, this field is unused, and should be all zeroes.
If R’M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W m 000
An — — {xxx).L m 001
(An) 010 reg. number:An #<data> M 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 1M1 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 o
([bd,An,Xn],o0d) 110 reg. number:An ([bd,PC,Xn],0d) 111 o
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,0d) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.
R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R’/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register, FPc Field — Specifies the destination floating-point data register, FPc.
The cosine result is stored in this register.

Destination Register, FPs Field — Specifies the destination floating-point data register, FPs.
The sine result is stored in this register. If FPc and FPs specify the same floating-point data
register, the sine result is stored in the register, and the cosine result is discarded.

If R/M =0 and the source register field is equal to either of the destination register fields, the

input operand is taken from the specified floating-point data register, and the appropriate

result is written into the same register.
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FSINH FSINH

Hyperbolic Sine

Operation: Hyperbolic Sine of Source » FPn

Assembler FSINH.<fmt> <ea>,FPn

Syntax: FSINH.X FPm,FPn
FSINH.X FPn

Attributes:

m Description:  Converts the source operand to extended precision (if necessary) and calculates
the hyperbolic sine of that number. Stores the result in the destination floating-point data
register.

Format = (Byte, Word, Long, Single, Double, Extended, Packed)

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
Result Hyperbolic Sine +0.0 -0.0 +inf —inf
NOTE: If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES

Not affected

Condition Codes:

Quotient Byte:

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 it 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! 1 L 0 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 0 0 0 0 1 0
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FSI N H Hyperbolic Sine FSI N H

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID="1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R‘M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register n

Dn* 000 reg. number:Dn (xxx).W 111 000

An — — (xxx).L 1M 001

(An) 010 reg. number:An #<data> 111 100
(An)+ 011 reg. number:An
—(An) 100 reg. number:An

(d16,An) 101 reg. number:An (d16,PC) 1M1 010

(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011

(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 1 011

([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 11 011

([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,0d) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R'M =0, specifies the source floating-point data register, FPm.
If R‘M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, the input operand is taken from the
specified floating-point data register, and the result is written into the same register. If the
single register syntax is used, Motorola assemblers set the source and destination fields
to the same value.
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FSQRT FSQRT

Square Root

Operation: Square Root of Source » FPn

Assembler FSQRT.<fmt> <ea>,FPn

Syntax: FSQRT.X FPm,FPn
FSQRT.X FPn

Attributes:

u Description:  Converts the source operand to extended precision (if necessary) and calculates
the square root of that number. Stores the result in the destination floating-point data register.
This function is not defined for negative operands.

Format=(Byte, Word, Long, Single, Double, Extended, Packed)

Operation Table:

Destination

Source

In Range

+

Zero

Infinity

+

Result

/X

NAN'

+0.0

-0.0

+inf

NAN

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES

Not affected

Condition Codes:

Quotient Byte:

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source operand is not zero and is negative;
cleared otherwise
OVFL Cleared
UNFL Cleared
DZ Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 1 10 8 7 6 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! 1 ! 1 D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 0 0 0 0 ! 0
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FSQRT Square Root FSQRT

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If RIM =0, this field is unused, and should be all zeroes.
If R‘/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register

Dn* 000 reg. number:Dn (xxx).W mm 000

An — — (xxx).L m 001

(An) 010 reg. number:An #<data> m 100
(An)+ 011 reg. number:An
—(An) 100 reg. number:An

(d16,An) 101 reg. number:An (d16,PC) 1 010

(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) AN 011

(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 on

([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) M 011

([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,o0d) 111 0

*Only if <fmt> is Byte, Word, Long or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, the input operand is taken from the
specified floating-point data register, and the result is written into the same register. If the
single register syntax is used, Motorola assemblers set the source and destination fields
to the same value.
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FS U B Subtract‘ FS U B

Operation: FPn —Source » FPn

Assembler FSUB.<fmt> <ea>,FPn

Syntax: FSUB.X FPm,FPn

Attributes: Format =(Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Converts the source operand to extended precision (if necessary) and subtracts
that number from the number in the destination floating-point data register. Stores the result
in the destination floating-point data register.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
In Range J_r Subtract Subtract —inf +inf
+ +0.0 -0.0 . .
Zero _ Subtract —00 Y inf +inf
Infinit +inf +inf NAN?2 —inf
Y ~inf —inf —inf NAN2
NOTES:

1. Returns +0.0 in rounding modes RN, RZ, and RP; returns —0.0 in RM.
2. Sets the OPERR bit in the FPSR exception byte.
3. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if both the source and destination are like-signed
infinities; cleared otherwise
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-
bility
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FSUB

FSUB

Subtract
Instruction Format:
15 14 13 12 n 10 9 8 7 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! 1 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 Rim 0 SPECIFIER REGISTER L 0 1 0 0 0

Instruction Fields:

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 1M 000
An — — (xxx).L 111 001
(An) 010 reg. number:An #<data> 111 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16.An) 101 reg. number:An (d16,PC) M 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 11 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) m 0
([bd,An,Xn],od) 110 reg. number:An {[bd,PC,Xn},od) 111 011
({bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 1M 011
*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.

Source Specifier Field — Specifies the source register or data format.
If RIM =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn.

e
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FTA N Tangent FTA N

Operation: Tangent of Source » FPn
Assembler FTAN.<fmt> <ea>,FPn
Syntax: FTAN.X FPm,FPn
FTAN.X FPn
Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)

Description: Converts the source operand to extended precision (if necessary) and calculates
the tangent of that number. Stores the result in the destination floating-point data register.
This function is not defined for source operands of (= )infinity. If the source operand is not
in the range of [—m/2... +/2], the argument is reduced to within that range before the
tangent is calculated. However, large arguments may lose accuracy during reduction, and
very large arguments (greater than approximately 1020) lose all accuracy.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + _

Result Tangent +0.0 -0.0 NAN'

NOTES:
1. Sets the OPERR bit in the FPSR exception byte.
2. If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Set if the source is (+)infinity; cleared otherwise
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RM 0 SPECIFIER REGISTER 0 0 0 ! ! ! !

MOTOROLA MC68881/MC68882 USER'S MANUAL
4-108



FTA N Tangent FTA N

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If RIM =0, this field is unused, and should be all zeroes.
If RIM =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W m 000
An — - (xxx).L m 001
(An) 010 reg. number:An #<data> 1 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 1M 0
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) (N 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/IM =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, the input operand is taken from the
specified floating-point data register, and the result is written into the same register. If the
single register syntax is used, Motorola assemblers set the source and destination fields
to the same value.
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Hyperbolic Tangent

Operation: Hyperbolic Tangent of Source » FPn
Assembler FTANH.<fmt>  <ea>,FPn
Syntax: FTANH.X FPm,FPn
FTANH.X FPn
Attributes: Format = (Byte, Word, Long, Single, Double, Extended, Packed)

n Description: Converts the source operand to extended precision (if necessary) and calculates
the hyperbolic tangent of that number. Stores the result in the destination floating-point data
register.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -
Result Hyperbolic Tangent +0.0 -0.0 +1.0 -1.0
NOTE: If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-

DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Cleared
UNFL Refer to 6.1.5 Underflow.
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.

INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | AM 0 SPECIFIER REGISTER 0 0 0 1 0 0 !
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FTAN H Hyperbolic Tangent FTA N H

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> 1 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16.An) 101 reg. number:An (d16,PC) 111 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 111 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 11 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],od) 111 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,0d) m 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If RIM =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, the input operand is taken from the
specified floating-point data register, and the result is written into the same register. If the
single register syntax is used, Motorola assemblers set the source and destination fields
to the same value.
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10x

Operation: 10So0urce y FPn
Assembler FTENTOX.<fmt> <ea>,FPn
Syntax: FTENTOX.X FPm,FPn
FTENTOX.X FPn
Attributes: Format = (Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Converts the source operand to extended precision (if necessary) and calculates
10 to the power of that number. Stores the result in the destination floating-point data register.

Operation Table:

Source In Range Zero Infinity
Destination + - - + -
Result 10% +1.0 +inf +0.0
NOTE: If the source operand is a NAN, refer to 4.5.4 NANs for more information.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-

DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANSs.
OPERR Cleared
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.
Dz Cleared
INEX2 Refer to 6.1.7 Inexact Result.
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.
Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 I 10 9 8 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 0 0 L 0 0 ! 0
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Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If RIM =0, this field is unused, and should be all zeroes.
If RIM =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W 111 000
An — — (xxx).L 111 001
(An) 010 reg. number:An #-data 111 100
(An) + on reg. number:An
-(An) 100 reg. number:An
(d16,An) 101 reg. number:An (d16,PC) 111 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 1M1 0n
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],od) 11 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 1M1 01

*Only if <fmt:~ is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R'M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, the input operand is taken from the
specified floating-point data register, and the result is written into the same register. If the
single register syntax is used, Motorola assemblers set the source and destination fields
to the same value.
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FTRA PCC Trap Conditionally FTRA PCC

Operation:
If condition true, then TRAP

Assembler FTRAPcc

Syntax: FTRAPcc.W #<data>
FTRAPcc.L #<data>
n Attributes: Size =(Word, Long)
Description: If the selected condition is true, the main processor initiates exception processing.

A vector number is generated to reference the TRAPcc exception vector. The stacked program
counter points to the next instruction. If the selected condition is not true, no operation is
performed, and execution continues with the next instruction in sequence. The immediate
data operand is placed in the word(s) following the conditional predjcate word and is available
for user definition for use within the trap handler.

The conditional specifier cc selects one of the 32 conditional tests defined in 4.4 CONDITIONAL
TEST DEFINITIONS.

Status Register:

Condition Codes: Not affected
Quotient Byte: Not affected
Exception Byte: BSUN Set if the NAN condition code is set and the condition
selected is an IEEE non-aware test
SNAN Not Affected
OPERR Not Affected
OVFL Not Affected
UNFL Not Affected
DZ Not Affected
INEX2 Not Affected
INEX1 Not Affected

Accrued Exception Byte: The IOP bit is set if the BSUN bit is set in the exception byte. No
other bit is affected.

Instruction Format:

WM 1 12 m w9 8 7 6 5 4 3 2 1 0
1 1 i 1 COPROCESSOR ID 0 0 i L ] MODE
o J ol o f ol ol o] o] o] oo CONDITIONAL PREDICATE

16-BIT OPERAND OR MOST SIGNIFICANT WORD OF 32-BIT OPERAND (IF NEEDED)
LEAST SIGNIFICANT WORD OR 32-BIT OPERAND (IF NEEDED)
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FTRAPCC Trap Conditionally FTRAPCC

Instruction Fields:

Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID="1 for the FPCP.

Mode Field — Specifies the form of the instruction.
010 — The instruction is followed by a word operand.
011 — The instruction is followed by a long word operand.
100 — The instruction has no operand.

Conditional Predicate Field — Specifies one of 32 conditional tests as described in 4.4 CON- n
DITIONAL TEST DEFINITIONS.

Operand Field — Contains an optional word or long word operand that is user defined.

NOTE

When a BSUN exception occurs, a pre-instruction exception is taken by the main
processor. If the exception handler returns without modifying the image of the PC
on the stack frame (to point to the instruction following the FTRAPcc), it must clear
the cause of the exception (by clearing the NAN bit or disabling the BSUN trap) or

the exception occurs again immediately upon return to the routine that caused the
exception.
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Test Operand

Operation: Condition Codes for Operand » FPCC

Assembler FTST.<fmt> <ea>

Syntax: FTST.X FPm

Attributes: Format =(Byte, Word, Long, Single, Double, Extended, Packed)

n Description:  Converts the source operand to extended precision (if necessary) and sets the
condition code bits according to the data type of the result.

Operation Table: The contents of this table differ from the other operation tables. A letter in an
entry of this table indicates that the designated condition code bit is always set by the FTST
operation. All unspecified condition code bits are cleared during the operation.

Destination

Source
+

In Range

Zero

Infinity

Result

none

Nz

NI

NOTES:
1. If the source operand is a NAN, set the NAN condition code bit.
2. If the source operand is a SNAN, set the SNAN bit in the FPSR exception byte.

Status Register:

Condition Codes: Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-

DITION CODES
Quotient Byte: Not affected
Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Cleared
UNFL Cleared
Dz Cleared
INEX2 Cleared
INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on

Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 14 13 12 11 10 8 7 6 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! L ! ! 0 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 1 ! 1 0 1
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FTST Test Operand FTST

Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R/M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register

Dn* 000 reg. number:Dn (xxx).W m 000
An — — (xxx).L m 001
(An) 010 reg. number:An #<data> 1M 100

(An) + 011 reg. number:An

- (An) 100 reg. number:An
(d16.An) 101 reg. number:An (d16.PC) 1M 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) 1M1 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 1M 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 1 011
([bd,An],Xn,od) 110 reg. number:An (Ibd,PC],Xn,od) 111 011

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/M =0, specifies the source floating-point data register, FPm.
If R/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P  Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B  Byte Integer

Destination Register Field — Since the FPCP uses a common command word format for all
of the arithmetic instructions (including FTST), this field is treated in the same manner for
FTST as for the other arithmetic instructions, even though the destination register is not
modified. This field should be set to zero in order to maintain compatibility with future
devices, although the FPCP does not signal an illegal instruction trap if it is not zero.
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FTWOTOX 2x FTWOTOX

Operation: 2Source y Fpn
Assembler FTWOTOX.<fmt> <ea>,FPn
Syntax: FTWOTOX.X FPm,FPn
FTWOTOX.X FPn
Attributes: Format=(Byte, Word, Long, Single, Double, Extended, Packed)
Description: Converts the source operand to extended precision (if necessary) and calculates

2 to the power of that number. Stores the result in the destination floating-point data register.

Operation Table:

Source In Range Zero Infinity
Destination + - + - + -

Result 2x +1.0 +0.0
If the source operand is a NAN, refer to 4.5.4 NANs for more information.

+inf

NOTE:

Status Register:

Affected as described in 4.5.5.1 SETTING FLOATING-POINT CON-
DITION CODES

Not affected

Condition Codes:

Quotient Byte:

Exception Byte: BSUN Cleared
SNAN Refer to 4.5.4 NANs.
OPERR Cleared
OVFL Refer to 6.1.4 Overflow.
UNFL Refer to 6.1.5 Underflow.

DZ Cleared

INEX2 Refer to 6.1.7 Inexact Result.

INEX1 If <fmt> is Packed, refer to 6.1.8 Inexact Result on
Decimal Input; cleared otherwise.

Accrued Exception Byte: Affected as described in 6.1.10 IEEE Exception and Trap Compati-

bility
Instruction Format:
15 1 13 12 1 10 9 8 6 5 4 3 2 1
COPROCESSOR EFFECTIVE, ADDRESS
! ! ! 1 D 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM D SPECIFIER REGISTER 0 0 ! 0 0 0
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Instruction Fields:
Coprocessor ID Field — Specifies which coprocessor in the system is to execute this instruc-
tion. Motorola assemblers default to ID=1 for the FPCP.
Effective Address Field — Determines the addressing mode for external operands.
If R/M =0, this field is unused, and should be all zeroes.
If R‘'M =1, this field is encoded with an M68000 addressing mode as shown:

Addressing Mode Mode Register Addressing Mode Mode Register
Dn* 000 reg. number:Dn (xxx).W m 000
An — — (xxx).L 111 001
(An) 010 reg. number:An #<data> m 100
(An) + 011 reg. number:An
—(An) 100 reg. number:An
(d16.An) 101 reg. number:An (d16,PC) 1m 010
(dg,An,Xn) 110 reg. number:An (dg,PC,Xn) m 011
(bd,An,Xn) 110 reg. number:An (bd,PC,Xn) 111 011
([bd,An,Xn],od) 110 reg. number:An ([bd,PC,Xn],0d) 1M 011
([bd,An],Xn,od) 110 reg. number:An ([bd,PC],Xn,od) 1M1 on

*Only if <fmt> is Byte, Word, Long, or Single.

R/M Field — Specifies the source operand address mode.
0 — The operation is register to register.
1 — The operation is <ea> to register.
Source Specifier Field — Specifies the source register or data format.
If R/IM =0, specifies the source floating-point data register, FPm.
If R‘/M =1, specifies the source data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

Destination Register Field — Specifies the destination floating-point data register, FPn. If R/
M =0 and the source and destination fields are equal, the input operand is taken from the
specified floating-point data register, and the result is written into the same register. If the
single register syntax is used, Motorola assemblers set the source and destination fields
to the same value.
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4.7 INSTRUCTION ENCODING DETAILS

The following paragraphs provide the details of the object code formats for the general, branch,
set on condition, save, and restore type coprocessor instructions.

All FPCP instructions are from two to eight words in length as shown below (the longest case is
for an immediate operand of six words — the X or P format).

15 14 13 12 " 10 9 8 7 6 5 4 3 2 1 0
OPERATION WORD
n MC68881 COMMAND WORD, OR CONDITIONAL PREDICATE
EFFECTIVE ADDRESS EXTENSION WORDS, DISPLACEMENT, OR IMMEDIATE OPERAND (IF ANY, 1-6 WORDS)

All FPCP instructions begin with an operation word, formatted as follows:

5 4 138 12 v w0 8 8 7 6 5 4 3 2 1 Q
[ v T+ ] + T 1] coprocessoRn | o [ o [ o ] TYPE | TYPE DEPENDENT

Coprocessor ID — Specifies which coprocessor in the system is to execute this instruction.
Motorola assemblers default to ID=1 for the FPCP.
Type — Specifies the type of coprocessor instruction:
000 — General Instructions (Arithmetics, FMOVE, FMOVEM)
001 — FDBcc, FScc, FTRAPcc

010 — FBcc.W
011 — FBcc.L
100 — FSAVE

101 — FRESTORE
110 — (Undefined, Reserved)
111 — (Undefined, Reserved)

Type Dependent — Normally specifies the effective address or conditional predicate, but
usage depends on the type field.

4.7.1 General Type Coprocessor Instruction Format

The general type coprocessor instruction format (shown below) is used for all FPCP arithmetic,
move, move multiple, move constant, and transcendental instructions.

15 14 13 12 n 10 9 8 7 6 5 4 3 2 1 0
OPERATION WORD
COPROCESSOR EFFECTIVE ADDRESS
! ! 1 ! D 0 0 0 MODE REGISTER

COMMAND WORD
OPCLASS | RX | RY | EXTENSION

The interpretation of the command word fields, OPCLASS, RX, RY, and EXTENSION field varies
with the instruction type and is summarized in Table 4-11.
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Table 4-11. General Type Instruction Command Word Fields

Opclass RX RY Instruction Class
000 Source, Destination, FPm to FPn. The extension field specifies the operation (move,
FPm FPn add, etc.)
001 — — Undefined, reserved.
010 000-110 Destination, Memory to Fpn. The extension field specifies the operation (move,
Source Data FPn add, etc.).
Format
010 m Destination, Move constant to FPn. The extension field contains the offset of
FPn the ROM constant.
011 Destination Source, Move FPm to an external destination. If the destination format is
Data Format FPm packed decimal, the extension field specifies the k-factor (#k or
Dn); otherwise it shauld be zero.
100 FPcr 000 Move single or multiple to the system control registers. The exten-
Select sion field should be zero.
101 FPcr 000 Move single or multiple system control registers to memory. The
Select extension field should be zero.
110 Register list 00m Move mutliple to the floating-point data registers. The least signifi-
and addressing cant bit of the RY field and the extension field contains the register
mode select. list, or the number of the main processor data register that con-
tains the list.
111 Register list 00m Move multiple from the floating-point data registers. The least sig-
and addressing nificant bit of the RY field and the extension field contains the reg-
mode select. ister list, or the number of the main processor data register that

contains the list.

The FPCP general type instructions are classified into groups based upon instruction function and
argument location (external or internal to the FPCP) as follows:

1. Floating-Point Register to Register

External Operand to Floating-Point Data Register

Move Constant to Floating-Point Data Register

Move Floating-Point Data Register to External Destination
Move System Control Register

Move Multiple Floating-Point Data Registers

o oA w

Subdivision of the instruction set on this basis simplifies the specification of the MPU services
required by each FPCP instruction. The FPCP requests services from the MPU via the coprocessor
interface primitives described in 7.5 INSTRUCTION DIALOGS.

If the command word indicates that an operand external to the FPCP is to be fetched or stored,
the effective address field of the operation word is an MPU effective address descriptor. When
the FPCP requests an external data access, the MPU evaluates the source/destination effective
address based upon this effective address descriptor and transfers operand(s) to/from the FPCP.

If all operands are contained in FPCP floating-point data registers, the effective address field
should be all zeros. If the effective address field is not all zeros, instruction execution proceeds
normally; no F-line emulator exception trap is taken. However, to ensure compatibility with future
devices, assembler and compiler programmers should fill this field with zeros when it is not used.

4.7.1.1 REGISTER-TO-REGISTER INSTRUCTIONS. This class of instructions includes floating-point
data register to floating-point data register moves and the monadic and dyadic arithmetic and
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transcendental instructions. For dyadic arithmetic instructions, the destination operand is replaced
by the result.

FPm <op> FPn » FPn
For monadic arithmetic instructions, the operand is the source FPm and the result is placed into

the destination FPn. The source FPm and destination FPn can be the same floating-point data
register.

FPm <op> » FPn
The encoding format for this class of instructions is:
5 4 13 12 10 9 8 7 6 5 4 3 2 1 0
1 1 1 1 | coerocessorRm [ o [ o [ o [ o [ o | o [ o ][ o] o
SOURCE DESTINATION
0 0 0 REGISTER REGISTER EXTENSION

Table 4-12 shows the encoding of the source and destination register field.

Table 4-12. Register Field

Encoding
000 — FPO 100 — FP4
001 — FP1 101 — FP5
010 — FP2 110 — FP6
011 — FP3 111 — FP7

The extension field indicates the operation to be performed. Table 4-13 lists the extension field
encodings and functions. Also shown are the services requested of the MPU by the FPCP.

4.7.1.2 EXTERNAL OPERAND-TO-REGISTER INSTRUCTIONS. This class of instructions includes
external operand to floating-point data register move and arithmetic instructions. External op-
erands are located either in memory or an MPU data register (for B, W, L, or S data types). Data
format conversion from one of the seven memory data formats to the extended data format is
implicit in these instructions. For dyadic arithmetic instructions, the value in FPn is replaced by
the result.

External Operand <op> FPn » FPn

For monadic arithmetic instructions, the external operand is the source, and the result is placed
in the destination FPn.

External Operand <op> » FPn

The encoding format for this class of instructions is:

514 13 12 1 109 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! 1 1 ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 ! 0 FORMAT REGISTER EXTENSION

The destination register is encoded as shown in Table 4-12.

The source format field specifies the data format of the external operand. From the external
operand are derived the length (in bytes) of the operand and the allowed effective addressing

|
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Table 4-13. Extension Field Encoding for Arithmetic Operations

Extesnsic!n Field Instruction Type MPU Extensio_n Field Instruction Type MPU
ervices Services
$00 FMOVE to FPn Note 1 $18 FABS Note 1
$01 FINT Note 1 $19 FCOSH Note 1
$02 FSINH Note 1 $1A FNEG Note 1
$03 FINTRZ Note 1 $1C FACOS Note 1
$04 FSQRT Note 1 $1D FCOS Note 1
$06 FLOGNP1 Note 1 $1E FGETEXP Note 1
$08 FETOXM1 Note 1 $1F FGETMAN Note 1
$09 FTANH Note 1 $20 FDIV Note 1
$0A FATAN Note 1 $21 FMOD Note 1
$0C FASIN Note 1 $22 FADD Note 1
$0D FATANH Note 1 $23 FMUL Note 1
$OE FSIN Note 1 $24 FSGLDIV Note 1
$OF FTAN Note 1 $25 FREM Note 1
$10 FETOX Note 1 $26 FSCALE Note 1
$NM FTWOTOX Note 1 $27 FSGLMUL Note 1
$12 FTENTOX Note 1 $28 FSUB Note 1
$14 FLOGN Note 1 $30-$37 FSINCOS Note 1
$15 FLOG10 Note 1 $38 FCMP Note 1
$16 FLOG2 Note 1 $3A FTST Note 1
$40-$7F (Undefined, Note 2
Reserved)
NOTES:

1. Two primitives can be issued for these operations. If the operation is register-to-register, the first primitive issued is null. If any
exceptions, other than BSUN, are enabled, PC is set to 1 to request that the MPU pass the current program counter. If the
operation is external operand-to-register, the first primitive is evaluate effective address and transfer data (with CA=1,and PC=1
if any exceptions other then BSUN are enabled). The second primitive is null (CA=0) to terminate the instruction dialog.

2. The FPCP issues the take pre-instruction exception primitive with a vector number of 11 to instruct the MPU to take an F-line
emulator trap.

3. Some extension field encodings are unspecified, are redundant with valid instructions implemented by the FPCP, and do not
cause an F-line exception if executed. However, these encodings are reserved for future definition by Motorola, and thus should
not be generated by assemblers or compilers. The redundant encodings are: $05, $07, $0B, $13, $17, $1B, $29-$2F, $39, and $3B-
$3F.

modes. The FPCP decodes the source format field as listed in Table 4-14. The extension field
indicates the operation to be performed. Table 4-13 lists the extension field encodings and func-
tions. Also listed are services requested of the MPU by the FPCP.

4.7.1.3 MOVE CONSTANT TO FLOATING-POINT DATA REGISTER INSTRUCTIONS. The FPCP
constant ROM contains frequently used constants such as 0.0 and &. These instructions load a
correctly rounded constant into a floating-point data register without an external data access.

The encoding format for this class of instructions is:

TS VORI B P ST 10 9 8 7 6 5 4 3 2 1 0

| 1 1 1 COPROCESSORID | o [ o o Ll ol ol o] o] o] o
DESTINATION

0 1 0 1 1 1 REGISTER EXTENSION
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Table 4-14. Source Format Field Encoding

Source Format External Operand Length Allowed
Encoding Data Format in Bytes <ea>
000 Long Word Integer 4 Data
001 Single Precision Real 4 Data
010 Extended Precision Real 12 Memory
011 Packed Decimal Real 12 Memory
100 Word Integer 2 Data
101 Double Precision Real 8 Memory

n 110 Byte Integer 1 Data

The destination register field is encoded as shown in Table 4-12.

The extension field is used as an offset into the FPCP constant ROM. The FMOVECR instruction
definition in 4.6 INDIVIDUAL INSTRUCTION DESCRIPTIONS provides the valid extension field
values for the FMOVECR instruction. The only service required by the FPCP from the MPU is the
passing of the MPU PC to FPIAR if exceptions (other than BSUN) are enabled. This service is
requested with the null (CA=1, PC=1) primitive.

4.7.1.4 MOVE TO EXTERNAL DESTINATION INSTRUCTIONS. External destinations are either
memory or an MPU data register. Data format conversion from the extended data format to one
of the seven memory data formats is implicit for these instructions. The encoding format for this
class of instructions is:

15 14 13 12 n 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 0 0 MODE REGISTER
DESTINATION SOURCE
0 1 ! FORMAT REGISTER EXTENSION

The source register field is encoded as shown in Table 4-12.

The destination format field indicates the data format of the external destination. The MPU per-
forms all transfers to an external destination at the request of the FPCP. When the FPCP makes
a request for a transfer to an external destination, the length (in bytes) of the operand, and the
allowed effective addressing modes are specified in the primitive.

The FPCP decodes the destination format field to determine the length of the operand to be stored
and the allowed effective addressing modes as listed in Table 4-15.

The extension field affects instruction execution only when the destination data format is packed
decimal. A destination format encoding of 011 specifies a packed decimal string destination with
the formatting parameter, k, in the extension field (encoded as a twos complement value).

A destination format encoding of 111 indicates a packed decimal string destination with the
formatting parameter, k, in an MPU data register. The extension field contains the number of the
MPU data register that contains the k-factor. The MPU data register number is encoded in bits 4
though 6 of the extension field; bits 0 through 3 should be zero. The seven least significant bits
of the MPU data register contain a twos complement k-factor. The 25 most significant bits of the
MPU data register are ignored. Table 4-16 lists the destination format field encodings, related
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Table 4-15. Destination Format Field Encoding

Destination Format External Operand Length Allowed
Encoding Data Format in Bytes <ea>

000 Long Word Integer 4 Data Alterable

001 Single Precision Real 4 Data Alterable

010 Extended Precision Real 12 Memory Alterable
011 Packed Decimal Real with Static k-factor 12 Memory Alterable
100 Word Integer 2 Data Alterable

101 Double Precision Real 8 Memory Alterable
110 Byte Integer 1 Data Alterable

1M Packed Decimal Real 12 Memory Alterable with Dynamic

k-factor

extension field encodings, instruction operation, and the services requested of the MPU by the
FPCP.

4.7.1.5 MOVE SYSTEM CONTROL REGISTER INSTRUCTIONS. This class of instructions includes
the move single system control register instruction and the move multiple system control registers
instruction. For the move single system control register instruction, external 32-bit operands may
be immediate, in memory or an MPU register. For the move multiple system control register
instructions, external operands may only be immediate or in memory (immediate addressing is
only allowed if dr = 0). The encoding format for this class of instructions is:

15 14 13 12 " 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS
L 1 1 1 D 0 0 0 MODE REGISTER
REGISTER
1 0 dr LIST 0 0 0 0 0 0 0 0 0 0

The dr bit set to 1 indicates a read of the FPCP; cleared to zero indicates a write to the FPCP. The
register select field specifies the system control register or registers to be moved during the
operation. Table 4-17 lists the dr and register list field encodings, instruction operation, operand
size, allowed effective addressing modes, and services required of the MPU by the FPCP for this
instruction type.

Bits 0 to 9 of the command word should be zero, although no F-line trap is taken if they are not.
Assemblers and compilers should set these bits to zeros to ensure compatibility with future
devices.

4.7.1.6 MOVE MULTIPLE FLOATING-POINT DATA REGISTERS INSTRUCTIONS. This class of in-
structions provides move multiple floating-point data register operations analogous to the M68000
move multiple address and data registers instructions. Unlike the integer counterpart, the floating-
point register list can be specified either statically in the instruction or dynamically in an MPU
data register.

The addressing modes for the move multiple from memory to floating-point data registers in-
struction are restricted to the control and address register indirect with postincrement effective
addressing modes.
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Table 4-16. Extension Field Encoding

Destination Extension External Operand MPU
Format Encoding Encoding Data Format Services
000 0000000 Long Word Integer Notes 1 and 2
001 0000000 Single Precision Real Notes 1 and 2
010 0000000 Extended Precision Real Notes 1 and 2
011 kkkkkkk Packed Decimal Real with a Static k-factor Note 1
100 0000000 Word Integer Notes 1 and 2
101 0000000 Double Precision Real Notes 1 and 2
110 0000000 Byte Integer Notes 1 and 2
n 111 rrr0000 Packed Decimal with a Dynamic k-factor Note 3

NOTES:
1. Four service requests can be issued for this instruction type:
a. Null (CA=1, PC=x) can be first used to request the transfer of the PC to the FPIAR if exceptions are enabled.
b.  Null (CA=1,1A=1) is used to force the MPU to wait while the conversion takes place.
c.  Evaluate effective address and transfer data (CA=1) is issued to request the transfer of the converted operand.
d.  Null (CA=0) is used to terminate the dialog if no exception occurred. If an exception occurred, the take mid-instruction
exception primitive is used to terminate the dialog.
2. The extension field should be all zeros, but no F-line emulator trap is taken if it is not. Assemblers and
compilers should fill the extension field with zeros to ensure compatibility with future devices.
3. Bits 0 through 3 of the extension field should be zero, but no F-line emulator trap is taken if they are not.
Assemblers and compilers should set these bits to zero to ensure compatibility with future devices. Four
service requests are issued for this instruction:
a. Transfer single main processor register (CA=1, PC=x) is first used to request the transfer of the PC to the FPIAR (if
exceptions are enabled) and to transfer the MPU data register containing the k factor.
b.  Null (CA=1,1A=1) is used to force the MPU to wait while the conversion takes place.
c.  Evaluate effective address and transfer data (CA=1) is issued to request the transfer of the converted operand.
d.  Null (CA=0) is used to terminate the dialog if no exceptions occurred. If an exception occurred, the take mid-instruction
exception primitive is used to terminate the dialog.

The addressing modes for the move multiple from floating-point data registers to memory in-
struction are restricted to the control alterable and address register indirect with predecrement
effective addressing modes.

NOTE

The effective addressing mode restrictions for this instruction are enforced by the MPU
when the transfer multiple coprocessor registers response primitive is received (not by
the FPCP when it receives the command word). If the encoding of the effective address
field in the operation word is inconsistent with the encoding of the dr and mode fields
in the command word, unexpected results occur. In some cases, the instruction is ex-
ecuted, but the order of the register transfer is the reverse of the appropriate order for
the addressing mode. However, system integrity is preserved for all cases.

The encoding format for this class of instructions is:

15 o1 12 om 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS

! ! ! ! 0 0 0 0 MODE REGISTER

1 1 dr MODE [ o 0 0 REGISTER LIST

-]
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Table 4-17. Encoding for Move FPcr Operations

Register Instruction Transfer Size Allowed MC68020/MC68030
List Operation (in Bytes) <ea> Services

Move Memory to Registers (dr=0)

000 (Undefined, Reserved) - — Notes 1 and 2
001 Move to FPIAR 4 Any Note 1
010 Move to FPSR 4 Data Note 1
oM Move to FPSR and FPIAR 8 Memory Note 1
100 Move to FPCR 4 Data Note 1
101 Move to FPCR and FPIAR 8 Memory Note 1
110 Move to FPCR and FPSR 8 Memory Note 1
111 Move to FPCR, FPSR, and FPIAR 12 Memory Note 1

Move Registers to Memory (dr=1)

000 (Undefined, Reserved) — — Notes 1 and 2
001 Move from FPIAR 4 Alterable Note 1
010 Move from FPSR 4 Data Alterable 1
011 Move from FPSR and FPIAR 8 Memory Alterable 1
100 Move from FPCR 4 Data Alterable 1
101 Move from FPCR and FPIAR 8 Memory Alterable 1
110 Move from FPCR and FPSR 8 Memory Alterable 1
111 Move from FPCR, FPSR, and FPIAR 12 Memory Alterable 1
NOTES:

1. This operation requires two primitives to be issued to the MPU. The first primitive is evaluate effective address and
transfer data (CA=1), indicating the appropriate transfer size and allowed effective addressing mode. The second
primitive is null (CA=0) to terminate the instruction dialog.

2. For the current implementation of the FPCP, this encoding is redundant with the 001 encoding of the register select
field (i.e., it selects the FPIAR as the only register to be moved); however, this encoding is reserved for future use by
Motorola.

The dr bit set to one indicates a read of the FPCP; dr cleared to zero indicates a write to the FPCP.
The mode field specifies the order of the register transfer and the location of the register list. The
definitions of the mode field bits are (bits shown as X may be either 0 or 1):

0X Transfer FP7 through FPO.

1X Transfer FPO through FP7.

X0 Register List is Static.

X1 Register List is Dynamic.

The order of the register transfer that is selected affects the interpretation of the register list,
because the list is always scanned starting with the most significant bit. Thus, for the 0X encoding
of the mode field, the most significant bit of the register list corresponds to FP7, and the least
significant bit corresponds to FP0. For the 1X encoding, this relationship is reversed.

The type of the register list also affects the interpretation of the register list field. If a static list is
selected, then the register list field of the command word contains the register list. If a dynamic
register list is selected, then the register list field of the command word contains the number of
the MPU data register that contains the register list. The format of the register list field in the
command word for the various mode field encodings is shown in the following table. If a bit in
the register list is set, then the corresponding register is moved, otherwise the list is scanned for
the next bit that is set. For the dynamic register list format, rrr specifies the MPU data register
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that contains the register list (X means either 0 or 1). The format of a dynamic register list is the
same as the format of the appropriate static list, and it is contained in the least significant eight
bits of the MPU data register.

Mode Field

Encoding Register List Field Format
00 — FP7 FP6 FP5 FP4 FP3 FP2 FP1 FPO
10 — FPO FP1 FP2 FP3 FP4 FP5 FP6 FP7
X1 — 0 r r r 0 0 0 0

n Table 4-18 lists the dr and mode field encodings, instruction operation, allowed effective address-
ing modes, and services required of the MPU by the FPCP for this instruction type.

Table 4-18. Encodings for Move Multiple FPn Operations

Mode Instruction Allowed MPU
Field Operation <ea> Mades Services

Move Memory to Registers (dr=0)

00 (Invalid operation) —_ Note 1
01 (Invalid operation) —_ Note 1
10 Move to registers, static register list (An)+ or Control Note 2
1 Move to registers, dynamic register list (An)+ or Control Note 3

Move Registers to Memory (dr=1)

00 Move from registers, static register list —(An) Note 2

01 Move from registers, dyamic register list —(An) Note 3

10 Move from registers, static register list Control Alterable Note 2

" Move from registers, dynamic register list Control Alterable Note 3
NOTES:

1. These encodings cause the FPCP to perform an operation that is inconsistent with the M68000 Family move multiple operations.
For these cases, the selected registers are transferred in the order that is appropriate for the pre-decrement addressing mode
(i.e., FP7 though FPO) using a static or dynamic register list, respectively. However, the MPU does not allow the pre-decrement
addressing mode for a move from memory to multiple coprocessor registers operation. Thus, assemblers and compilers should
not generate these encodings, or unexpected results may occur.

2. This instruction requires two primitives; the first is the transfer multiple coprocessor registers (CA= 1) primitive to request that
the MPU evaluate the effective address, read the register select CIR, and transfer the number of registers indicated by the mask
(with an operand size of 12 bytes for each register). The second primitive is null (CA=0), which is used to terminate the dialog.

3. This instruction requires three primitives; the first is the transfer single main processor register (CA=1) primitive to request the
transfer of the MPU data register that contains the dynamic register list. The second is the transfer multiple coprocessor registers
(CA=1) primitive to request that the MPU evaluate the effective address, read the register select CIR, and transfer the number
of registers indicated by the mask (with an operand size of 12 bytes for each register). The third primitive is null (CA=0) to
terminate the dialog.

4.7.1.7 UNDEFINED, RESERVED COMMAND WORDS. The command word encoding shown below
is undefined and reserved for future Motorola use. All undefined, reserved command word en-
codings generate an F-line emulator exception.

15 14 13 12 " 10 9 8 1 6 5 4 3 2 1 0
1 1 1 1 COPROCESSOR 1D 0 0 0 X X X X X X
0 0 1 X X l X | X X X X X X X X X X
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4.7.2 FDBcc, FScc, and FTRAPcc Instruction Formats

For these instruction types, the MPU writes a conditional predicate to the FPCP condition CIR for
evaluation. The FPCP determines whether the conditional predicate is true or false based on the
floating-point condition codes as described in 4.4 CONDITIONAL TEST DEFINITIONS. The true or
false result is returned to the main processor with the null primitive.

These instructions all use the operation word type field encoding and command word format
shown below. The instruction specific field of the operation word determines the instruction
variation and is defined in Table 4-19 for each instruction type.

W B8 12w w0 9 & 71 6 5 4 3 2 1 0
N 1 1 COPROCESSOR D o | o | INSTRUCTION SPECIFIC
o o J ol o[ ol o[ o] o o]0 CONDITIONAL PREDICATE

The conditional predicate field specifies the conditional test to be performed. Table 4-20 lists the
conditional predicate encodings and the FPCP responses. For details of the calculation of the
response, refer to 4.4 CONDITIONAL TEST DEFINITIONS. Bits 6 through 15 of the command word

Table 4-19. Encodings for the FDBcc, FScc, and FTRAPcc Instructions

Instruction Instruction Selected MPU
Specific Field Operation <ea> Services
000 XXX FScc <ea> Dn Note 1
001 XXX FDBcc Dn,<label> — Note 2
010 XXX FScc <ea> (An) Note 1
011 XXX FScc <ea> (An) + Note 1
100 XXX FScc <ea> —(An) Note 1
101 XXX FScc <ea> d1s(An) Note 1
110 XXX FScc <ea> indexed/indirect Note 1
111 000 (Undefined, reserved) — Note 3
111 001 (Undefined, reserved) - Note 3
111 010 FTRAPcc.W #<data> — Note 4
111 om FTRAPcc.L #<data> — Note 4
111 100 FTRAPcc with no parameter — Note 4
11101 (Undefined, reserved) — Note 3
111 110 (Undefined, reserved) — Note 3
111 111 (Undefined, reserved) — Note 3

NOTES:

1. The MPU evaluates the <ea> and writes the conditional predicate to the FPCP for evaluation. The null
(CA=0) primitive is used to return the true/false evaluation, and the appropriate value is then written
to the <ea> by the MPU. The value of xxx specifies the MPU data or address register (Dn or An) used
in the <ea> evaluation.

2. The MPU writes the conditional predicate to the FPCP for evaluation. The null (CA=0) primitive is used

to return the true/false evaluation. If the condition is true, the MPU proceeds to the next instruction.

Otherwise, the counter register Dn.W (specified by the value of XXX) is decremented, and the new

value is compared with — 1. If it is equal to — 1, the MPU proceeds to the next instruction; otherwise,

the 16-bit displacement is sign extended and added to the PC.

. The MPU takes an F-line emulation trap.

4. The MPU writes the conditional predicate to the FPCP for evaluation. The Null (CA=0) primitive is used
to return the true/false evaluation. If the condition is true, then the cpTRAPcc exception is taken. Oth-
erwise, the MPU proceeds to the next instruction, discarding the optional immediate operand if nec-
essary.

w
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are shown to be filled with zeros; however, no F-line trap is taken if they are not. To ensure
compatibility with future devices, assemblers and compilers should fill this field with zeros.

Table 4-20. Conditional Predicate Evaluation Responses

Conditional MC68881/MC68882
Predicate Mnemonic Definition Response
000000 F False Note 1
000001 EQ Equal Note 1
000010 OGT Ordered Greater Than Note 1
u 000011 OGE Ordered Greater Than or Equal Note 1
000100 OLT Ordered Less Than Note 1
000101 OLE Ordered Less Than or Equal Note 1
000110 OGL Ordered Greater Than or Less Than Note 1
000111 OR Ordered Note 1
001000 UN Unordered Note 1
001001 UEQ Unordered or Equal Note 1
001010 UGT Unordered or Greater Than Note 1
001011 UGE Unordered or Greater Than or Equal Note 1
001100 ULT Unordered or Less Than Note 1
001101 ULE Unordered or Less Than or Equal Note 1
001110 NE Not Equal Note 1
001111 T True Note 1
010000 SF Signaling False Note 2
010001 SEQ Signaling Equal Note 2
010010 GT Greater Than Note 2
010011 GE Greater Than or Equal Note 2
010100 LT Less Than Note 2
010101 LE Less Than or Equal Note 2
010110 GL Greater Than or Less Than Note 2
010111 GLE Greater Than or Less Than or Equal Note 2
011000 NGLE Not (Greater Than or Less Than or Equal) Note 2
011001 NGL Not (Greater Than or Less Than) Note 2
011010 NLE Not (Less Than or Equal) Note 2
011011 NLT Not (Less Than) Note 2
011100 NGE Not (Greater Than or Equal) Note 2
011101 NGT Not (Greater Than) Note 2
011110 SNE Signaling Not Equal Note 2
011111 ST Signaling True Note 2
TXXXXX — (Undefined, Reserved) Note 3
NOTES: ’

1. Indicate the condition true or false result by using the null (CA=0) primitive.

2. If the NAN condition code bit is set, then set the BSUN bit in the FPSR. If the BSUN trap is enabled, then return the take pre-
instruction exception primitive with the BSUN vector number; otherwise, indicate the condition true/false result by using the
null (CA=0) primitive.

3. Not used, redundant encodings with 0XXXXX. No F-line trap is taken if these bit patterns are used. To ensure compatibility with
future devices, assemblers and compilers should use the 0XXXXX encodings.

|
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The displacement, extension, or operand words follow immediately after the conditional predicate
word. For the FDBcc instruction, the displacement is a 16-bit twos complement integer that in-
dicates the relative distance in bytes from the displacement word (i.e., the PC value used in the
branch destination calculation is the address of the displacement word). For the FScc instruction,
the effective address extension words are formatted as required by the main processor. For the
FTRAPcc instruction, a one or two word user-defined operand can be included with the instruction.
Note that from the perspective of the FPCP, these instructions are identical to the branch type
coprocessor instructions. The various operations are handled by the MPU in a manner that is
transparent to the FPCP.

4.7.3 Conditional Branch Instruction Format

For this instruction type, the MPU writes a conditional predicate to the FPCP condition CIR for
evaluation. The FPCP determines whether the conditional predicate is true or false based on the
floating-point condition codes as described in 4.4 CONDITIONAL TEST DEFINITIONS. The true or
false result is returned to the main processor with the null primitive. The formats for this instruction
type are shown below.

15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0

i [ o ] o [ v ] coerocessorib [ o [ 1 [ o | CONDITIONAL PREDICATE
16-BIT DISPLACEMENT

15 14 13 12 n 10 9 8 1 6 5 4 3 2 1 0

v [ o [ v [ 1 ] coprocessoRd [ o [ 1 [ 1] CONDITIONAL PREDICATE
32-BIT DISPLACEMENT

The conditional predicate field specifies the conditional test to be performed. Table 4-20 lists the
conditional predicate encodings and the FPCP responses. For details of the response calculation,
refer to 4.4 CONDITIONAL TEST DEFINITIONS.

The displacement is a twos complement integer that indicates the relative distance in bytes from
the displacement word(s) (i.e., the PC value used in the branch destination calculation is the
address of the displacement word(s)). A 16-bit displacement is sign extended before it is used in
the branch destination calculation.

NOTE

From the perspective of the FPCP, the two forms of this instruction are identical. The
size of the displacement is determined by the MPU and is transparent to the FPCP. Also,
the FNOP instruction syntax that is recognized by Motorola assemblers generates an
FBcc.W instruction with cc=F (false) and a displacement value of zero.

4.7.4 Save Instruction Format

The FSAVE instruction indicates that the FPCP must immediately suspend any current operation
and save the internal state in memory. Effective addressing modes are restricted to control al-
terable and address register indirect with predecrement modes. The encoding format for this
instruction is:

15 14 13 12 n 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! 1 1 [ 0 1 0 0 MODE REGISTER
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4.75 Restore Instruction Format

The FPCP restore instruction indicates that regardless of the current state of operation, a new
internal state is to be loaded immediately. Effective addressing modes are restricted to control
and address register indirect with postincrement modes. The encoding format for this instruction

is:
15 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
1 1 ! L D ! 0 ! MODE REGISTER

4.8 INSTRUCTION FORMAT SUMMARY

The following paragraphs present a summary of the binary encodings for the FPCP instruction
set. The unique encoding for each instruction is shown explicitly, with the encoded fields common
to all of the instructions listed in a single table at the beginning of this section.

4.8.1 Coprocessor ID Field

This field of each instruction specifies which one of eight (seven, for the MC68030) possible
coprocessors in a system is to perform the operation. There are no restrictions placed on the
value of the ID field by the main processor in the system; however, certain conventions should
be foliowed. Motorola assemblers default to coprocessor ID=1 for the FPCP, although directives
are available to change this default. Furthermore, due to the hardware implementation of the
MC68851 Paged Memory Management Unit, that device must be assigned to coprocessor ID=0
if used in a system. Thus, the FPCP should not be assigned to coprocessor ID=0 if it is anticipated
that an MC68851 may be used in the system, or in an MC68030 system.

4.8.2 Effective Address Field

This field specifies the M68000 Family addressing mode that is to be used to locate operands
external to the FPCP (if required by the instruction). For some operations, restrictions are placed
on which of the available addressing modes are allowed. These restrictions are enforced by
hardware in the MPU and FPCP, and Motorola assemblers do not generate operation words with
disallowed effective addressing mode field encodings. The encodings for this fields are shown
in Table 4-21.

4.8.3 Register/Memory Field

This field is common to all of the arithmetic instructions and the FMOVE to FPn instruction. A
zero in this field indicates that the operation is register-to-register, and a one in this field indi-
cates that the source operand is external to the FPCP.

4.8.4 Source Specifier Field

This field is common to all of the arithmetic instructions and the FMOVE floating-point data
register instruction. The definition of this field is affected by the value of the R/M field:
If RIM =0, it specifies the source floating-point data register, FPm.
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Table 4-21. Effective Address Field Encoding Summary

Address Modes Mode | Register | Data | Memory | Control | Alterable Ass‘r':':?;:er
Data Register Direct 000 reg. no. X — — X Dn
Address Register Direct 001 reg. no. — — — X An
Address Register Indirect 010 reg. no. X X X X (An)
Address Register Indirect with Postincrement on reg. no. X X — X (An) +
Address Register Indirect with Predecrement 100 reg. no. X X — X —(An)
Address Register Indirect with Displacement 101 reg. no. X X X X (d16,An)
Address Register Indirect with Index 110 reg. no. X X X X (dg,An,Xn)
(8-Bit Displacement)
Address Register Indirect with Index 110 reg. no. X X X X (bd,An,Xn)
(Base Displacement)
Memory Indirect Post-Indexed 110 reg. no. X X X X ([bd,An],Xn,od)
Memory Indirect Pre-Indexed 110 reg. no. X X X X ([bd,An,Xn],od)
Absolute Short 111 000 X X X X {xxx).W
Absolute Long 11 001 X X X X (xxx).L
Program Counter Indirect with Displacement m 010 X X X — (d16,PC)
Program Counter Indirect with Index m 0 X X X — (dg,PC,Xn)
(8-Bit Displacement)
Program Counter Indirect with Index 1m 011 X X X — (bd,PC,Xn)
(Base Displacement)
PC Memory Indirect Post-Indexed 1m 011 X X X — ({bd,PC],Xn,o0d)
PC Memory Indirect Pre-Indexed 111 011 X X X — ([bd,PC,Xn],od)
Immediate m 100 X X - — #<data>

If RIM =1, it specifies the source operand data format:

000 L Long Word Integer

001 S Single Precision Real
010 X Extended Precision Real
011 P Packed Decimal Real
100 W Word Integer

101 D Double Precision Real
110 B Byte Integer

4.8.5 Destination Register Field

This field is common to all of the arithmetic instructions and the FMOVE to FPn instruction.
This field specifies the floating-point data register that is to be used as the destination. The
result of an operation is always stored in this register, and one of the source operands is
fetched from this register for dyadic instructions.

4.8.6 Conditional Predicate Field

This field is common to all of the conditional instructions and specifies the FPCP conditional
test that is to be evaluated for the main processor. Table 4-22 shows the conditional predicate
binary encodings for the 32 conditional tests supported by the FPCP.
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Table 4-22. Conditional Predicate Field Encoding Summary

Conditional
Predicate Mnemonic Definition
000000 F False
000001 EQ Equal
000010 OGT Ordered Greater Than
000011 OGE Ordered Greater Than or Equal
000100 OoLT Ordered Less Than
000101 OLE Ordered Less Than or Equal
000110 OGL Ordered Greater Than or Less Than
u 000111 OR Ordered
001000 UN Unordered
001001 UEQ Unordered or Equal
001010 UGT Unordered or Greater Than
001011 UGE Unordered or Greater Than or Equal
001100 ULT Unordered or Less Than
001101 ULE Unordered or Less Than or Equal
001110 NE Not Equal
001111 T True
010000 SF Signaling False
010001 SEQ Signaling Equal
010010 GT Greater Than
010011 GE Greater Than or Equal
010100 LT Less Than
010101 LE Less Than or Equal
010110 GL Greater Than or Less Than
010111 GLE Greater Than or Less Than or Equal
011000 NGLE Not (Greater Than or Less Than or Equal)
011001 NGL Not (Greater Than or Less Than)
011010 NLE Not (Less Than or Equal)
011011 NLT Not (Less Than)
011100 NGE Not (Greater Than or Equal)
011101 NGT Not (Greater Than)
011110 SNE Signaling Not Equal
011111 ST Signaling True

4.9 INSTRUCTION FORMAT DIAGRAMS

The instruction formats are summarized in this section.

FMOVE to FPn

15 i 13 12 1 10 9 8 7 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! L ! ! D 0 0 0 MODE REGISTER
SOURCE DESTINATION
0 | M |0 SPECIFIER REGISTER 0 0 0 0 0 0 0
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FINT

15 14 13 12 N 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! 1 ) 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 0 0 0 1
FSINH
15 14 13 12 1 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! 1 ! D 0 MODE REGISTER
SOURCE DESTINATION
0 RV 0 SPECIFIER REGISTER 0 0 0 1 0
FINTRZ
15 14 13 12 1 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 RM 0 SPECIFIER REGISTER 0 0 0 ! !
FSQRT
15 i 13 12 11 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
1 ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 RM 0 SPECIFIER REGISTER 0 0 1 0 0
FLOGNP1
15 14 13 12 n 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 0 0 L ! 0
FETOXM1
15 14 13 17 1 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! 1 ! 1 0 0 MODE REGISTER
SOURCE DESTINATION
0 | RM | 0 SPECIFIER REGISTER 0 1 0 0 0
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FTANH

15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE, ADDRESS
1 ! [ ! D 0 MODE REGISTER
SOURCE DESTINATION
0 | AM | 0 SPECIFIER REGISTER 0 0 1 0 0
FATAN
u 15 14 13 12 n 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM | 0 SPECIFIER REGISTER 0 0 1 0 1
FASIN
15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
1 1 1 1 D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM | 0 SPECIFIER REGISTER 0 0 ! 1 0
FATANH
15 1 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
L 1 1 ! D 0 MODE REGISTER
SOURCE DESTINATION
0 R/M 0 SPECIFIER REGISTER 0 0 1 1 0
FSIN
15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE, ADDRESS
L ! L 1 D 0 MODE REGISTER
SOURCE DESTINATION
0 RM 0 SPECIFIER REGISTER 0 0 1 L 1
FTAN
15 14 13 12 n 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! L 1 1 D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM | 0 SPECIFIER REGISTER 0 0 ! L L
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15 14 13 12 1 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! 1 L D 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER ! 0 0 0 0
FTWOTOX
15 ! 13 12 11 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! 1 ! 1 D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM | 0 SPECIFIER REGISTER 1 0 0 0 !
FTENTOX
15 14 13 12 1 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! L D 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER ! 0 0 1 0
FLOGN
15 14 13 12 1 10 8 4 3 2 1 0
COPROCESSOR _ EFFECTIVE ADDRESS
! 1 1 1 D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM | 0 SPECIFIER REGISTER ! 0 ! 0 ¢
FLOG10
15 14 13 12 n 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! 1 D 0 MODE REGISTER
SOURCE DESTINATION
0 RIM 0 SPECIFIER REGISTER 1 0 1 0 1
FLOG2
15 14 13 12 1 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! 1 ! 1 D 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 1 0 L 1 0
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FABS

15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
L L L 1 D 0 MODE REGISTER
SOURCE DESTINATION
0 RM 0 SPECIFIER REGISTER 0 1 ! 0 0
FCOSH
n 15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 0 1 1 0 0
FNEG
15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM | 0 SPECIFIER REGISTER 0 1 1 0 1
FACOS
15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE, ADDRESS
! ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 1} 0 SPECIFIER REGISTER 0 ! L ! 0
FCOS
15 14 13 12 n 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE, ADDRESS
! 1 ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 0 ! ! L 0
FGETEXP
15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 0 1 1 ! L
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FGETMAN

15 14 13 12 1 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! ) 0 MODE REGISTER
SOURCE DESTINATION
0 Rim 0 SPECIFIER REGISTER ! 1 1 ! 1
FDIV
15 14 13 12 n 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! 0 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 0 0 0 0
FMOD
15 14 13 12 1 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! 1 ! D 0 MODE REGISTER
SOURCE DESTINATION
0 RiM 0 SPECIFIER REGISTER 0 0 0 0 1
FADD
15 14 13 12 1 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM | 0 SPECIFIER REGISTER 0 0 0 ! 0
FMUL
15 14 13 12 1 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 RM 0 SPECIFIER REGISTER 0 0 0 ! 1
FSGLDIV
15 14 13 12 1 10 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! 1 ! ! 0 0 MODE REGISTER
SOURCE DESTINATION
0 RM 0 SPECIFIER REGISTER 0 0 L 0 0
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15 14 13 12 ¥ 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE, ADDRESS
! ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM | 0 SPECIFIER REGISTER 1 0 0 1 0
FSCALE
u 15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! L L 1 D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER 1 0 0 1 1
FSGLMUL
15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
1 ! ! 1 D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM | 0 SPECIFIER REGISTER 1 0 0 1 1
FSUB
15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! L L L D 0 MODE REGISTER
SOURCE DESTINATION
0 RM 0 SPECIFIER REGISTER 1 0 ! 0 0
FSINCOS
15 i 13 12 ¥ 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! ! ! 1 0 0 MODE REGISTER
SOURCE DESTINATION DESTINATION
0 | RM | 0 SPECIFIER REGISTER, FPs ! ! 0 REGISTER, FPc
FCMP
15 14 13 12 1 10 8 5 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
1 1 ! 1 D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM 0 SPECIFIER REGISTER L 1 1 0 0

1
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15 14 13 12 1" 10 9 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 MODE REGISTER
SOURCE DESTINATION
0 | RM | 0 SPECIFIER REGISTER ! ! 0 ! 0
FMOVECR
5 w13 12 n 10 9 8 4 3 2 1 0
1 1 1 1 COPROCESSOR 1D 0 0 0 0 0 0
DESTINATION ROM
0 ! 0 ! ! ! REGISTER OFFSET

ROM Offset Field — Specifies the offset in the FPCP Constant ROM where the desired constant

is located.

FMOVE from FPn

15 14 13 12 " 10 9 8 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D 0 MODE REGISTER
DESTINATION SOURCE K-FACTOR
0 L 1 FORMAT REGISTER (IF REQUIRED)

Destination Format Field — Specifies the data format of the destination operand as follows:
000 — Long Word Integer
001 — Single Precision Real
010 — Extended Precision Real
011 — Packed Decimal Real, static k-factor
100 — Word Integer
101 — Double Precision Real
110 — Byte Integer
111 — Packed Decimal Real, dynamic k-factor
k-factor Field — Specifies the format of the packed decimal string to be generated (if the desti-
nation format field indicates packed decimal), or the number of the main processor data reg-
ister that contains the format specification. The interpretation of the k-factor is:
—64 to 0 — Number of significant digits to the right of the decimal point.
+1to +17 — Number of significant digits in the mantissa.
+18 to +63 — Sets the OPERR bit, treated as +17.
The format of this field for a dynamic k-factor is:
rrr0000
Where rrr is the number of the main processor data register that contains the k-factor.
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FMOVE FPcr

15 14 13 12 11 10 9 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
1 ! 1 1 D MODE REGISTER
REGISTER
1 0 dr SELECT 0 0 0 0 0 0 0 0 0 0
dr Field — Specifies the direction of the transfer:
0 — Move memory to system control register
1 — Move system control register to memory
n Register Select Field — Specifies the system control register to be moved:
001 — FPIAR
010 — FPSR
100 — FPCR
FMOVEM FPcr
15 14 13 12 n 10 9 4 3 2 1
COPROCESSOR EFFECTIVE ADDRESS
! ! 1 L ) MODE REGISTER
REGISTER
1 1 dr LST 0 0 0 0 0 0 0 0 0 0

dr Field — Specifies the direction of the transfer:
0 — Move memory to system control registers
1 — Move system control registers to memory
Register List Field — Specifies the system control registers to be moved:
000 — (Undefined, reserved) 100 — FPCR
001 — FPIAR 101 — FPCR, then FPIAR
010 — FPSR 110 — FPCR, then FPSR
011 — FPSR, then FPIAR 111 — FPCR, then FPSR, then FPIAR

FMOVEM FPn
51 12 1 10 g &3 2
COPROCESSOR EFFECTIVE ADDRESS
! ! L ! D MODE REGISTER
1 1] moE [ o [ o REGISTER LIST

dr Field - Specifies the direction of the transfer
0 — Move the listed registers from memory to the FPCP
1 — Move the listed registers from the to memory
Mode Field — Specifies the type of the register list and addressing mode
00 — Static register list, predecrement addressing mode
01 — Dynamic register list, predecrement addressing mode
10 — Static register list, postincrement or control addressing mode
11 — Dynamic register list, postincrement or control addressing mode
Register List Field:
Static list — contains the select mask; if a register is to be moved, the corresponding bit in
the list is set, otherwise it is clear.
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Dynamic list — contains the main processor data register number, rrr, as shown below:
Register List Format

Static, —(An) — FP7 FP6 FP5 FP4 FP3 FP2 FP1 FPO
Static, (An)+ or Control — FPO FP1 FP2 FP3 FP4 FP5 FP6 FP7
Dynamic —_ 0 r r r 0 0 0 0

The format of the dynamic list mask is the same as for the static list and is contained in the
least significant 8 bits of the specified MPU data register.

FScc

s 1w 13 12 110 9 8 7 6 5 1 3 2 1 0

COPROCESSOR EFFECTIVE ADDRESS

! ! ! ! D 0 0 ! MODE REGISTER

o J o J ol ol o] ofJo]olo]o CONDITIONAL PREDICATE
FDBcc

15 14 13 12 " 10 9 8 7 6 5 4 3 2 1 0

1 1 1 1 COPROCESSOR 1D 0 0 1 o | o | 1 | countReciSTER

0 0 0 0 o [ o | o 0 0 0 CONDITIONAL PREDICATE

16-BIT DISPLACEMENT

Count Register Field — Specifies the main processor data register to be decremented

FTRAPcc
5 @ 18 12 om0 8 & 7 6 5 4 3 2 1 0
1 1 1 1 COPROCESSOR 1D L 1 IR MODE
o [ o J o J o[ o] oJof o] o] CONDITIONAL PREDICATE
16-BIT OPERAND OR MOST SIGNIFICANT WORD OF 32-BIT OPERAND (IF NEEDED)

| LEAST SIGNIFICANT WORD OF 32-BIT OPERAND (IF NEEDED)

Mode Field — Specifies the form of the instruction:
010 — The instruction is followed by a 16-bit operand.
011 — The instruction is followed by a 32-bit operand.
100 — The instruction has no operand following it.

FNOP
s 0w 18 12w w0 9 & 7 6 5 4 3 2 1 0
1 1 1 1 COPROCESSOR ID o [ 1 [ ol ool o] o]ol]o
o J o J ol ool oJol ool olo]o]ol]o]o]o
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5 4 18 12 om0 8 & 71 & 5 4 3 2 1 0
i [ 0 [ 1 [ 1 [ coprocessori [ o [ 1 [ sz | CONDITIONAL PREDICATE
16-BIT DISPLACEMENT, OR MOST SIGNIFICANT WORD OF 32-BIT DISPLACEMENT
LEAST SIGNIFICANT WORD OF 32-BIT DISPLACEMENT (IF NEEDED)

Size Field — Specifies the size of the twos complement
displacement:
Size=0 — Displacement is 16-bits (and is sign extended before it is used).

n Size=1 — Displacement is 32-bits.

FSAVE
B4 18 12 o1 w0 s & 1 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE ADDRESS
! ! ! ! D oo MODE | REGISTER
FRESTORE
5 4 1 12 n 0 9 8 71 6 5 4 3 2 1 0
COPROCESSOR EFFECTIVE, ADDRESS
! 1 ! ! D ! 0 ! MODE REGISTER
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SECTION 5
COPROCESSOR PROGRAMMING

This section describes the guidelines for programming Motorola’s floating-point coprocessors.
The first portion of the section presents the guidelines for applications programming. It describes
the concurrency with main processor instruction execution applicable to both coprocessors, and
the coprocessor instruction concurrency provided by the MC68882 coprocessor. It also discusses
the optimization of code for the MC68882 coprocessor.

The second portion of the section discusses systems programming considerations. It describes
the state frame sizes, and lists the instructions required in the exception handlers for MC68881/
MC68882 (FPCP) exceptions. The systems programming portion also describes the handling of
exceptions by the MC68020/MC68030 (MPU) and FPCP combination, and code that detects and
identifies the coprocessor.

This section primarily describes programming of the MC68882 coprocessor, since programs that
run successfully in the MC68882 also run successfully in the MC68881. It is advisable to program
for the MC68882 even if the MC68881 is currently being used, so that no program changes are
required for upgrading to the MC68882.

5.1 APPLICATIONS PROGRAMMING

All applications programs that run successfully on the MC68881 can be used on the MC68882
without alteration, but optimization of code for the MC68882 provides significant reduction in
execution time. This section describes the concurrency available with the MC68881, the greater
concurrency provided by the MC68882, and optimization techniques for MC68882 programs.

5.1.1 Concurrency

The M68000 coprocessor interface, the MC68020 and MC68030 microprocessors, and the MC68881
and MC68882 coprocessors are designed to provide the conventional sequential instruction ex-
ecution models while instructions may actually be executed concurrently. Applications programs
can be written with no provisions for concurrency; the system apparently executes the instructions
in sequence. This apparent sequential execution is automatic, and the programmer need not be
concerned about it.

5.1.1.1 CONCURRENT INTEGER AND FLOATING-POINT COMPUTATIONS. The M68000 copro-
cessor interface is designed to provide full support for the sequential instruction execution model.
Although the M68000 coprocessor interface allows concurrency between coprocessor and main
processor operations, the coprocessor must implement this concurrency while maintaining a
programming model based on sequential instruction execution.

After the main processor initiates a floating-point instruction (by writing to the command CIR), it
reads the response CIR. When the CA bit (bit [15] of the response CIR) is set, it indicates that the
main processor should perform the specified service and then read the response CIR again. The
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FPCP sets the CA bit to define portions of the floating-point instruction that cannot operate
concurrently with main processor instruction execution. When the coprocessor can operate con-
currently with main processor instructions, it clears the CA bit in the response primitive. Clearing
the CA allows the main processor to proceed to the next instruction after it has read the response
CIR and performed the specified service. This releases the main processor for concurrent oper-
ation. In the arithmetic floating-point instructions, the FPCP releases the main processor after the
transfer phase is completed. Refer to 8.2 CONCURRENT INSTRUCTION EXECUTION for further
details of main processor/coprocessor concurrent instruction execution.

Within the boundaries of a floating-point instruction that does not allow concurrency with main
processor instructions (response primitives return CA= 1), the FPCP can allow the main processor
to service pending interrupts. Bit [8] of the null primitive is the interrupts allowed (lA) bit, used
by the FPCP to allow the main processor to check for pending interrupts and to service them
before reading the response CIR again. This minimizes the worst case interrupt latency. Refer to
E 8.3 INTERRUPT LATENCY TIMES for details.

As shown in Figure 5-1, once the MPU has initiated a floating-point instruction in the MC68881
and transferred the required operands to the coprocessor, the main processor is free to perform
other instructions. Meanwhile, the coprocessor converts the operand to internal format, calculates
the result, and rounds the result as required. The concurrency shown in Figure 5-1 for an MC68881
applies also to an MC68882.

MC68020/MC68030 | INITIATE |TRANSFER| CONCURRENCY WITH MC68020/MC68030 INSTRUCTION J

MC68881

FMUL START TRANSFER|CONVEHT CALCULATE l ROUND l

Figure 5-1. MC68881 Concurrency — FMUL Instruction

5.1.1.2 CONCURRENT FLOATING-POINT COMPUTATIONS. An FPCP arithmetic instruction with
a floating-point data register destination releases the main processor when the coprocessor com-
pletes its transfer phase. If the next instruction is another floating-point instruction and if the main
processor writes to the command CIR to initiate the next instruction while the APU is still busy
with the previous instruction, the MC68881 returns a null (CA=1,IA=1) primitive in its response
CIR. The MC68881 issues the null primitive because the APU can execute only one instruction at
a time. Since the bus interface unit (BIU) cannot operate on any other instruction without the
APU, no concurrency is possible. The MC68881 cannot begin to execute the second instruction,
including the prefetch of necessary operands. The encoding of the response CIR remains unaltered
until the instruction in the APU is completed. If the instruction terminates with an exception, a
pre-instruction exception is taken.

With the MC68882, if the main processor initiates a second arithmetic instruction while a preceding

instruction is executing in the APU as described in the preceding paragraph, the BIU transfers

the instruction to the conversion unit (CU). Depending on the instruction, the operand syntax,

and the operand data format, the CU completes execution of the instruction in one of the following
ways:

® The instructions that have operand data formats B, W, L, and P are listed in Table 5-1. When

the CU receives an instruction with the operand data format of B, W, or L, it requests the BIU

to transfer the necessary operand. Then, the CU waits for the APU to become idle so that it

can hand off the instruction to the APU. If the instruction has an operand with data format
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Table 5-1. Minimum-Concurrency Instructions

Operand Operand
Instruction Syntax Format
FMOVE <ea>,FPn BW,LP
FPm,<ea> B,wW,L
FPm,<ea>{#k| P
FPm,<ea>{Dn} P
<ea>,FPcr L
FPcr,<ea> L
FMOVECR #ccc,FPn X
FMOVEM <ea>,<list> LX
<ea>,Dn X
<list>,<ea> LX
Dn,<ea> X
FTST FPm BW.LP
F<mop> <ea>,FPn B,W,L,P
F<dop> <ea>,FPn B,W,LP
FSINCOS <ea>,FPc:FPs B.W.LP

P, the CU does not request the prefetch of the operand. In this case, it waits until the APU is
idle to hand off the instruction to the APU.

® [f the instruction is an FMOVE.X FPm,FPn instruction, the CU does the following:

a. Releases the main processor.

b. Prefetches the source operand from FPm, unless the instruction currently operating in
the APU uses FPm as a destination. In that case, the CU waits until the APU is idle before
prefetching.

If the selected rounding precision is single or double, waits until the APU is idle and hands
off the instruction to the APU.

If the operand data type is NAN, denormalized, or unnormalized, waits until the APU is
idle and hands off the instruction to the APU.

If the instruction currently in the APU uses FPn, waits until the APU is idle before pro-
ceeding. ,

Writes the source operand into the destination floating-point data register without in-
volving the APU.

® [f the instruction is an FMOVE <ea>, FPn with an operand format of S, D, or X, the CU
does the following:

Prefetches the source operand from memory by using the evaluate <ea> and transfer
data primitive with CA = 0. This releases the main processor immediately after the source
operand is written to the operand CIR. .
Converts the memory source operand to internal extended format. If the selected rounding
precision is single or double, waits until the APU is idle and hands off the instruction to
the APU.
Creates a tag that represents the data type of the converted source operand (normalized,
denormalized, zero, infinity, or NAN).
If the operand data type is NAN, unnormalized, or denormalized, waits until the APU is
idle and hands off the instruction to the APU.
If the instruction currently in the APU uses FPn, waits until the APU is idle before pro-
ceeding.
Writes the converted source operand into FPn without involving the APU.

. ;
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® If the instruction is an FMOVE FPm,<ea> with a data format of S or D, the CU does the
following:
Prefetches the source operand from FPm, unless the instruction currently operating in
the APU uses FPm as a destination. In that case, the CU waits until the APU is idle before
prefetching.
If the data type of the source operand is unnormalized, denormalized, or NAN, waits until
the APU is idle and hands off the instruction to the APU.
Converts the source operand to the destination data format.
If the conversion results in an overflow or underflow, or if the INEX2 trap is enabled,
waits until the APU is idle and hands off the instruction to the APU.
Creates a tag that represents the data type of the converted source operand (normalized,
denormalized, zero, infinity, or NAN).
Transfers the converted operand to the memory destination (without involving the APU)
by using the evaluate <ea> and transfer data primitive with CA=0. This releases the
E main processor immediately after the operand is read from the operand CIR.

® [f the instruction is an FMOVE.X FPm,<ea>, the CU does the following:
Prefetches the source operand from FPm, unless the instruction currently operating in
the APU uses FPm as a destination. In that case, the CU waits until the APU is idle before
prefetching.
If the data type of the source operand is unnormalized, denormalized, or NAN, waits until
the APU is idle and hands off the instruction to the APU.
Transfers the converted operand to the memory destination (without involving the APU)
by using the evaluate <ea> and transfer data primitive with CA=0. This releases the
main processor immediately after the operand is read from the operand CIR.

o If the instruction is listed in Table 5-4 and if the source (FPm) and destination (FPn or
FPc:FPs) are all floating-point data registers, the CU does the following:
Releases the main processor.
Prefetches the source operand from FPm if possible.
Waits until the APU is idle and hands off the instruction to the APU.

o |f the instruction is listed in Table 5-4 and if the source is external to the MC68882, the CU
does the following:

Prefetches the source operand from memory by using the evaluate <ea> and transfer
data primitive with CA=0. This releases the main processor immediately after the source
operand is written to the operand CIR.
If the source operand format is single or double precision, converts the source operand
to the extended precision internal format.
Creates a tag that represents the data type of the converted source operand (normalized,
unnormalized, denormalized, zero, infinity, or NAN).
Waits until the APU is idle and hands off the instruction to the APU.

Table 5-1 lists the minimum-concurrency instructions. The monadic operations, designated <mop>
in Tables 5-1 and 5-4, are listed in Table 5-2. The dyadic operations, designated <dop> in Tables
5-1 and 5-4, are listed in Table 5-3. Table 5-4 lists the partially-concurrent instructions, and Table
5-5 lists the fully-concurrent instructions.

The instructions that have external operands and are listed in Tables 5-4 and 5-5 prefetch the
source operand (if no register conflict exists) and release the main processor after the operand
is transferred. When a third instruction is received in the command CIR while the APU is busy
and the CU is either busy or waiting to hand off its instruction to the APU, the third instruction
must wait. The BIU encodes a null (CA=1,IA=1) primitive in the response CIR until the CU becomes
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Table 5-2. Monadic Instructions

Table 5-3. Dyadic Operations

Instruction Function Instruction Function
FABS absolute value FADD add
FACOS arc cosine FCMP compare
FASIN arc sine FDIV divide
FATAN arc tangent FMOD modulo remainder
FATANH hyperbolic arc tangent FMUL multiply
FCOS cosine FREM |IEEE remainder
FCOSH hyperbolic cosine FSCALE scale exponent
FETOX eX FSGLDIV single precision divide
FETOXM1 eX—-1 FSGLMUL single precision multiply
FGETEXP extract exponent FSUB subtract
FGETMAN extract mantissa
FINT extract integer part
FINTRZ extract integer part, rounded-to-zero
FLOGN In(x)
FLOGNP1 In(x+1)
FLOG10 log10(x) Table 5-4. Partial-Concurrency Instructions
FLOG2 loga(x)
FNEG negate Instruction Ospyi:t:':(d Cl):;;f::;i
FSIN sine FTST <ea> S.DX
FSINH hyperbolic sine FPm X
FSQRT square root F<mop> <ea>,FPn S,D,X
FTAN tangent FPm,FPn
FTANH hperbolic tangent F<dop> ::;?E:" SDX
FTENTOX 10¢ FSINCOS <ea>FPc:FPs  |SDX
FTWOTOX 2X FPm,FPc:FPs X
Table 5-5. Fully-Concurrent Instructions
Operand Operand Degraded to Degraded to
Instruction Syntax Format No Concurrency Partial Concurrency

FMOVE FPm,FPn X a b.c.f

FMOVE <ea>,FPn S,D b,c.f

FMOVE <ea>,FPn X b,c.f

FMOVE FPm,<ea> SD a b.d.e

FMOVE FPm,<ea> X a b

a. Register Conflict of FPm with preceding instruction’s des-
tination floating-point data register.

NAN, Unnormalized or Denormalized Data Types
Rounding Precision in FPCR set to Single or Double.
INEX2 bit in FPCR EXC byte is enabled.

An Overflow or Underflow occurs.

Register conflict of FPn with preceding instruction’s desti-
nation floating-point data register.

~ooogo
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idle or hands off its instruction to the APU. Note that this situation is analogous to the situation
in the MC68881 when a second instruction is received in the command CIR while the APU is still
busy with a previous instruction. The difference is that the MC68881 waits until the APU is available,
while the MC68882 waits until the CU is available.

The conditional instructions listed in Table 5-6 do not allow concurrency. These instructions are
not executed unless both the CU and the APU are idle and all exception flags are cleared. An
extreme case occurs if the MPU writes to the condition CIR of the MC68882 while both the CU
and APU are busy, the appropriate exceptions are enabled, and the instructions in the CU and
APU each report an exception. The MC68882 reports these exceptions, one at a time, until both
exception handlers have been executed. As a consequence, the conditional instruction is re-started
twice to ensure that the reported condition codes contain information reflecting the result of all
previous instructions and related exception handlers. Therefore, a sequential execution model
can be guaranteed. It is possible that a BSUN exception is reported by the conditional instruction,
but the BSUN exception would be reported long after the instructions and related exceptions have
been executed and completed.

Table 5-6. Conditional Instructions

Operand Operand
Instruction Syntax Size or Format

FBcc <label> W,L
FDBcc Dn,<label> w
FNOP none none
FScc <ea> B
FTRAPcc none none

#XXX W,L

Consider the case of two consecutive FMUL instructions followed by an FMOVE instruction, as
shown in Figure 5-2. The following assumptions apply:

1. Both FMUL instructions have external operands (opclass 010),
2. The FMOVE instruction has a memory destination (opclass 011), and
3. No exceptions are enabled.

l IDLE (INTERRUPTS,
MC68020/MC68030 tNIT!ATE TRANSFERI INITIATE I BUS ARBITRATION ALLOWED) |TRANSFER| INITIATE |

MC68881

IDLE (INTERRUPTS,

BUS ARBITRATION ALLOWED) l TRANSFER |

FMUL START |TRANSFER|CDNVERT‘ CALCULATE | ROUND |

FMUL

FMOVE CONVERT | TRANSFER

|

Figure 5-2. MC68881 Concurrency — FMUL Followed by FMUL and FMOVE

The main processor initiates the second FMUL instruction, and the MC68881 returns the null
(CA=1) primitive as long as the APU is involved in the calculate phase of the first FMUL instruction.
When the APU becomes available, the BIU returns the evaluate effective address and transfer
operands (CA=0) primitive and begins the transfer phase of the second FMUL instruction. At this
point, since the CA bit is clear, the main processor begins the execution of another instruction
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while the MC68881 converts the operand to internal format and begins the calculate phase of the
second FMUL instruction. Since the next MPU instruction is an FMOVE instruction, the MPU
initiates the FMOVE instruction, but the MC68881 returns the null (CA= 1) primitive until the second
FMUL instruction completes. Then, the coprocessor completes the FMOVE by converting the
operand and transferring it to the main processor.

In this example, the MPU continues to examine the response CIR of the MC68881 while it completes
each of the two FMUL instructions. Should an interrupt occur during these times, the main
processor services the interrupt but does not initiate any other instruction.

The MC68882 can execute floating-point instructions concurrently by performing conversions
between external binary real data formats (S, D, and X) and the internal extended format in the
conversion unit (CU) while the arithmetic processing unit (APU) is calculating the result of a
preceding instruction. Additional concurrency is provided by making the floating-point data reg-
isters accessible to both the CU and APU simultaneously.

Figure 5-3 shows the same three floating-point instructions executing in an MC68882. As soon
as the operand of the first FMUL instruction has been transferred to the coprocessor, the main
processor begins executing the next instruction, another FMUL instruction with an external source
operand. Provided the operand is a binary real operand and no register conflict occurs, the
coprocessor can transfer and convert the operand while it continues to calculate the product of
the first FMUL instruction. As soon as the operand transfer completes, the main processor begins
executing the FMOVE instruction. Since the CU contains the converted operand for the second
FMUL instruction at this time, it is not available to convert the source operand of the FMOVE
instruction. However, when the APU completes the rounding phase for the first FMUL instruction,
it accepts the operand from the CU and begins calculations for the second FMUL instruction. The
CU now converts the source operand of the FMOVE instruction to the destination format. The
bus interface unit (BIU) transfers the converted operand to the external destination, completing
the second FMUL instruction.

IDLE (INTERRUPTS,

BUS ARBITRATION ALLOWED) ITRANSFERI NEXT msmucnuﬂ

MC68020/MC68030 | INITIATE |TRANSFE;ITNITIATE |TRANSFER| INITIATE|

MC68882

FMUL START TRANSFERIC[INVERT CALCULATE | ROUND

FMUL START ITRANSFERICONVERTI I CALCULATE l ROUND |

FMOVE START CONVERT | TRANSFER

Figure 5-3. MC68882 Concurrency — FMUL Followed by FMUL and FMOVE

The effect of the concurrency provided by the MC68882 is to execute three instructions during a
time period equal to the execution time of the first instruction plus the computation time of the
second instruction. Execution of the third instruction is completely overlapped by the second
instruction.

In this example, execution of the second FMUL instruction is partially concurrent with execution
of the first FMUL instruction, and execution of the FMOVE instruction is fully concurrent with
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execution of the second FMUL instruction. Some MC68882 instructions do not execute concur-
rently. Others execute partially concurrently, and some execute with full concurrency. However,
little concurrency is possible when the operand is in integer or packed decimal format.

5.1.2 Optimization of Code for the MC68882

A program that runs successfully on the MC68881 runs on the MC68882 with improved perform-
ance. However, the code can be optimized to exploit the features of the MC68882 for the maximum
performance improvement. Optimization requires the following steps:

1. Unroll any rolled loops to obtain at least a 2x unrolled version,
2. Eliminate register conflicts by rearranging FMOVE instructions, and

3. Rearrange FMOVE instructions so that the fastest FMOVE instructions follow the fastest
arithmetic instructions, and the slowest FMOVE instructions follow the slowest arithmetic
instructions.

5.1.2.1 UNROLLING LOOPS. A rolled loop consists of the instructions to perform the operations
of the loop once using a single index value during each iteration. The performance of the MC68882
is improved by unrolling the loop, so that an iteration performs those operations more than once,
using two or more index values. The recommended 2x unrolled version performs the operations
twice.

The rolled version of a loop allows little optimization; a register conflict is inevitable. The 2x
unrolled version can use different floating-point data registers for each repetition of the instruc-
tions. The FMOVE instructions can be placed in the optimum locations.

5.1.2.2 AVOIDING REGISTER CONFLICTS. The following rules define conflicts between floating-
point data registers.

® A register conflict occurs when the destination register of an instruction is the source register
of the following instruction, and that instruction is a fully-concurrent instruction listed in Table
5-5. For example:
FADD.D  (ea)FPO
FMOVE.D FPO,(ea) FPO conflicts

® A register conflict occurs when the destination register of an instruction is the destination
register of the following instruction, and that instruction is a fully-concurrent instruction listed
in Table 5-5. For example:
FADD.D  (ea),FPO
FMOVE.D (ea),FPO FPO conflicts

® No other combination of source and destination registers of two consecutive instructions
cause a register conflict.

The second case (where an FMOVE instruction uses the same destination register as the preceding
instruction) is an unlikely case, since the result of the first instruction is lost. However, the MC68882
provides the same result as the MC68881 even for this case.

5.1.2.3 ARRANGING FMOVE INSTRUCTIONS. The FMOVE instruction is fully concurrent when
the operands are in binary real data format, no register conflicts exist, and the notes of Table 5-
5 do not apply. However, the execution time of the FMOVE instruction is hidden completely only
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when the overlap time of the preceding instruction exceeds the execution time of the FMOVE
instruction. Thus, the fastest FMOVE instructions should follow the fastest arithmetic instructions,
FADD, for example. Also, the slowest FMOVE instructions should follow the slowest arithmetic
instructions, such as FMUL. Refer to the tables of execution times in SECTION 8 INSTRUCTION
EXECUTION TIMING for arithmetic instruction execution times. Table 5-7 lists execution times for
some FMOVE instructions.

Table 5-7. FMOVE Instruction Execution Times

Execution
Operand Type Time (Clocks)
FMOVE.X FPx,FPy 21
FMOVE.D <ea>,FPy 39
FMOVE.D FPy,<"ea> 55

5.1.2.4 PERFORMANCE IMPROVEMENT EXAMPLE. The DAXPY subroutine inner loop of the Lin-
pack benchmark (Linpack Loop) is an appropriate example for illustrating optimization for the
MC68882. Figure 5-4 shows the source code for the rolled version of the Linpack loop.

* VECTOR TIMES A CONSTANT PLUS A VECTOR
* X(i) = Y(i)*C + X(i)

MOVE.L #count,D0

FMOVE.D <ea_C>FP0O
LOOPTOP FMOVE.X FPO,FP1

FMUL.D <ea_Y(i)>,FP1

FADD.D <eaXli)FP1

FMOVE.D FP1,<ea X(i)

DBRA DO,LOOPTOP

Figure 5-4. Rolled Version of Linpack Loop

Optimization of this code for the MC68882 consists of unrolling the loop, and rearranging the
FMOVE instructions. Notice that FP1 contains the result of the computations using index i, and
that FP2 contains the result of the computations using index i + 1. Also notice that the two FMOVE
instructions that move registers to registers are executed following FADD instructions, and that
the FMOVE instructions that move registers to effective addresses are executed following FMUL
instructions. Figure 5-5 shows the source code for the optimized Linpack loop.

5.2 SYSTEMS PROGRAMMING

The guidelines for systems programming relate to exception processing. The sizes of the state
frames stored by exception handlers are discussed first. Next, the section discusses the FSAVE,
BSET, and FRESTORE instructions required in exception handlers. Then, the handling of specific
exceptions is discussed. Code that detects the presence of a floating-point coprocessor and iden-
tifies the coprocessor is also discussed.

5.2.1 State Frame Sizes

The sizes of the state frames stored by the FSAVE instruction differ for the MC68882 and MC68881,
as shown in Table 5-8.
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* VECTOR TIMES A CONSTANT PLUS A VECTOR

* X(i)=Y(i)*C + X(i)
MOVE.L #count,D0
FMOVE.D <ea_C>FP0
FMOVE.X
FPO,FP1
FMUL.D <ea_Y(i)>,FP1
BRA LOOPSTRT
LOOPTOP FMOVE.X FPO,FP1
FMULD <ea_Y(i}>FP1
FMOVE.D FP2,<ea X{i+1)>
LOOPSTRT FADD.D <eaX(i),FP1
FMOVE.X FPO,FP2
FMUL.D <ea_Y(i+1)>FP2
FMOVE.D FP1,<ea X(i}>
E FADD.D <eaX(i+1)>FP2
DBRA DO,LOOPTOP
FMOVE.D FP2,<ea X{i+1)>

Figure 5-5. Optimized Linpack Loop

Table 5-8. State Frame Sizes

Device Null Frame Idle Frame Busy Frame
MC68881 4 Bytes 28 Bytes 184 Bytes
MC68882 4 Bytes 60 Bytes 216 Bytes

The size of the null state frame is 4 bytes for both coprocessors. The size of the other state frames
is 32 bytes larger for the MC68882 than for the MC68881. The MC68882 uses the additional bytes
to store the state of the conversion unit.

5.2.2 Exception Handler Code

The code for floating-point exception handlers for the MC68882 must include the following in-
structions:

1. An FSAVE instruction at the beginning of the handler (ahead of the first coprocessor instruc-
tion)

2. A BSET or similar instruction following the FSAVE instruction to set the EXC_PEND flag (bit
27) of the BIU flag in the idle state frame

3. An FRESTORE instruction immediately preceding the RTE instruction

Handlers for the following exceptions require these instructions even if the handlers contain no
floating-point instructions:

Branch or Set on Unordered Condition

Inexact Result

Floating-Point Divide by Zero

Underflow

Operand Error

Overflow

Signalling NAN

—
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Handlers for interrupts, F-line emulation, FTRAPcc instructions, and other exceptions must not
set the EXC_PEND bit in the BIU flag long word, but any exception handler that contains one or
more floating-point instructions must begin with an FSAVE instruction and have an FRESTORE
instruction preceding the RTE instruction. No requirements are imposed on the floating-point
protocol violation exception because it is considered to be a catastrophic exception from which
no recovery is possible.

When a floating-point exception handler that does not begin with an FSAVE instruction executes
in a system that uses an MC68882 coprocessor, one of two things happens. Either the next
MC68882 instruction takes the same exception, producing an infinite loop, or it takes a protocol
violation exception.

When a floating-point exception handler that begins with an FSAVE instruction but does not set
the EXC_PEND bit executes in a system that uses an MC68882 coprocessor, the next MC68882
instruction takes the same exception, also producing an infinite loop.

When a floating-point exception handler that begins with an FSAVE instruction but does not end
with an FRESTORE instruction is executed in a system that uses an MC68882 coprocessor, a
partially-executed instruction following the exceptional instruction may never be completed. Fig-
ure 5-6 shows the required instructions in a minimum exception handler for an MC68882.

HANDLER FSAVE —(SP) SAVE INTERNAL STATE
MOVE.B (SP),D0 FIRST BYTE OF STATE FRAME
BEQ NULL BRANCH IF NULL FRAME
CLR.L Do CLEAR DATA REGISTER
MOVE.B 1(SP),.D0 LOAD STATE FRAME SIZE
BSET #3,(SP,D0) SET BIT 27 OF BIU

NULL FRESTORE (SP)+ RESTORE STATE
RTE RETURN

Figure 5-6. Minimum Exception Handler

An exception handler can access the idle state frame to obtain information about the exception.
The offsets of the exceptional operand, the operand register, and the BIU flags are different in
the MC68881 and the MC68882. In the MC68882, these offsets are greater than those in the
MC68881 by $20. For example, the offset for the exceptional operand is $08 in the MC68881 and
$28 in the MC68882. However, the negative offsets (from the bottom of the state frame) are the
same for both coprocessors. Figure 5-7 shows a code fragment that can be used to access the
exceptional operand and the operand register image in an exception handler for either copro-

cessor.
XOPER EQU —16 FOR EXCEPTIONAL OPERAND
-OPEREG EQu -4 FOR OPERAND REGISTER

.

MOVE.B 1(SP),.D0 LOAD FRAME LENGTH INTO DO
MOVE.L XOPER(SP,D0),(ea) ACCESSES THE FIRST LONGWORD OF THE EXCEPTIONAL OPERAND
MOVE.L OPEREG(SP,D0) (ea) ACCESSES THE OPERAND REGISTER IMAGE

Figure 5-7. Idle State Frame Access Example

MC68881/MC68882 USER'S MANUAL MOTOROLA
5-11



5.2.3 Processing of Special Conditions

The designs of the MPU, the M68000 coprocessor interface, and the FPCP provide the performance
benefits of concurrent operation while maintaining a conventional sequential instruction execution
model. Processing of special conditions is also performed as if instructions were executed se-
quentially. Refer to the coprocessor interface section of the appropriate microprocessor user's
manual for additional information.

5.2.3.1 INTERRUPTS. The main processor can process interrupts at any instruction boundary and
during the execution of a general or conditional category coprocessor instruction under either of
two conditions. When the main processor receives a null (CA=1,|A=1) primitive, the MPU services
any pending interrupts prior to reading the response CIR. The MPU also services pending interrupts
E when the trace exception is enabled and the MPU receives a null (CA=0, IA=1, PF=0) primitive.

The MPU uses the ten-word mid-instruction stack frame shown in Figure 7-16 when it services
interrupts during the execution of a general or conditional category coprocessor instruction. Using
this stack frame allows the MPU to perform all necessary processing and return to read the
response CIR. Thus, the MPU services the interrupt while the FPCP continues to execute the
coprocessor instruction.

During execution of an FSAVE instruction, when the MPU reads the not ready format word, it
also services interrupts. After servicing any pending interrupts, the MPU returns and reinitiates
the FSAVE instruction.

5.2.3.2 BUS ARBITRATION. During execution of a floating-point instruction, the MPU can relin-
quish control of the bus through bus arbitration. If the FPCP has released the MPU and is com-
pleting execution of the instruction, relinquishing the bus has no effect on the coprocessor. If the
MPU is involved in a dialog with the coprocessor, relinquishing the bus delays the execution of
the instruction in the FPCP. However, since the coprocessor communicates with the MPU by
placing a response primitive in the response CIR for the MPU to read, no adverse effect occurs.
The only effect of the bus arbitration is a longer delay while the coprocessor awaits the services
of the MPU.

5.2.3.3 CONTEXT SWITCHING. In a multi-tasking environment, the context of the FPCP may be
changed asynchronously with respect to coprocessor operations. The coprocessor may be inter-
rupted at any point during the execution of an instruction. The FSAVE and FRESTORE instructions
are used to save and restore the context of the coprocessor during context switches.

An FSAVE instruction stops execution of the instruction in the coprocessor at the earliest inter-
ruptable point, and stores the state of the coprocessor. The coprocessor is now available to the
program executing in the new context. When the interrupted program resumes, an FRESTORE
instruction loads the saved state of the coprocessor, restoring the coprocessor to its previous
state. The coprocessor continues from the point at which it was interrupted.

The state frames defined for the null, idle, and busy states of the coprocessor contain all the
information the coprocessor requires to resume operation. Inclusion of the coprocessor version
number in the format word and the checking of that version number during execution of the
FRESTORE instruction prevent restoration of an incompatible context (e.g., an MC68881 context
in an MC68882).
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5.2.3.4 BUS ERRORS. A bus error can occur during initiation of a coprocessor instruction or while
the MPU is accessing memory or CPU address space during execution of a coprocessor instruction.
A bus error during initiation of an instruction is used as an indication that the coprocessor is not
present, and the MPU takes an F-line emulator exception. A bus error during a memory access
indicates that some fault (e.g., parity error or page fault) prevents the memory system from
providing the requested operand. The coprocessor interface, being asynchronous, does not require
the MPU to service the bus error exception at once. No time restrictions on the main processor’s
response to a bus error exception exist. After the exception handler has corrected the cause of
the bus error, the MPU returns to the point in the coprocessor instruction dialog at which the
fault occurred.

5.2.3.5 EXCEPTION PROCESSING. During the execution of a coprocessor instruction, the copro-
cessor releases the main processor after the main processor has completed all the services the
coprocessor requires to execute the instruction. Any exception processing the main processor
performs after being released and before initiation of another coprocessor instruction has no
effect on the coprocessor.

Either the main processor or the coprocessor can detect an exception during execution of a
floating-point instruction. The handlers for these exceptions are bracketed with FSAVE and FRES-
TORE instructions as previously described to ensure that coprocessor state information about
concurrently executing instructions is properly restored after execution of the exception handler
completes.

5.2.3.6 SIMULTANEOUS FLOATING-POINT EXCEPTION AND TASK SWITCH INTERRUPT. Since
an interrupt signal can occur at any time, a task switch interrupt can occur simultaneously with
a floating-point exception detected by the coprocessor. The FPCP and the coprocessor interface
with the MPU are designed to preserve the sequential instruction execution model in this case.
Figure 5-8 shows an FMUL instruction executing in an MC68882, followed by an FADD instruction.
A task switch interrupt occurs as the main processor responds to the exception. The sequence of
events is as follows:

1. The MC68882 is executing the two instructions concurrently.

2. The FMUL instruction is executing in the APU, the CU has performed the conversion of the
source operand, and the CU is waiting to hand off the FADD instruction when the APU
becomes idle. The MC68882 is returning null (CA=0, IA=0) primitives to synchronize the
main processor. The main processor is reading the primitives, responding to any pending
interrupts.

3. The FMUL instruction detects an exception, which is reported by the FADD instruction with
a take mid-instruction exception primitive.

4. The main processor recognizes a pending interrupt as it reads the take mid-instruction ex-
ception primitive. Because of the internal timing, however, the MPU processes the floating-
point exception first.

5. The processing of the exception completes, and the main processor begins processing the
interrupt before executing the first instruction in the floating-point exception handler.

6. The main processor executes the interrupt handler. Because the interrupt handler does not
contain a BSET instruction that sets bit 27 of the BIU flag word, the state restored by the
FRESTORE instruction in the handler indicates that the floating-point exception has not been
serviced. The FADD instruction is not allowed to continue.

7. The floating-point exception handler is executed. This handler includes a BSET instruction
that sets bit 27 of the BIU flags word. When the FRESTORE instruction restores the state
frame, the FADD instruction continues.
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FMULS <ea>, FPO | START |TRANSFER |CONVERT|  CALCULATION ENDS WITH AN EXCEPTION
YNCHRONIZE
FADD.L <ea>, FPO START | TRANSFER | > | CONVERT | CALCULATE | STORE
Y
MID-INSTRUCTION - INTERRUPT
EXCEPTION PROCESSING PROCESSING
E [
EXCEPTION INTERRUPT
HANDLER HANDLER
FSAVE FSAVE
° L]
L] L
L] L]
BSET BIT 27 OF BIU FLAG FRESTORE
FRESTORE RTE
RTE

Figure 5-8. Simultaneous Task Switch Interrupt and Floating-Point Exception

In this example, if the interrupt handler allowed the FADD instruction to continue, the FADD
instruction would have overwritten the contents of FPO, and the results would have been incorrect.
The MC68882 exception model handles this worst-case situation correctly.

5.2.4 Detecting Coprocessor Presence

A program or an exception handler may need to know if a floating-point coprocessor is available,
or which type coprocessor is present. The code fragment in Figure 5-9, which executes at the
supervisor privilege level, detects and identifies the coprocessor.

The FNOP instruction takes an F-line emulation exception when no floating-point coprocessor is
available. The F-line emulation exception handler must set the no coprocessor flag and increment
the stacked PC value by four. The BNE instruction branches around this code when no coprocessor
is present. The instructions immediately following the BEQ instruction are executed for an MC68882
coprocessor; those at label ONE are executed for an MC68881.
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CLRB
FNOP
MOVE.B

FSAVE
CLRL
MOVE.B
CMPI
BEQ

ONE .

START

NOTE: When no coprocessor is present, an exception handler executes at this point. See text.

FLAG

FLAG,D0
Nocop
—(SP)
D0
1(SP),D0
#$18,00
ONE

START

CLEAR NO PROCESSOR FLAG
DETECT COPROCESSOR (SEE NOTE)
LOAD FLAG

NO COPROCESSOR BRANCH

SAVE INTERNAL STATE

ZERO INDEX

OBTAIN STATE FRAME SIZE
MC688817

YES

CODE FOR MC68882

END OF MC68882 CODE
CODE FOR MC68881

START OF CODE COMMON TO BOTH COPROCESSORS

Figure 5-9. Coprocessor Identification Code
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SECTION 6
EXCEPTION PROCESSING

This section describes how the MC68881/MC68882 (FPCP) and the main processor handle excep-
tional conditions during the processing of floating-point instructions. These exceptional conditions
may be detected internally by the FPCP, internally by the main processor, or externally by the
main processor.

The MC68020/MC68030 (MPU) processes exceptions by treating any coprocessor in an M68000
system as an extension to the main processor; the fact that a coprocessor is separate from the
main processor is transparent to the programmer. Thus, the exception processing for all copro-
cessors in a system is coordinated by the main processor in a manner that is consistent across
all exception types, whether detected during the execution of an instruction native to the main
processor or during a coprocessor instruction. '

The processing of an exception detected during the execution of an FPCP instruction involves the
following basic steps:

1. Detect the exception

2. Determine the exception vector number and report the exception to the main processor (if
detected by the FPCP)

Change processing states if needed (user to supervisor)

Save the old context of the main processor (performed automatically by the MPU)
Load a new context from the address contained in the exception vector table
Execute the exception handler

Return to the previous context

No g

The first two steps involve slightly different operations for exceptions detected by the main
processor and those detected by the FPCP, but the manner in which these operations are per-
formed is consistent with non-coprocessor related exceptions. The major difference in the proc-
essing of exceptions detected by the FPCP and the main processor is the point at which exception
processing starts. For all main-processor-detected exceptions and some coprocessor-detected
exceptions, processing for the exception begins during the execution of the coprocessor instruc-
tion by the main processor. However, for many of the coprocessor-detected exceptions, processing
for the exception does not begin until after the main processor completes execution of the of-
fending instruction and attempts execution of a new floating-point instruction. The manner of
handling this type exception supports a sequential instruction programming model.

The action of the processor during step 7 depends upon the type of exception that was previously
taken. When the exception handler completes execution, a return from exception (RTE) instruction
is executed, and the previously interrupted program resumes execution at one of the following
points:

1. The beginning of the instruction that was pre-empted by an exception detected by or reported
to the MPU (pre-instruction exception)

2. The point where the exception occurred during the execution of an instruction (mid-instruc-
tion exception)

'
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3. The beginning of the instruction immediately following the instruction that caused or detected
the exception (post-instruction exception). Note that neither the MC68881 nor the MC68882
reports the post-instruction exception.

The following paragraphs describe the causes of various coprocessor-related exceptions and how
they are handled by the FPCP and the main processor. Throughout this discussion, the main
processor is assumed to be an MC68020 or MC68030, although any other processor can be
programmed to emulate the M68000 Family coprocessor interface that is implemented on the
MPU.

6.1 COPROCESSOR-DETECTED EXCEPTIONS

Coprocessor-detected exceptions fall into two categories: those related to communications with
the main processor (F-line traps and protocol violations) and those related to the execution of
floating-point instructions (computational errors such as divide by zero, or instructions designed
to cause a trap such as the FTRAPcc instruction). The protocol for handling each of these exception

ﬂ types is described in detail in this section.

The main processor coordinates all exception processing. Therefore, when the FPCP detects an
exception, it cannot always force exception processing immediately but must wait until the main
processor is ready to start exception processing. The main processor is always prepared to process
an exception whenever it reads the response coprocessor interface register (CIR). For the MC68881
and, in most cases, for the MC68882, if a coprocessor-detected exception occurs during the
calculation phase of an instruction, it is held pending within the FPCP until the next write to the
command or condition coprocessor interface register (CIR). Then, instead of returning the first
primitive of the dialog for the new instruction, the FPCP returns the take pre-instruction exception
primitive to start exception processing for the offending instruction. (For the MC68881, the of-
fending instruction is always the previous floating-point instruction, since no multiple floating-
point concurrency is allowed; for the MC68882, the offending instruction may not necessarily be
the previous instruction.)

The FPCP may also report an exception after writing an operand to memory. In this case, a take
mid-instruction exception primitive is issued after the operand is stored in memory (if a conversion
error occurred). The mid-instruction exception allows the exception handler to more easily de-
termine the address of the exceptional operand, since the MC68020 includes the results of the
effective address calculation for the destination operand in the mid-instruction stack frame (the
long word at offset +$10).

It is possible for the MC68882 to report a mid-instruction exception as a result of an exception
created by a previous instruction. This occurs when the instruction in the APU reports an exception
while a second instruction in the conversion unit (CU) is waiting to be handed off to the arithmetic
processing unit (APU). Consider the case of two FMUL instructions:

FMUL.X FPO,FP1 (which results in an exception)
FMUL.B <ea>,FP2

At the time the second FMUL instruction is initiated, the first FMUL instruction is still executing
in the APU. The CU instructs the bus interface unit (BIU) to fetch the program counter, and prefetch
the byte operand. Since the CU cannot convert the byte operand, it instructs the BIU to ericode
a null (CA=1,1A=1) in the response CIR, and waits to hand off the instruction to the APU. When
the first FMUL instruction finally finishes in the APU and reports an exception, the second FMUL
instruction is in the middle of the instruction, hence a take mid-instruction exception is taken.
Note that in this case, the destination operand is a floating-point register, and therefore the
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effective address calculation for the destination operand in the mid-instruction stack frame of the
MPU is undefined.

The third point at which the FPCP can indicate an exception to the main processor is in response
to a protocol violation. If an unexpected access to a coprocessor interface register causes a protocol
violation, the FPCP immediately encodes the response CIR to the take mid-instruction exception
primitive with the protocol violation vector number. This allows the protocol violation handler to
determine the cause of the violation (either an illegal primitive from the FPCP or an illegal access
by the MPU) and perform necessary action. Since an FPCP protocol violation is a catastrophic
error, and the FPCP cannot return an illegal primitive, the only appropriate action is to abort the
task that detected the protocol violation.

The basic protocol followed in response to a coprocessor-detected exception is:

1. The FPCP encodes the appropriate take exception primitive (pre- or mid-instruction), along
with the vector number, in the response CIR.

2. The MPU reads the response CIR (usually in an attempt to initiate the next instruction) and
receives the take exception request.

3. The MPU acknowledges the request by writing an exception acknowledge to the control CIR. n
The appropriate stack frame is then stored in memory, and control is transferred to the
exception handler routine.

4. The response to the exception acknowledge differs for the type of exception and for the
FPCP, as follows:

a. Protocol violation:
MC68881 — Aborts all internal operations that may be active and enters the idle state.
MC68882 — Same as M(C68881.

b. BSUN and F-line (detected by the coprocessor):
MC68881 — Clears the exception and enters the idle state.
MC68882 — Same as M(C68881.

c. Arithmetic (Operr, Overflow, Underflow, Divide by zero, Inexact result):
MC68881 — Clears the exception and enters the idle state.
MC68882 — Refer to 5.2.2 Exception Handler Code.

The following paragraphs discuss the exception vector assignments used by the FPCP, and each
of the exception types that can be detected by the FPCP.

The M68000 Family of processors uses a data structure called the exception vector table as a
localized dispatching point for all exceptional conditions that may occur in a system. The exception
vector table is a 1024-byte structure made up of 256 long word entries. Each entry in the table is
a pointer to the routine that services a specific exceptional occurrence. When an exception occurs,
the processor supplies an index that selects the vector entry for the exception. The index, called
the vector number, is an 8-bit value that is multiplied by four to calculate an offset into the vector
table. Of the 256 possible vector numbers, 64 are reserved by Motorola for definition by M68000
Family devices; the remaining 192 are for definition by system designers.

Of the 64 reserved vectors, the MPU defines all but 25. The FPCP utilizes three of the same vector
entries defined by the MPU and defines seven additional vectors to support floating-point excep-
tions. The vectors defined by the FPCP are shown in Table 6-1. The vector number is the value
(shown in decimal) that is encoded in the appropriate take exception response primitive (except
for the FTRAPcc vector number, which is generated internally by the MPU). The vector offset is
the location of the corresponding entry in the vector table. The MPU adds the vector offset to the
value contained in the vector base register to calculate the absolute address of the vector. Refer
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to the appropriate main processor user’'s manual for further information on the exception proc-
essing operations performed by the MPU and for the full definition of the exception vector table.

Table 6-1. MC68881/MC68882 Exception
Vector Assignments

Vector Number Vector Offset
(Decimal) (Hexadecimal) Assignment
7 $01C FTRAPcc Instruction
1 $02C F-Line Emulator
13 $034 Coprocessor Protocol Violation
48 $0C0 Branch or Set on Unordered Condition
49 $0C4 Inexact Result
50 $0C8 Floating-Point Divide by Zero
51 $0cC Underflow
52 $0DO Operand Error
53 $0D4 Overflow
n 54 $0D8 Signaling NAN

The following paragraphs describe the causes for each exception, what information is available
to the trap handler, and what results occur if traps are enabled or disabled. FPCP instruction
exceptions arise from the detection of abnormal conditions during coprocessor instruction exe-
cution. All coprocessor-detected instruction exceptions are enabled or disabled via the FPCR
ENABLE byte.

Any of eight exception conditions can be detected during the execution of a floating-point in-
struction. The location of the exception bits in the EXC and ENABLE bytes (contained in the FPSR
and FPCR registers, respectively) is shown in Figure 6-1. If more than one enabled exception
occurs during the same instruction, then the highest priority instruction trap is taken (BSUN is
the highest; INEX2/INEX1 is the lowest). When multiple exceptions occur, the FPCP traps to the
highest priority exception that is enabled, and the lower priority exception does not cause a
second trap. It is the programmer’s responsibility to determine if any of the exception bits that
have lower priority than the exception taken are set.

15 14 13 12 1 10 9 8

BSUN SNAN OPERR OVFL UNFL Dz INEX2 INEX1

l—-———‘ INEXACT DECIMAL INPUT

INEXACT OPERATION

DIVIDE BY ZERO

UNDERFLOW

OVERFLOW

OPERAND ERROR

SIGNALLING NOT A NUMBER
BRANCH/SET ON UNORDERED

Figure 6-1. EXC and ENABLE Byte Bit Assignments
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FPCP instruction exceptions that arise from the move floating-point data register to external
destination instructions are reported to the MPU as mid-instruction exceptions. All other MC68881-
detected instruction exceptions are reported as pre-instruction exceptions, and all other MC68882-
detected instruction exceptions are reported as either pre-instruction or mid-instuction exceptions.
The FPCP move multiple and move system control register instructions cannot generate copro-
cessor detected instruction exceptions. The FSAVE instruction can generate a coprocessor-de-
tected exception only when it interrupts an FSAVE or FRESTORE operation in progress. The
FRESTORE instruction can generate coprocessor-detected instruction exceptions only when the
state frame format written to the coprocessor is not recognized.

In the following exception descriptions, the term “intermediate result” is used frequently. During
the execution of a floating-point operation, the FPCP arithmetic processing unit (APU) contains a
67-bit mantissa (for rounding purposes) and a 17-bit exponent (to ensure that overflow or un-
derflow can never occur during the main algorithm). At the end of the operation, this intermediate
result must be stored in a floating-point data register, in an MPU data register, or in memory.
This intermediate result is checked for underflow, rounded, and checked for overflow to obtain
the final result.

6.1.1 Branch/Set on Unordered (BSUN)

The BSUN exception is the result of performing a conditional test associated with the FBcc, FDBcc,
and FTRAPcc instructions when an unordered condition is present. (An unordered condition occurs
when an input to an arithmetic operation is a NAN.) The BSUN exception can only occur during
FPCP conditional instructions with the following IEEE non-aware branch condition predicates:

GT  Greater Than GL Greater Than or Less Than

NGT Not Greater Than NGL Not Greater Than or Less Than

GE  Greater Than or Equal GLE Greater Than or Less Than or Equal

NGE Not Greater Than or Equal NGLE Not Greater Than or Equal Less Than or Equal
LT Less Than SF Signaling False

NLT Not Less Than ST  Signaling True

LE Less Than or Equal SEQ Signaling Equal

NLE Not Less Than or Equal SNE Signaling Not Equal

If the APU is busy (MC68881) or if the CU (MC68882) is busy, a null (CA=1, IA=1) primitive is
returned, and the MPU continues to reexamine the response CIR. If an exception is pending, a
take pre-instruction exception primitive is returned. After the appropriate exception handler is
executed, the conditional instruction is restarted. When either the APU is idle (MC68881) or the
APU and CU are idle (MC68882) and no exceptions are pending, FPCP checks for a BSUN exception,
evaluates the conditional predicate, and reports the result to the MPU.

The MPU can write to the condition CIR of the MC68882 when both the CU and APU are busy. If
exceptions are enabled and if each of the instructions reports an exception, the MC68882 reports
the exceptions and executes the handlers, one at a time. The MC68882 restarts the conditional
instruction after returning from each exception handler; that is, the MC68882 restarts the instruc-
tion twice. It is important to note that the coprocessor completes all previous instructions and
the MPU completes any executing exception handler before the conditional instruction checks for
a BSUN exception, evaluates the conditional predicate, and reports the result to the MPU.

The FPCP detects a BSUN exception if the conditional predicate is one of the IEEE non-aware
branches, and the NAN condition code bit is set. When the FPCP detects this exception, it sets
the BSUN bit in the FPSR exception status byte.
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Trap Disabled Results:
The FPCP evaluates the condition and reports the result to the MPU in the response CIR.

Trap Enabled Results:

The FPCP reports a pre-instruction exception to the MPU with the BSUN vector number
instead of a true or false indication.

The BSUN exception is unique in that the trap is taken before the conditional predicate is evaluated.
Furthermore, the instruction that caused the BSUN exception is re-executed following return from
the BSUN trap handler. Therefore, it is the responsibility of the trap handler to prevent the
conditional instruction from taking the BSUN trap again. Four ways are available to prevent taking
the trap again.

The first way involves incrementing the stored program counter in the stack to bypass the con-
ditional instruction. This technigue applies to situations where a fall-through is desired. Be aware
that accurate calculation of the program counter increment requires detailed knowledge of the
size of the conditional instruction being bypassed.

ﬂ The second method is to clear the NAN bit of the FPSR condition code byte. However, this alone
cannot deterministically control the result indication (true or false) which would be returned when
the conditional instruction re-executes.

The third method is to disable the BSUN trap. Like the second method, this method cannot control
the result indication (true or false) which would be returned when the conditional instruction re-
executes.

The fourth method involves examining the condition predicate and setting the condition code in
the FPSR accordingly. This technique gives the most control since it is possible to pre-determine
the direction of program flow. Bit 7 of the F-line operation word indicates where the conditional
predicate is located. If bit 7 is set, the conditional predicate is the lower six bits of the F-line
operation word. Otherwise, the conditional predicate is the lower six bits of the instruction word,
which immediately follows the F-line operation word. Using the conditional predicate and the
table in 4.4.1 IEEE Non-Aware Tests, the condition codes can be set to return a known result
indication when the conditional instruction is re-executed.

6.1.2 Signaling Not-a-Number

An SNAN is used as an escape mechanism for a user defined, non-IEEE data type. The FPCP
never creates an SNAN as a result of an operation; a NAN created by an operand error exception
is always a non-signaling NAN.

When an SNAN is an operand involved in an arithmetic instruction, the SNAN bit is set in the
FPSR exception byte. Since the FMOVEM, FMOVE FPcr, and FSAVE instructions do not modify

the status bits, they cannot generate exceptions. Therefore, these instructions are useful for
manipulating SNANSs.

Trap Disabled Results: If the destination data format is S, D, X, or P, then the SNAN bit in the
NAN is set to one and the resulting non-signaling NAN is transferred to the destination. No bits
other than the SNAN bit of the NAN are modified, although the input NAN is truncated if necessary.
If the destination data format is B, W, or L, then the 8, 16, or 32 most significant bits of the SNAN
significand, with the SNAN bit set, are written to the destination.
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Trap Enabled Results: For memory or MPU data register destinations, the result is written in the
same manner as if the trap were disabled, and then a mid-instruction exception is signaled. If
desired, the trap handler can overwrite the result.

For floating-point data register destinations, instruction execution is terminated, and the floating-
point data registers are not modified. In this case, the SNAN trap handler should supply the result.

Note that the trap handler should use only the FMOVEM instruction to read or write the floating-
point data registers, since FMOVEM cannot generate further exceptions. Also, only an FMOVEM
instruction can write a SNAN into a floating-point data register.

6.1.3 Operand Error

The operand error category encompasses problems arising in a variety of operations, and includes
those errors not frequent or important enough to merit a specific exception condition. Basically,
an operand error occurs when an operation has no mathematical interpretation for the given
operands. The possible operand errors are listed in Table 6-2. When an operand error occurs, the
OPERR bit is set in the FPSR exception status byte.

Table 6-2. Possible Operand Errors

Instruction Condition Causing Operand Error
FACOS Source is =infinity, >+1, or <—1
FADD (+infinity) + ( —infinity) or (—infinity) + ( +infinity)
FASIN Source is infinity, >+1, or <-1
FATANH Source is >+1, or <—1, Source = + infinity
FCOS Source is *infinity
FDIV 0/0 or infinity/infinity
FGETEXP Source is *infinity
FGETMAN Source is *infinity
FLOG10 Source is <0, Source = —infinity
FLOG2 Source is <0, Source = —infinity
FLOGN Source is <0, Source = —infinity
FLOGNP1 Source is <-1, Source = — infinity
FMOD Floating-Point Data Register is *infinity or Source is 0, Other Operand is Not a NAN
FMOVE to Integer Overflow/Underflow, Source is Non-Signaling NAN, or Source is *infinity
B,W, or L
FMOVE to P Result Exponent >999 (Decimal) or k-Factor >+ 17
FMUL One Operand is 0, Other Operand is = infinity
FREM Floating-Point Data Register is =infinity or Source is 0, Other Operand is Not a NAN
FSCALE Source is *infinity, Other Operand is Not a NAN
FSGLDIV 0/0 or infinity/infinity
FSGLMUL One operand is 0, Other Operand is infinity
FSIN Source is *infinity
FSINCOS Source is =infinity
FSQRT Source <0, Source = —infinity
FSUB Source and floating-point data register are +infinity or source and FPn are —infinity
FTAN Source is *infinity
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Trap Disabled Results: For a memory or MPU data register destination, several possible results
can be supplied, depending on the destination size and error type. (An operand error is never
generated when the destination is an MPU data register or memory and the destination format
is S, D, or X.)

If the operand error is caused by an integer overflow or if the floating-point data register to be
stored contains infinity, the result is the largest positive or negative integer that can fit in the
specified destination format size. If the destination is B, W, or L and the floating-point number to
be stored is a NAN, then the 8, 16, or 32 most significant bits of the NAN significand are stored
as the result.

For packed decimal results, if the k factor is greater than +17, the result returned is a packed
decimal string that assumes a k factor equal to + 17. For packed decimal results where the absolute
value of the exponent is greater than 999, the decimal string is returned with the three least-
significant exponent digits in EXP2, EXP1, and EXP0. The fourth digit, EXP3, is supplied in the
most significant four bits of the third byte in the string. Refer to 3.6 DATA FORMAT DETAILS for
the packed decimal string format.

ﬂ If the destination is a floating-point data register, an extended precision non-signaling NAN (with
all ones mantissa) is stored in the destination floating-point data register.

Trap Enabled Results: For memory or MPU data register destinations, the destination operand is
written as if the trap were disabled, and then a take exception primitive is returned to the MPU.
This can only occur for the FMOVE FPm,<ea> instruction, and the exception is reported as a mid-
instruction exception. If desired, the trap handler can overwrite the result generated by the FPCP.

If the destination is a floating-point data register, the register is not modified by the FPCP. In this
case, the trap handler should generate the appropriate result.

To enable the trap handler to return a result for memory or MPU data register destinations, the
MPU and the FPCP supply:

1. The address of the instruction where the error occurred (in the FPIAR). By examining the
instruction, the trap handler may determine the operation being performed, the value of the
second operand (for dyadic instructions), and the destination location.

2. The address of the destination in the mid-instruction stack frame (at offset +$10). This allows
the trap handler to overwrite the NAN, if necessary, without recalculating the effective ad-
dress.

To enable the trap handler to return a result for floating-point data register destinations, the MPU
and the FPCP supply:

1. The address of the instruction where the error occurred (in the FPIAR). By examining the
instruction, the trap handler may determine the operation being performed, the value of the
second operand (for dyadic instructions), and the destination location.

2. The exceptional operand in the FPCP idle state frame. For additional FSAVE state frame
information, refer to 6.4.2 State Frames. When an SNAN trap occurs, the exceptional operand
is the source input argument converted to extended precision.

Note that the trap handler should use only the FMOVEM instruction to read or write the floating-
point data registers since FMOVEM cannot generate further exceptions or change the condition
codes.
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6.1.4 Overflow

An overflow occurs when the intermediate result of an arithmetic operation is too large to be
represented in a floating-point data register using the selected rounding precision. A store to
memory operation overflows when the value in the source floating-point data register is too large
to be represented in the destination format.

Overflow is detected for arithmetic operations where the destination is a floating-point data
register when the intermediate result exponent is greater than or equal to the maximum exponent
value of the selected rounding precision. (Refer to 2.2.2 FPCR Mode Control Byte.) Overflow is
detected for store to memory operations when the intermediate result exponent is greater than
or equal to the maximum exponent value of the destination data format. Overflow can only occur
when the destination is in the S, D, or X format. Overflows when converting to the B, W, or L
integer and packed decimal formats are included as operand errors. Refer to 3.6 DATA FORMAT
DETAILS for the maximum exponent value for each format. At the end of any operation that could
potentially overflow, the intermediate result is checked for underflow, rounded, and checked for
overflow before it is stored to the destination. If overflow occurs, the OVFL bit is set in the FPSR
exception byte.

NOTE

An overflow can occur when the destination is a floating-point data register and the
selected rounding precision is single or double even if the intermediate result is small
enough to be represented as an extended precision number. The intermediate result is
rounded to the selected precision (both the mantissa and the exponent), and then the
rounded result is stored in extended precision format. If the magnitude of the inter-
mediate result exceeds the range of the selected rounding precision format, an overflow
occurs. The FSGLMUL and FSGLDIV instructions are the exceptions in that, although
the mantissa of the intermediate result is rounded to single precision, the exponent
remains an extended format exponent. Therefore, those instructions can never report
an overflow as long as the intermediate result is small enough to be represented in
extended precision format.

Trap Disabled Results: The current rounding mode determines the value to be stored at the
destination, as follows:

Rounding
Mode Result
RN Infinity, with the sign of the intermediate result
RZ Largest magnitude number, with the sign of the intermediate result
RM For positive overflow, largest positive number
For negative overflow, — infinity
RP For positive overflow, + infinity

For negative overflow, iargest negative number

Trap Enabled Results: The result stored in the destination is the same as the result stored when
the trap is disabled, and a take exception primitive is returned to the MPU. If the destination is
memory or an MPU data register, the operand is stored, and then a take mid-instruction exception
primitive is issued. If the destination is a floating-point data register, a take exception primitive
is returned when the MPU reads the response CIR of the FPCP. Since the MC68881 does not allow
multiple floating-point concurrency, a take pre-instruction exception is reported when the MPU
attempts the next floating-point instruction. The MC68882 can report an exception as a mid-
instruction exception on a subsequent floating-point instruction.
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The address of the instruction that causes the overflow is available to the trap handler in the
FPIAR. By examining the instruction, the trap handler can determine the arithmetic operation type
and destination location. The trap handler can execute an FSAVE instruction to obtain additional
information. When an FSAVE is executed, the exceptional operand is stored in the state frame.
Refer to 6.4.2 State Frames for details of the FSAVE instruction state frames. When an overflow
occurs, the exceptional operand is defined differently for various destination types:

1. Memory or MPU data register destination — the value in the exceptional operand is the
intermediate result mantissa rounded to the destination precision, with a 15-bit exponent
biased as a normal extended precision number. In the case of a memory destination, the
evaluated effective address of the operand is available in the MPU mid-instruction stack
frame (at offset +$10). This allows the trap handler to overwrite the default result, if nec-
essary, without recalculating the effective address.

2. Floating-point data register destination — the value in the exceptional operand is the inter-
mediate result rounded to extended precision, with an exponent bias of $3FFF-$6000 rather
than $3FFF. The additional bias of -$6000 is used to “wrap’’ the 17-bit intermediate value
into a value that can be represented in 15 bits. To recover the 17-bit twos complement
exponent of the intermediate result, the 15-bit exponent of the exceptional operand should
be sign extended to at least 17 bits (i.e., if it is manipulated in an MPU data register, it is
sign extended to a long word value), and then the bias of $3FFF-$6000 should be subtracted
from that number. Note that for most operations, the intermediate exponent value does not
exceed 32,767 and thus can be contained in a 16-bit integer. However, a completely general
exception handler should calculate a 17-bit exponent value.

In addition to normal overflow, the exponential instructions implemented by the FPCP (eX,
10X, 2X, SINH, COSH, and FSCALE) may generate results that overflow the 17-bit exponent
used for intermediate results. For example, the eX function can easily overflow the 17-bit
intermediate exponent if the source value is a large number (x = +18192). When such an
overflow occurs (called a catastrophic overflow), the exceptional operand exponent value is
set to $0000. This value is easily distinguished from the exceptional operand exponent values
produced by normal overflow processing. The smallest exceptional operand exponent value
that can be produced by a normal overflow is $1FFF ($04000 + $3FFF-$6000, truncated to 15
bits), while the largest exceptional operand exponent value is $7FFF ($0A000 + $3FFF-$6000,
truncated to 15 bits). The catastrophic overflow exceptional operand exponent value of $0000
is produced any time the unbiased exponent of the calculated intermediate result is a value
greater than $0A000.

Note that the trap handler should use only the FMOVEM instructions to read or write the floating-
point data registers since FMOVEM cannot generate further exceptions or change the condition
codes.

6.1.5 Underflow

An underflow occurs when the intermediate result of an arithmetic operation is too small to be
represented as a normalized number in a floating-point data register using the selected rounding
precision. A store to memory operation underflows when the value in the source floating-point
data register is too small to be represented in the destination format as a normalized number.
Underflow is detected for arithmetic operations where the destination is a floating-point data
register when the intermediate result exponent is less than or equal to the minimum exponent
value of the selected rounding precision (refer to 2.2.2 FPCR Mode Control Byte).
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Underflow is detected for store to memory operations when the intermediate result exponent is
less than or equal* to the minimum exponent value of the destination data format.

Underflow can only occur when the destination format is S, D, or X. When the destination format
is packed decimal, underflows are included as operand errors. When the destination format is B,
W, or L, the conversion underflows to zero without causing either an underflow or an operand
error. See 3.6 DATA FORMAT DETAILS for the minimum exponent value for each format.

At the end of any operation that could potentially underflow, the intermediate result is checked
for underflow, rounded, and checked for overflow before it is stored at the destination. If an
underflow occurs, the UNFL bit is set in the FPSR exception status byte.

NOTE

An underflow can occur when the destination is a floating-point data register and the
selected rounding precision is single or double even if the intermediate result is large
enough to be represented as an extended precision number. The intermediate result is
rounded to the selected precision (both the mantissa and the exponent), and then the
rounded result is stored in extended precision format. If the magnitude of the inter- n
mediate result is too small to be represented in the selected rounding precision format,
an underflow occurs. The FSGLMUL and FSGLDIV are exceptions in that, although the
mantissa of the intermediate result is rounded to single precision, the exponent remains
an extended precision format exponent. Therefore, these instructions can never report
an underflow as long as the intermediate result is large enough to be represented in the
extended precision format.

Trap Disabled Results: The result that is stored in the destination is either a denormalized number
or zero. The intermediate result is always normalized because the FPCP ALU and temporary
registers use a 17-bit exponent. Denormalization is accomplished by shifting the mantissa of the
intermediate result to the right while incrementing the exponent until it is equal to the denor-
malized exponent value for the destination format. The denormalized intermediate result is rounded
to the selected rounding precision or destination format.

If, in the process of denormalizing the intermediate result, all of the significant bits are shifted
off to the right, the selected rounding mode determines the value to be stored at the destination,

as follows:
Rounding
Mode Result
RN Zero, with the sign of the intermediate result
RZ Zero, with the sign of the intermediate result
RM For positive underflow, + zero
For negative underflow, smallest denormalized negative number
RP For positive underflow, smallest denormalized positive number

For negative underflow, — zero

*Underflow is NOT detected for intermediate result exponents that are equal to the extended precision minimum exponent, since the
explicit integer part bit of extended precision permits representation of normalized numbers with a minimum extended precision
exponent.
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Trap Enabled Results: The result stored in the destination is the same as the result stored when
traps are disabled, and a take exception primitive is returned to the MPU. If the destination is
memory or an MPU data register, the operand is stored, and then a take mid-instruction exception
primitive is issued. If the destination is a floating-point data register, a take exception primitive
is returned when the MPU reads the response CIR of the FPCP. Since the MC68881 does not allow
multiple floating-point concurrency, the exception is always reported as a pre-instruction exception
when the next floating-point instruction is attempted. The MC68882, however, may report an
exception as a mid-instruction exception on a subsequent floating-point instruction.

The address of the instruction that caused the underflow is available to the trap handler in the
FPIAR. By examining the instruction, the trap handler can determine the arithmetic operation type
and destination location. The trap handler can execute an FSAVE instruction to obtain additional
information. When an FSAVE instruction is executed, the exceptional operand is stored in the
state frame. Refer to 6.4.2 State Frames for details of FSAVE state frames. The exceptional operand
is defined differently for various destination types:

1. Memory or MPU data register destination — the value in the exceptional operand is the
intermediate result mantissa rounded to the destination precision, with a 15-bit exponent
biased as a normal extended precision number. In the case of a memory destination, the

ﬂ evaluated effective address of the operand is available in the MPU mid-instruction stack
frame (at offset +$10). This allows the trap handler to overwrite the default result, if nec-
essary, without recalculating the effective address.

2. Floating-point data register destination — the value in the exceptional operand is the inter-
mediate result mantissa rounded to extended precision, with an exponent bias of $3FFF + $6000
rather than $3FFF. The additional bias of +$6000 is used to “wrap’’ the 17-bit intermediate
value into a value that can be represented in 15 bits. To recover the 17-bit twos complement
exponent of the intermediate result, the 15-bit exponent of the exceptional operand is sign
extended to at least 17 bits (i.e., if it is manipulated in an MPU data register, itis sign extended
to a long word value), and then the bias of $3FFF +$6000 is subtracted from that number.
Note that for most operations, the intermediate exponent value is not less than — 32768, and
thus can be contained in a 16-bit integer. However, a completely general exception handler
should calculate a 17-bit exponent value.

In addition to normal underflow, the exponential instructions implemented by the FPCP (eX,
10%, 2%, SINH, COSH, and FSCALE) may generate results that underflow the 17-bit exponent
used for intermediate results. For example, the eX function can easily underflow the 17-bit
intermediate exponent if the source value is a large number (x < —8192). When such an
underflow occurs (called a catastrophic underflow), the exceptional operand exponent value
is set to $0000. This is the smallest exception operand exponent value that can be produced
by a normal underflow ($16001 + $3FFF+$6000, truncated to 15 bits), while the largest un-
derflow exponent value is $5FFF ($1C000 + $3FFF 4+ $6000, truncated to 15 bits). The cata-
strophic underflow exceptional operand exponent value of $0000 is produced any time the
unbiased 17-bit exponent of a calculated intermediate result has a value less than or equal
to $16001.

Note that the trap handler should use only the FMOVEM instructions to read or write to the
floating-point data registers since FMOVEM cannot generate further exceptions or change the
condition codes.

NOTE

The IEEE standard defines two causes of an underflow:

1. When a result is very small, the absolute value of the number is less than the
minimum number that can be represented by a normalized number in a specific
format
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2. When loss of accuracy occurs while attempting to calculate a very small number
(a loss of accuracy also causes an inexact exception)

The IEEE standard specifies that if the underflow trap is disabled, an underflow should only be
signaled when both of these cases are satisfied (i.e., the result is too small to represent with a
given format, and there is a loss of accuracy during the calculation of the final result). If the trap
is enabled, the underflow should be signaled any time a tiny result is produced, regardless of
whether accuracy is lost in calculating it.

The FPCP UNFL bit in the AEXC byte of the FPSR implements the IEEE trap disabled definition,
since it is only set when a very small number is generated and accuracy has been lost when
calculating that number. The UNFL bit in the EXC byte implements the |EEE trap enabled definition,
since it is set anytime a tiny number is generated. Thus, if the FPCP underflow trap is enabled, a
trap occurs when very small size alone is detected (as the IEEE standard specifies) to support the
emulation of machines that underflow to zero, rather than using the |IEEE gradual underflow
method (i.e., denormalized numbers). If the underflow trap is disabled, the UNFL bit in the AEXC
byte may be examined at the end of a calculation to determine if any result produced during the
operation required representation as a denormalized number, and accuracy was lost when de-
normalizing and rounding that result.

6.1.6 Divide by Zero

This exception occurs when a zero divisor occurs in a division, or when a transcendental function
is asymptotic with infinity as the asymptote. Table 6-3 lists the instructions that can generate the
divide-by-zero exception. When a divide-by-zero is detected, the DZ bit is set in the FPSR exception
status byte.

Table 6-3. Possible Divide-by-Zero Exceptions

Instruction Input Operand Value

FATANH Source Operand = =1

FDIV Source Operand =0 and FPn is Not a NAN, Infinity, or Zero
FLOG10 Source Operand =0

FLOG2 Cource Operand =0

FLOGN Source Operand =0

FLOGNP1 Source Operand = —1

FSGLDIV Source Operand=0 and FPn is Not a NAN, Infinity, or Zero

Trap Disabled Results: Store the following results in the destination floating-point data register:
® For the FDIV and FSGLDIV instructions, return an infinity with the sign set to the exclusive
OR of the signs of the input operands.
® For the FLOGx instructions, return minus infinity.

® For the FATANH instruction, return a +infinity if the source operand is —1; or a —infinity if
the source operand is +1.

Trap Enabled Results: The destination floating-point data register is not modified, and a take
exception primitive is returned when the MPU reads the response CIR of the FPCP. Since the
MC68881 does not allow multiple floating-point concurrency, the exception is always reported as
a pre-instruction exception when the next floating-point instruction is attempted. The MC68882,
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however, may report an exception as a mid-instruction exception on a subsequent floating-point
instruction. The trap handler must generate a result to store in the destination.

To assist the trap handler in this function, the FPCP supplies:

1. The address of the instruction where the divide-by-zero occurred (in the FPIAR). By examining
this instruction, the trap handler can determine the operation being performed, the value of
the source operand (for dyadic instructions), and the destination floating-point register num-
ber.

2. The FSAVE instruction that places the exceptional operand in a state frame. For additional
FSAVE state frame information, refer to 6.4.2 State Frames. The exceptional operand is the
source input argument converted to extended precision.

Note that the trap handler should use only the FMOVEM instruction to read or write the floating-
point data registers, since FMOVEM cannot generate further exceptions or change the condition
codes.

n 6.1.7 Inexact Result

The FPCP provides two inexact bits (INEX1 and INEX2) to help distinguish between inexact results
generated by decimal input (INEX1) and other inexact results (INEX2). Two inexact bits are useful
in instructions in which both types of inexacts can occur, such as:

FDIV.P #7E—-1,FP3

In this case, the packed decimal to extended precision conversion of the immediate source operand
causes an inexact error to occur which is signaled as INEX1. Furthermore, the subsequent divide
might also produce an inexact result and cause INEX2 to be set. Therefore, the FPCP provides
two inexact bits in the FPSR exception status byte to distinguish these two cases.

Note that only one inexact exception vector number is generated by the FPCP. If either of the two
inexact exceptions is enabled, the MPU fetches the inexact exception vector, and the exception
handler routine is initiated. Refer to 6.1.8 Inexact Result on Decimal Input for a discussion of
INEX1.

In a general sense, INEX2 is the condition that exists when any operation, except the input of a
packed decimal number, creates a floating-point intermediate result whose infinitely precise man-
tissa has too many significant bits to be represented exactly in the selected rounding precision
(refer to 2.2.2 FPCR Mode Control Byte) or in the destination data format. If this condition occurs,
the INEX2 bit is set in the FPSR exception status byte, and the infinitely precise result is rounded
as described in the next paragraph.

The FPCP supports the four rounding modes specified by the IEEE standard. These modes are
round to nearest (RN), round toward zero (RZ), round toward plus infinity (RP), and round toward
minus infinity (RM). The rounding definitions are:

Rounding
Mode Result
RN The representable value nearest to the infinitely precise intermediate value is

the result. If the two nearest representable values are equally near (a tie), then
the one with the least significant bit equal to zero (even) is the result. This is
sometimes referred to as “round nearest, even”.
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Rounding
Mode Result

Rz The result is the value closest to, and no greater in magnitude than, the infinitely
precise intermediate result. This is sometimes referred to as the ““‘chop mode”’
since the effect is to clear the bits to the right of the rounding point.

RM The result is the value closest to and no greater than the infinitely precise
intermediate result (possibly minus infinity).

RP The result is the value closest to and no less than the infinitely precise inter-
mediate result (possibly plus infinity).

The RM and RP rounding modes are often referred to as ““directed rounding modes’’ and are
useful in interval arithmetic. Rounding is accomplished using the intermediate result format shown
in Figure 6-2.

17817 | 63817 i
EXPONENT ! FRACTION HH
LEAST SIGNIFICANT BIT OF FRACTION —]
INTEGER BIT GUARD BIT
OVERFLOW BIT ROUND BIT
STICKY BIT

Figure 6-2. Intermediate Result Format

Depending on the selected rounding precision or destination data format in effect, the location
of the least significant bit of the fraction and the locations of the guard, round, and sticky bits in
the 67-bit intermediate result mantissa varies.

The guard and round bits are always calculated exactly. The sticky bit is used to create the illusion
of an infinitely wide intermediate result mantissa. As shown by the arrow in Figure 6-2, the sticky
bit is the logical OR of all the bits in the infinitely precise result to the right of the round bit. During
the calculation stage of an arithmetic operation, any non-zero bits generated that are to the right
of the round bit set the the sticky bit (which is used in rounding) to one. Because of the sticky
bit, the rounded intermediate result for all required IEEE arithmetic operations in the round-to-
nearest mode is in error by no more than one half unit in the last place. For transcendental
instructions, the result may not be this accurate (refer to 4.3 COMPUTATIONAL ACCURACY).

NOTE

When the FPCP is programmed to operate in the single or double precision rounding
mode, a method referred to as “range control” is used to assure correct emulation of a
machine that only supports single or double precision arithmetic. When the FPCP per-
forms any calculation, the intermediate result is in the format shown in Figure 6-2, and
a rounded result stored into a floating-point data register is always in the extended
precision format. However, if the single or double precision rounding mode is in effect,
the final result generated by the FPCP is within the range of the format (except for the
FSGLDIV and FSGLMUL instructions, as described in 4.5.5.2 UNDERFLOW, ROUND,
OVERFLOW).
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Range control is accomplished by not only rounding the intermediate result mantissa
to the specified precision, but also checking the 17-bit intermediate exponent to ensure
that it is within the representable range of the selected rounding precision format. If the
intermediate exponent exceeds the range of the selected precision, the exponent value
appropriate for an underflow or overflow is stored as the result in the 15-bit extended
precision format exponent. For example, if the rounding precision and mode is single/
RM and the result of an arithmetic operation overflows the magnitude of the single
precision format, the largest normalized single precision value is stored as an extended
precision number in the destination floating-point data register (i.e., an unbiased 15-bit
exponent of $00FF and a mantissa of $FFFFFF0000000000). If an infinity is the appropriate
result for an underflow or overflow, the infinity value for the destination data type is
stored as the result (i.e., an exponent with the maximum value and a mantissa of zero).

Figure 6-3 shows the algorithm that is used to round an intermediate result to the selected rounding
precision or destination data format. If the destination is a floating-point register, the rounding
boundary is determined by the selected rounding precision in the FPSR. If the destination is
external memory or an MPU data register, the rounding boundary is determined by the destination
data format. If the rounded result of an operation is not exact, then the INEX2 bit is set in the
m FPSR exception status byte.

BEGIN
IF GUARD, ROUND AND STICKY =0
THEN (RESULT IS EXACT)
DON'T SET INEX2
DON'T CHANGE THE INTERMEDIATE RESULT
ELSE (RESULT IS INEXACT)
* SET INEX2 IN THE FPSR EXC BYTE
SELECT THE ROUNDING MODE
RM: IF INTERMEDIATE RESULT IS NEGATIVE
THEN ADD 1 TO LSB
RN: IF GUARD =1 AND ROUND AND STICK=0 (TIE CASE)
THEN IF LSB=1 ADD 1 TO LSB
ELSE IF GUARD=1 ADD 1 T0 LSB
ENDIF
RP: IF INTERMEDIATE RESULT IS POSITIVE
THEN ADD 170 LSB
RZ: (FALL THROUGH; GUARD, ROUND AND STICKY ARE CHOPPED)
END SELECT
IF OVERFLOW =1
THEN
SHIFT MANTISSA RIGHT BY ONE BIT
ADD 1 TO THE EXPONENT
END IF
SET GUARD, ROUND AND STICK TO 0
END IF
END

Figure 6-3. Rounding Algorithm

Trap Disabled Results: The rounded result is delivered to the destination.

Trap Enabled Results: The rounded result is delivered to the destination, and an exception is
reported to the MPU. If the destination is memory or an MPU data register, a take mid-instruction
exception primitive is returned immediately after the operand is stored. If the destination is a
floating-point data register, a take exception primitive is returned when the MPU reads the re-
sponse CIR of the FPCP. Since the MC68881 does not allow multiple floating-point concurrency,
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the exception is always reported as a pre-instruction exception when the next floating-point
instruction is attempted. The MC68882, however, may report an exception as a mid-instruction
exception on a subsequent floating-point instruction.

The address of the instruction that generated the inexact result is available to the trap handler in
the FPIAR. The trap handler can determine the location of the operand(s) by examining the
instruction. In the case of a memory destination, the evaluated effective address of the operand
is available in the MPU mid-instruction stack frame (at offset +$10). When an FSAVE is executed
by an inexact trap handler, the value of the exceptional operand in the state frame is not defined
(refer to 6.4.2 State Frame). An inexact exception differs from the other exceptions in this respect.
If an inexact condition is the only exception that occurred during the execution of an instruction,
the value of the exceptional operand is invalid. If multiple exceptions occur during an instruction,
the exceptional operand value is related to a higher priority exception.

Note that the trap handler should use only the FMOVEM instruction to read or write the floating-
point data registers, since FMOVEM cannot generate further exceptions or change the condition
codes.

NOTE

The IEEE standard specifies that inexactness should be signaled on overflow as well as
for rounding. The FPCP implements this via the INEX bit in the FPSR AEXC byte. However,
the standard also indicates that the inexact trap should be taken if an overflow occurs
with the overflow trap disabled and the inexact trap enabled. Therefore, the FPCP takes
the inexact trap if this combination of conditions occurs, even though the INEX1 or INEX2
bits may not be set in the FPSR EXC byte. In this case, INEX is set in the AEXC byte and
OVFL is set in both the EXC and AEXC bytes.

6.1.8 Inexact Result on Decimal Input

In a general sense, inexact result 1 (INEX1) is the condition that exists when a packed decimal
operand cannot be converted exactly to extended precision in the current rounding mode. If this
condition occurs, the INEX1 bit is set in the FPSR exception status byte, and the result of the
decimal-to-binary conversion is rounded to extended precision (regardless of FPSR mode byte
rounding precision) as shown in Figure 6-3. The FPCP provides two inexact bits (INEX1 and INEX2)
to help distinguish between inexact results generated by decimal input conversions (INEX1) and
other inexact results (INEX2).

Trap Disabled Results: If the instruction is an FMOVE to a floating-point data register, the rounded
result is stored in the floating-point data register. If the instruction is not an FMOVE, the rounded
result is used in the calculation.

Trap Enabled Results: The result is generated in the same manner as if traps were disabled,
except that a take exception primitive is returned when the MPU reads the response CIR of the
FPCP. Since the MC68881 does not allow multiple floating-point concurrency, the exception is
always reported as a pre-instruction exception when the next floating-point instruction is at-
tempted. The MC68882, however, may report an exception as a mid-instruction exception on a
subsequent floating-point instruction.

The address of the instruction that caused the inexact decimal conversion is available to the trap
handler in the FPIAR. The trap handler can determine the location of the decimal string by ex-
amining the instruction, although the effective address of the string must be recalculated (if
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possible) by the trap handler. When an FSAVE is executed by an inexact trap handler, the value
of the exceptional operand in the state frame is not defined (refer to 6.4.2 State Frame). An inexact
exception differs from the other exceptions in this respect. If the inexact conversion is the only
exception that occurs during the execution of an instruction, the value of the exceptional operand
is invalid. If multiple exceptions occur during an instruction, the exceptional operand value is
related to a higher priority exception.

Note that the trap handler should use only the FMOVEM instruction to read or write the floating-
point data registers, since FMOVEM cannot generate further exceptions or change the condition
codes.

6.1.9 Multiple Exceptions

Dual and triple instruction exceptions may be generated by a single instruction in a few cases.
When multiple exceptions occur with traps enabled for more than one exception class, only the
highest priority exception trap is taken; the other enabled exceptions do not cause a trap. The
ﬂ higher priority trap handler must check for multiple exceptions. The priority of the traps is as
follows:

BSUN Highest Priority

SNAN

OPERR

OVFL

UNFL

Dz

INEX2/INEX1  Lowest Priority

The multiple instruction exceptions that can occur are:
SNAN and INEX1
OPERR and INEX2
OPERR and INEX1
OVFL and INEX2 and/or INEX1
UNFL and INEX2 and/or INEX1
INEX2 and INEX1

6.1.10 IEEE Exception and Trap Compatibility

The |IEEE standard defines only five exceptions. The FPCP FPSR AEXC byte contains bits repre-
senting these five exceptions, which are defined to function exactly as the standard specifies the
exceptions. However, it may be more useful to differentiate the IEEE required exceptions into the
eight exceptions represented in the FPSR EXC byte. Since the FPCP uses the bits in the FPSR EXC
byte and the FPCR ENABLE byte to determine when to trap, there are seven possible instruction
traps defined (INEX1 and INEX2 share one exception vector) instead of the five defined by the
standard. '

If it is necessary to write an application program that only supports the five IEEE specified traps,
the BSUN, SNAN, and OPERR exception vectors should be set to point to the same handler
routine. This allows the FPCP to support the invalid operation exception defined in the IEEE
standard, which is represented by the invalid operation (IOP) bit in the AEXC byte.
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To satisfy other requirements in the |IEEE standard, the FPCP does the following:
1. A one is ORed into the AEXC byte IOP bit if the BSUN, SNAN, or OPERR bit is set in the EXC
byte.

2. A one is ORed into the AEXC byte UNFL bit only if both the UNFL and the INEX2 bits of the
EXC byte are set. However, per the IEEE standard, the underflow trap is based only on the
UNFL bit in the EXC byte,.

3. A one is ORed into the AEXC byte INEX bit if the INEX1, INEX2 or OVFL bit is set in the EXC
byte.

4. The IEEE standard requires that an inexact trap be taken if it is enabled, an overflow occurs,
and the overflow trap is disabled. Thus, if the OVFL bit is set in the EXC byte, the OVFL bit
is not set in the ENABLE byte, and the INEX2 bit is set in the ENABLE byte, then the inexact
trap is taken.

The equations for items 1, 2, and 3 are:
AEXC(IOP) = AEXC(IOP)VEXC(BSUNVSNANVOPERR)
AEXC(UNFL) = AEXC(UNFL)VEXC(UNFLAINEX2)
AEXC(INEX) = AEXC(INEX)VEXC(INEX1vINEX2vOVFL)

The equation for item 4_(inexact trap taken) is:

Inexact Trap =
[[EXC(OVFLIVEXC(INEX2)JAENABLE(INEX2)]JV[EXC(INEX1)AENABLE(INEX1)]
where:
“v'"=logical OR
A" =logical AND

6.1.11 lllegal Command Words

Illegal coprocessor commands are coprocessor command word bit patterns that are not imple-
mented by the FPCP. The FPCP reports illegal coprocessor commands as pre-instruction excep-
tions, using the F-line emulator vector number. The specific illegal command word bit patterns
are defined in 4.7 INSTRUCTION ENCODING DETAILS.

FPCP instructions consist of an operation word, a coprocessor command word (if any), and
extension words (if any). The MPU detects an illegal operation word and the FPCP detects an
illegal command word.

For the case where a coprocessor-detected instruction trap is pending when the MPU writes an
illegal coprocessor command to the FPCP command CIR, the coprocessor first reports the pending
instruction exception as a pre-instruction exception. Following exception processing of the in-
struction exception, the MPU resumes execution of the main program at the beginning of the
illegal coprocessor command, by writing to the command CIR again. The illegal instruction ex-
ception is then reported by the FPCP.

6.1.12 Coprocessor-Detected Protocol Violation

All interprocessor communications in the coprocessor interface occur as standard M68000 bus
cycles. A failure in this communication results in the FPCP reporting a mid-instruction exception
with the coprocessor protocol violation vector number. When a protocol violation has been de-
tected by the FPCP, the response CIR is encoded to the take mid-instruction primitive and the
next read of the response CIR by the main processor terminates the dialog.

: . —
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The MC68881 signals a protocol violation when unexpected accesses of the command, condition,
register select, or operand CIRs occur. Coprocessor detected protocol violations occur when:

1. The MC68881 is expecting a write to the command or condition CIR, and instead an access
of the register select or operand CIR occurs.

2. The MC68881 is expecting a read of the register select or operand CIR, and instead a write
to the command, condition, or operand CIR occurs.

3. The MC68881 is expecting a write to the operand CIR, and instead either a write to the
command or to the condition CIR or a read of the register select or of the operand CIR occurs

The MC68882 signals a protocol violation when unexpected accesses of the command, condition,
register select, operand, or instruction address CIRs occur. For the MC68882, coprocessor-detected
protocol violations occur when: )

1. The MC68882 is expecting a write to the command or condition CIR, but a read or write
operation to the register select CIR or to the operand CIR or a write operation to the instruction
address CIR occurs instead.

operation to the command CIR, the condition CIR, the operand CIR, the instruction address
CIR, or the register select CIR occurs instead.

3. The MC68882 is expecting a write operation to the operand CIR, but a write operation to the
command CIR or to the condition CIR or a read of the register select CIR, the operand CIR,
or instruction address CIR occurs instead.

4. The MC68882 is expecting a write operation to the instruction address CIR, but a write
operation to the command CIR, the condition CIR, the operand CIR, or the register select CIR
or a read of the operand CIR or the register select CIR occurs instead.

ﬂ 2. The MC68882 is expecting a read of the register select CIR or of the operand CIR, but a write

For these violations, the FPCP maps the 16-bit register select CIR onto the upper word of the 32-
bit operand register. Thus, inconsistent data is read from the operand CIR, and write cycles cannot
store the correct value. Of course, this is of no consequence since the protocol violation invalidates
any operation being attempted by the FPCP or the main processor.

During normal operation, the FPCP synchronizes interprocessor communication by delaying the
assertion of DSACKX, if necessary. However, upon detection of a protocol violation, the MC68881
always terminates the access by immediately asserting DSACKXx.

Note that in certain cases resulting from serious system programming errors, an unrecoverable
protocol violation may occur when using the MC68882. This particular case of the protocol violation
occurs during the coprocessor interface dialog for the FMOVE and FMOVEM instructions if a read
of the operand CIR occurs before the evaluate <ea> and transfer data (DR=1) or the transfer
multiple coprocessor registers (DR =1) primitive is issued. In this case, the protocol violation is
not reported via the take mid-instruction primitive as is the normal case. Instead, the MC68882
ignores the access completely, and it is the responsibility of the system watchdog timer to abort
the access to the operand CIR by asserting the bus error signal to the main processor. The MC68020
and MC68030 cannot cause this protocol violation to occur except through misuse of the MOVES
instruction.

A protocol violation cannot occur as a result of an access to the reserved register locations, a
read of a write-only register, or a write to a read-only register (a read of a reserved or write-only
register always returns a value of all ones). One exception to this rule is that a write access to
the register select CIR causes a protocol viplation. Reads of the save or response CIR are always
valid as are writes to the restore or control CIR.
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While the MC68881 can request that the MPU write the instruction address CIR (by setting the
PC bit in a primitive response), accesses of this register are neither expected or unexpected. Thus,
when the MC68881 is utilized as a peripheral processor where no concurrent instruction execution
occurs, requests to transfer the PC may be ignored without incurring a protocol violation. When
the instruction address CIR is written by the main processor, the MC68881 updates the FPIAR
with the written value without regard to “correct” protocol.

Since the MC68882 provides concurrent execution of multiple floating-point instructions, it re-
quires program counter values to be transferred when requested to guarantee a valid FPIAR for
a concurrently-executed instruction which reports an exception. Whenever the MC68882 requests
the PC value, it reports a protocol violation if the main processor does not transfer the PC value
by writing the instruction address CIR.

A protocol violation is the highest priority coprocessor-detected exception. It is also considered
to be a fatal exception, since the MPU acknowledgment of the protocol violation exception clears
any pending FPCP instruction exceptions and aborts any instruction in progress.

NOTE

To distinguish between a protocol violation detected by the MPU or the FPCP, an ex-
ception handler can read the response CIR and evaluate the returned primitive. If the
protocol violation is detected by the FPCP due to an unexpected access, the operation
being executed previously is aborted, and the FPCP assumes the idle state when the
exception acknowledge is received. Therefore, the primitive read from the response CIR
is null (CA=0). If the protocol violation is detected by the MPU due to an illegal primitive,
the FPCP response CIR contains that primitive when the exception handler reads it. (Since
the FPCP cannot internally generate an illegal primitive, an MPU detected protocol vi-
olation indicates a hardware failure.)

To read the response CIR in a hardware independent manner, the trap handler should use the
move alternate address space (MOVES) instruction. For example, the following instruction se-
quence reads the response CIR of the coprocessor with CPID=1 into an MPU data register:

MOVE.B #7,D0 Prepare the SFC register

MOVEC DO,SFC for a CPU space cycle. . .

MOVES.W  $00022000,D0 Execute a “‘coprocessor’ cycle.

6.1.13 Recovery from Exceptions

When a coprocessor-detected exception occurs, enough information is made available to the trap
handler to perform the necessary corrective action and then resume execution of the program
that caused the exception. Of course, in some instances, it may not be valid to resume execution
of the program; recovery is not possible for protocol violations. The information available to an
exception handler is described in the previous sections, and the following paragraphs describe
the methods used to resume execution of a program after an exception is appropriately handled.

In all cases, the stack frame generated by the MPU in response to a coprocessor-detected exception
contains a program counter value that points to the instruction to be executed upon return from
the exception handler. In the case of pre-instruction exceptions, the instruction to be executed
upon return is the FPCP instruction that was attempted, but preempted by a pending exception.
For mid-instruction exceptions (other than interrupts), two pointers are saved: the address of the
FPCP instruction that caused the exception and the address of the instruction immediately fol-
lowing that FPCP instruction. Furthermore, the FPIAR contains a pointer to the FPCP instruction
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that caused the exception in both cases. Thus, an exception handler can always locate the in-
struction that caused an exception, and identify the next instruction to be executed upon return
from the handler.

When the MPU executes a return from exception (RTE) instruction, it reads the stack frame from
the top of the active system stack and restores that context. In the case where the stack frame
was generated by an FPCP pre-instruction exception, the context that is restored is the MPU
context of the preempted FPCP instruction. The FPCP instruction begins execution in the normal
manner, with the MPU writing the coprocessor command word to the FPCP.

In the case where the RTE stack frame is generated by a coprocessor-detected mid-instruction
exception, the context restore operation is slightly different. In this case, the MPU must complete
execution of the instruction that was suspended by the exception. When the RTE instruction
completes execution, the MPU first reads the response CIR of the FPCP to determine the next
appropriate action.

NOTE

ﬂ Since the MC68881 always finishes execution of the instruction that causes this type of
exception before reporting it, the response that is returned is null (CA=0, PF=1), which
releases the main processor to continue with the execution of the next instruction. Note
that after a take mid-instruction exception primitive is returned, the main processor is
not required by the MC68881 to perform a read from the response CIR before initiating
the next floating-point instruction, but the MPU always performs this action when proc-
essing a mid-instruction stack frame.

An MC68881 arithmetic exception handler (i.e., a handler for any exception other than the BSUN
exception) routine is not required to perform any action to clear the cause of an exception. In
fact, an MC68881 arithmetic exception handler may consist of a single RTE instruction (which
produces the same logical effect as disabling an exception). This is because the main processor
acknowledges the exception by writing to the control CIR when the coprocessor signals an ex-
ception to the MPU, and the exception acknowledge clears any pending exceptions in the MC68881.
Thus, the MC68881 arithmetic exception handler is not required to clear any status bits or read
any MC68881 registers in order to prevent the reocurrence of an exception when an RTE instruction
is executed. However, an RTE instruction alone does not prevent the reoccurrence of an MC68882
exception. The MC68882 does not clear the pending floating-point exception in response to the
exception acknowledge. An MC68882 arithmetic exception handler must meet certain require-
ments in order to clear the cause of the exception. Refer to 5.2.2 Exception Handler Code for the
MC68882 exception handler requirements. In the case of the BSUN exception handler, some action
must be taken (as described in 6.1.1 Branch/Set on Unordered (BSUN) by the exception handler
to avoid an infinitely executing loop.

For the MC68881, if an exception handler includes any FPCP instruction other than an FMOVEM,
an FSAVE should be the first FPCP instruction to be executed. This assures that an exception
handler cannot generate any exceptions related to, or modify the context of, the program that
caused the exception. For the MC68882, all exception handlers must begin with an FSAVE in-
struction, even when they do not contain any floating-point instructions. The FPIAR value must
be saved before any instruction other than an FMOVEM is executed, so that the address of the
instruction that caused the exception is not lost. When the exception handler completes the error
recovery and is prepared to return to the suspended program, an FRESTORE is executed as the
last FPCP instruction; this restores the previous context of the program that caused the exception.
Refer to 5.2.2 Exception Handler Code for other requirements of the MC68882 exception handler.
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6.2 MAIN PROCESSOR DETECTED EXCEPTIONS

The following paragraphs describe exceptions that are detected by the MPU during FPCP instruc-
tion execution. Refer to the main processor user’'s manual for additional information on these
exceptions, and the pre- and mid-instruction exception main processor stack frames.

6.2.1 Trap on Coprocessor Condition Instruction

The FPCP trap on condition instruction is initiated when the MPU writes a conditional predicate
to the FPCP for evaluation and reads a true/false result in the FPCP response primitive. |f the FPCP
indicates that the condition is true, the MPU takes a post-instruction exception using the TRAPV/
TRAPcc vector number.

The stack frame generated by the MPU in response to this exception contains two pointer values:
1. A pointer to the FTRAPcc instruction that caused the exception

2. A pointer to the instruction that follows the FTRAPcc (the pointer to which the processor
returns if an RTE instruction is executed)

6.2.2 lllegal Instructions

The FPCP instructions consist of an operation word, a coprocessor command word (if any), and
extension words (if any). The MPU detects illegal operation words, and the FPCP detects illegal
command words. When the MPU detects an illegal operation word for a coprocessor instruction,
it takes a pre-instruction exception using the F-line emulator vector number. Refer to 4.7 IN-
STRUCTION ENCODING DETAILS for specific bit patterns that are illegal coprocessor operation
words.

In addition to detecting an illegal operation word, the MPU can detect an illegal instruction even
though the operation word is valid. This occurs when the addressing mode of the instruction is
not valid. When the FPCP returns a primitive response to the MPU that requests a data transfer
to or from the effective address, the FPCP either implicitly or explicitly indicates the valid ad-
dressing modes for an instruction. Thus, the MPU can determine that properly formed FPCP
operation words and primitive responses are invalid if they specify operations that are illegal,
such as writing to a non-alterable effective address.

When the MPU detects an invalid instruction in this manner, it terminates the FPCP execution of
the instruction by writing an abort to the control CIR. (The MC68882 only aborts the instruction
with the invalid effective address without disturbing concurrently-executed instructions. The MPU
then takes a pre-instruction exception using the F-line emulator vector number. Termination of
the FPCP instruction execution in this manner does not alter any visible processor or coprocessor
registers or status (such as pending coprocessor exceptions). Use of the F-line emulator trap
allows the operating system to emulate any extensions to the FPCP that are not supported by a
specific processor.

6.2.3 Main-Processor-Detected Protocol Violations

If the MPU reads an FPCP response primitive that it interprets as an illegal primitive, it does not
terminate the FPCP execution of the instruction by writing to the coprocessor interface control
register. Instead, the MPU takes a mid-instruction exception using the coprocessor protocol vi-
olation vector number.
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Since the FPCP never issues an illegal response primitive, this feature of the MPU serves to detect
a failure of interprocessor communications. If a protocol violation is taken on an FPCP instruction,
whether detected by the FPCP or the MPU, a system failure may be assumed. Refer to 6.1.12
Coprocessor-Detected Protocol Violation for an example of how an exception handler can de-
termine the cause of a protocol violation.

6.2.4 Trace Exceptions

To aid in program development, the MPU includes a facility to allow instruction-by-instruction
tracing. In the single-step trace mode, after each instruction is executed, the MPU takes a post-
instruction exception using the trace vector number. This allows a debugging program in the
trace exception handler to monitor the execution of a program under test. Refer to the main
processor user’'s manual for a complete description of the trace mode.

Many FPCP instructions can operate concurrently with MPU instructions, and defer the reporting
of coprocessor detected instruction exceptions until the next FPCP instruction is dispatched by

the MPU. This provides a sequential instruction execution model even though concurrent instruc-

tion execution may occur. To guarantee that pending exceptions are always reported at the same
point in an instruction sequence, regardiess of whether tracing is enabled, the FPCP always
releases the MPU at the end of an instruction that allows concurrency before reporting the ex-
ception. This sequence is important, because the MPU (when in the trace mode) waits for an
instruction to complete before proceeding.

To provide consistent reporting of exceptions, the FPCP always returns the null (CA=0, PF=1)
primitive when it completes execution of an instruction that allows concurrency, and then reports
a pending exception only after a write to the command or condition CIR.

The synchronization of the two devices in the trace mode is accomplished through the PF bit in
the null primitive (see 7.1 CHIP-SELECT DECODE). When the trace mode is enabled, the MPU
repeatedly reads the response CIR to determine when the FPCP completes instruction execution.
If the null (CA=0, IA=1, PF=0) primitive is read, then the MPU checks for pending interrupts,
and if none are pending, reads the response CIR again. This process continues until the MPU
receives a null (CA=0, PF = 1) primitive from the FPCP, at which time it performs the trace exception
processing.

In order for a trace exception to be transparent to normal program execution, the trace handler
routine must take certain precautions to prevent disturbing the context of the FPCP. When the
main processor detects an exception, it automatically saves the most volatile portion of the current
context and processes the exception immediately; thus, the trace handler routine is not required
to perform any MPU context save in order for the system to operate properly. The FPCP does not
operate in this manner, since it cannot initiate exception processing until the MPU attempts to
execute a new floating-point instruction. Also, the context information that must be saved for the
FPCP is more extensive than that of the main processor; thus, the software must perform the
save only when necessary. The important consideration for a trace exception handler is that it
must perform a more extensive context save for the FPCP than for the MPU (since part of the
MPU context save is automatic). Also, it should not execute any FPCP instruction that may cause
a pending exception to be reported, or a new exception to occur.

Because of these constraints, the first and last FPCP instructions of a trace exception handler
should be the FSAVE and FRESTORE instructions, respectively. By executing the FSAVE instruction
before any other floating-point instruction, the FPCP saves any pending exceptions in a state
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frame and then clears them internally; thus, an exception generated by the main program cannot
be reported while the trace exception handler is executing. After the FSAVE instruction is executed,
the FMOVEM instruction can be used to save the user-visible portion of the FPCP context. Then
the trace handler is free to utilize the coprocessor as desired, without affecting the main program
context. When the trace handler is ready to return to the main program, the FMOVEM instruction
is used to restore the user-visible context, followed by an FRESTORE instruction to reinstate the
exact context of the FPCP prior to the trace exception processing. Note that since the MPU is
forced to wait until the completion of an FPCP instruction before processing a pending trace
exception, the execution of the FSAVE instruction by the trace handler always results in an idle
state frame being saved. The user-visible registers contain the results of the last floating-point
instruction. This would not be the case if the trace exception handler were allowed to begin
execution before the FPCP instruction is completed. Processors other than the MPU must imple-
ment the trace synchronization mechanism in software (by polling the PF bit) in order to assure
these conditions.

6.2.5 Interrupt

When the FPCP is busy executing an instruction, it may issue a null (CA=1, IA=1) primitive
response, which requests the MPU to continue polling the response register. (This only occurs if
the FPCP requires additional services from the MPU for the current instruction.) This response
also indicates to the MPU that it may sample interrupts between reads of the response CIR. If
there is no interrupt pending, the MPU reads the response CIR again. If there is an interrupt
pending, the MPU takes an interrupt exception using the mid-instruction stack frame. Upon exiting
from the interrupt handler, the MPU re-polls the FPCP response CIR to continue the suspended
instruction dialog.

In the trace mode, an interrupt can temporarily break the synchronization of the MPU and the
FPCP. This can occur when the MPU receives a null (CA=0, IA=1, PF=0) primitive. In this case,
the MPU checks for interrupts before reading the response CIR again; if an interrupt is pending,
the interrupt exception is processed immediately. In response to the interrupt, the MPU saves a
10-word mid-instruction stack frame with the trace pending status saved as part of the previous
context information. When the interrupt handler completes execution and performs an RTE in-
struction, the MPU returns to the trace pending mode and reads the response CIR to determine
if the previous coprocessor instruction is completed. In this manner, the exception processing for
the interrupt is completely transparent to the handling of the trace exception by the MPU and
FPCP pair.

If an interrupt handler for a system using an MC68881 requires the use of the MC68881, or if a
task switch requires that the context be saved, an FSAVE instruction should be the first floating-
point instruction executed by the routine. To restore the original context, an FRESTORE must be
executed by the routine before the RTE instruction. If an interrupt handler does not interact with
the MC68881, no context save operations are required.

For a system using an MC68882, each interrupt handler must be enclosed within an FSAVE/
FRESTORE instruction pair, even if the handler does not execute an MC68882 instruction.

Many FPCP instructions require a fairly long time to execute, and the MPU may be forced to wait
until the FPCP execution is complete before proceeding to the next instruction (either because
the instruction does not allow concurrency or the main processor is in the trace mode). Normally,
the MPU can only process pending interrupts when it reaches an instruction boundary, but this
might adversely affect interrupt latency if it is not allowed to process interrupts while waiting on
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the FPCP. To reduce interrupt latency as much as possible, the FPCP always sets the interrupts
allowed (IA) bit in the null (CA=1) and null (CA=0, PF=0) primitives; thus allowing interrupts to
be processed while the MPU is waiting for the coprocessor to complete an operation. In fact,
most FPCP instructions, regardless of their overall execution time, provide for very small interrupt
latency times. The worst case interrupt latency instruction for the FPCP is the FRESTORE with a
busy state frame (see 8.3 INTERRUPT LATENCY TIMES for more information).

6.2.6 Address and Bus Errors

Bus cycle faults may occur while processing FPCP instructions during the MPU accesses of the
coprocessor interface registers, or during memory cycles run by the MPU to access instructions
or data. If the MPU receives a fault while running the bus cycle which initiates an FPCP instruction
(i.e., the initial write to the command or condition CIR), it assumes that no FPCP is present in the
system, and takes a pre-instruction exception using the F-line emulator vector number. Thus, an
MPU system may utilize software emulation of the FPCP or provide hardware floating point, and
the actual configuration is transparent to the application program. If any other access to the FPCP
ﬂ is faulted, it is assumed that the coprocessor has failed, and the MPU takes a bus error exception.

If the MPU has a memory fault while executing an FPCP instruction, it takes an address error or
bus error exception. After the fault handler corrects the fault condition, it may return and com-
munication with the FPCP continues as if the fault had not occurred.

6.2.7 Privilege Violations

The MPU operates at one of two privilege levels: the user level or the supervisor level. The
privilege level determines which operations are legal, and the S bit in the MPU status register
determines the privilege level. Most programs execute at the user level where accesses are
controlled, and effects on other parts of the system are limited. The operating system executes
at the supervisor level, has access to all resources, and may execute all instructions; hence, it
performs the overhead tasks for the user level programs.

The FPCP FSAVE and FRESTORE instructions are privileged instructions; all others are non-
privileged. An attempt to execute the FSAVE or FRESTORE instructions while at the user privilege
level results in the MPU taking a pre-instruction exception using the privilege violation vector
number.

6.2.8 Format Error Exceptions

When the FRESTORE instruction is executed, the FPCP checks the validity of the format word
written to the restore CIR by the MPU. Refer to 6.4.2 State Frames for information on the format
word. The FPCP returns an invalid format word ($02XX) in the restore CIR when the format word
from MPU is not valid. The MPU then takes a pre-instruction exception using the format error
vector number. Refer to 7.5.4.7 FORMAT EXCEPTION, FRESTORE INSTRUCTION for further in-
formation on the FRESTORE format error exception.

When an FSAVE instruction is initiated while the FPCP is executing a previous FSAVE or FRESTORE
instruction, the FPCP returns an invalid format word ($02XX) in the save CIR. The MPU then takes
a pre-instruction exception using the format error vector number. Refer to 7.5.4.6 FORMAT EX-
CEPTION, FSAVE INSTRUCTION for further information on the FSAVE format error exception.
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6.3 MC68882 EXCEPTION HANDLERS

MC68882 exception handlers can be derived by modifying existing MC68881 handlers. The re-
quired modifications are discussed in 5.2.2 Exception Handler Code. Note that if the guidelines
in the referenced text are met, the resulting MC68882 handlers can be used with no adverse effects
for systems that use the MC68881. Since the MC68882 is pin-compatible and user-software-
compatible with the MC68881, the exception handlers can be written to meet the system software
requirements of both the MC68881 and the MC68882. When this is done, systems that only use
the MC68881 at present can replace the MC68881 with the MC68882 using the same socket, without
changing either applications or systems software.

6.4 CONTEXT SWITCHING

In most types of multitasking systems, it is often necessary to take control from one program and
give control to another program. This requires the operating system to extract (from the FPCP)
data corresponding to one program context and load the context corresponding to the next
program to be executed. The information that must be exchanged is divided into two categories:

1. Programmer’s model consists of data accessible by the programmer using non-privileged
instructions. This data is saved and restored using the FMOVEM instructions.

2. Internal state consists of various internal flags and registers that are vital in restoring the
FPCP to the proper state. The application program need not be concerned with the internal
state. These internal flags and registers are accessed by the privileged FSAVE and FRESTORE
instructions.

The following paragraphs describe how this context information is manipulated.

6.4.1 FSAVE and FRESTORE Instruction Overviews

The basic mechanism for performing a context switch on the FPCP is provided by the FSAVE and
FRESTORE instructions. These instructions are a logical extension to the instruction continuation
mechanism that is used by the MC68010, MC68020, and MC68030 processors to support virtual
memory. The FSAVE instruction is treated much like a microcode level interrupt to the FPCP,
instructing it to suspend any operation that is being executed (at the earliest possible boundary)
and make a complete copy of the internal state of the machine into memory. This is similar to
the effect of the assertion of bus error to the main processor. To restore the internal state saved
by the FSAVE instruction, the FRESTORE instruction is used, which is similar to the RTE instruction
on the main processor.

The internal state information that is stored in memory by the FSAVE instruction contains the
image of the flags and registers not visible to the user, including the address in the microprogram
counter, temporary register values, and pending exception information. After the execution of an
FSAVE, the FPCP enters the idle state, and any pending exceptions are cleared. To perform a
complete context save, FMOVEM instructions must be used to save the user-visible portion of
the machine; and then a new context may be loaded. When it is necessary to reload the context
that was previously saved, these steps are reversed: first, the FMOVEM instructions load the user-
visible context, followed by an FRESTORE instruction, which loads the non-user-visible context.
After the execution of the FRESTORE, the FPCP returns to the exact context that existed just before
the FSAVE instruction was executed, and execution continues from that point.

Depending on the state of the FPCP when an FSAVE instruction is executed, the format of the
internal state information written to memory may be in one of three forms: idle, null, or busy.
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Also, the FPCP may force the MPU to wait for a short time while the internal state is prepared
for the save operation. During execution of an FRESTORE instruction, the FPCP interprets the
state information read from memory (and written to the restore CIR) to determine the appropriate
response action. The FRESTORE is destructive in that the FPCP immediately stops any operation
that it may be performing and begins to load the next context; thus there is no need for a
mechanism in the FRESTORE instruction to allow the FPCP to make any service requests to the
MPU. The protocol of the FSAVE and FRESTORE instructions is described in detail in a subsequent
paragraph.

6.4.2 State Frames

The three state frame formats that are generated by the MC68881 are shown in Figure 6-4. In all
three state frames, the first long word of the frame has the same format. The least significant
word of this long word is reserved for future definition by Motorola; it is included to allow long
word alignment of a state frame in memory. The most significant word of the first long word

(called the format word) contains the version number of the coprocessor that generated the state
n frame (in the most significant byte) and the size of the internal state stored in the frame (in the

least significant byte). For the null state frame, the size value is undefined. Although the version
number and frame size values are defined by the MC68881, the M68000 Family coprocessor
interface defines the null format word which is the one format word value that must be recognized
by any coprocessor as described in a subsequent paragraph.

Two of the state frame formats for the MC68882, shown in Figure 6-5, differ from the corresponding
state frames for the MC68881 in two respects. First, the idle and busy state frames each contain
32 additional bytes, which store the CU internal state. Second, the saved CU internal state is saved
at the top of the frame, immediately following the format word. This results in offsets to the APU
information that are greater than those for corresponding data in the MC68881 state frames by
$20. The null state frame consists only of the format word in both coprocessors.

When an FSAVE instruction is executed, the format word is the first data item transferred to the
MPU, and the main processor uses the size value to perform the correct address calculations.
During an FRESTORE instruction, the format word is written to the FPCP to initiate the restore
operation. When this occurs, the FPCP checks the version number and frame size values for validity
and signals a format exception if they are not valid for this particular device. The version number
is an 8-bit value that identifies the microcode version of the FPCP, and the format of this number
is defined internally by the FPCP. Future devices will use a unique combination of the version
number and frame size values in order to guarantee that various revisions of the device cannot
incorrectly utilize an internal state frame that is not valid for that revision.

In addition to being used by the FPCP to validate a state frame before it is used in a restore
operation, the format word can be used by a user program to identify the format of a state frame
and the saved state of the FPCP. In the following descriptions of the three state frames, the data
format within a frame is guaranteed only for those version number and frame size values given
in the accompanying tables. Routines that utilize state frame information must examine the format
word to correctly identify any data formats that are subject to change by Motorola.

NOTE

The state size value in the format word indicates the size (in bytes) of the FPCP internal
state information. This size value does not include the format word or the reserved word.
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NULL STATE FRAME

31 23 15 7 0

[ $00 (UNDEFINED) r (RESERVED)

IDLE STATE FRAME

31 23 15 7 0
$00 VERSION NUMBER $18 (RESERVED)
$04 COMMAND./CONDITION REGISTER (RESERVED)
508
s0c EXCEPTIONAL OPERAND

12 BYTES)
$10
$14 OPERAND REGISTER
$18 BIU FLAGS
BUSY STATE FRAME

3 23 15 7 0
$00 VERSION NUMBER r sB4 (RESERVED)
$04
508
$ac / INTERNAL REGISTERS Z
SAC 180 BYTES)
380
384

Figure 6-4. MC68881 State Frame Formats
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NULL STATE FRAME

3 23 15 7 0
$00 (UNDEFINED) {RESERVED) ]

IDLE STATE FRAME

31 23 15 7 0
$00 VERSION NUMBER $38 (RESERVED)
$04 COMMAND/CONDITION REGISTER (RESERVED)

$08
INTERNAL REGISTERS

(32 BYTES) /

$24
$28
- EXCEPTIONAL OPERAND

(12 BYTES)
$30
$34 OPERAND REGISTER
$38 BIU FLAGS

BUSY STATE FRAME
3 23 15 7 0

500 VERSION NUMBER $04 ] (RESERVED)
$04
508
$0C / INTERNAL REGISTERS ?
scc (212 BYTES)
$00
04

Figure 6-5. MC68882 State Frame Formats
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6.4.2.1 NULL STATE FRAME. As shown in Figures 6-4 and 6-5, no internal state information is
saved in the null state frame. Only the coprocessor version number (0) is indicated. Version number
0 is a wild card number, allowing this state frame type to be restored to a coprocessor of any
version. The size value of a null state frame is not assumed to be valid during a save operation
and is ignored by the FPCP during a restore operation. A restore of the null state performs the
reset function with all floating-point data registers loaded with non-signaling NANs and with the
FPCR and FPSR set to zero. A save of the null state results when no FPCP instructions have been
executed since the last null state restore or hardware reset. Note that a save of a null state indicates
that the FPCP programmer’s model is empty, and thus does not need to be saved with a FMOVEM
instruction.

6.4.2.2 IDLE STATE FRAME. As shown in Figure 6-4, 24 bytes of internal state are saved in the
idle state frame for the MC68881. For the MC6882, the idle state frame consists of 56 bytes (see
Figure 6-5). The format word indicates the coprocessor version number and state size (24 or 56
bytes in addition to the format word). An idle state frame is produced if an FSAVE occurs when
a floating-point instruction is not being executed, or when the current instruction is in the end
phase (refer to 6.4.3.5 END PHASE for a definition of the end phase).

In addition to being used for context switching, the idle state frame contains information that is
useful to most floating-point exception handlers. First, it contains the exceptional operand value,
which can be evaluated by an exception handler to determine the cause of an exception. Second,
it contains the BIU flag word that indicates the status of the FPCP at the time of an FSAVE
instruction. For example, this information can be used by the trace exception handler in a debug
monitor to display the pending exception status along with the register state of the machine.

As shown in Figure 6-4, the idle state frame for the MC68881 contains four data items: the
command/condition register image, the exceptional operand, the operand register image, and the
BIU flags. A reserved word is also included in order to align the state frame to a long-word
boundary; it is written as $FFFF and ignored during restore operations. The command/condition
word and operand register may contain temporary information, as indicated by the BIU flags.

The idle state frame for the MC68882 contains 32 words of CU internal register and state infor-
mation between the command condition register and the exceptional operand. It is otherwise
identical to the idle state frame for the MC68881.

The format of the BIU flag word is shown in Figure 6-6. Only the 16 most significant bits in the
BIU flag word are defined; the undefined bits are written as ones during save operations and
ignored during restore operations.

The definitions of the 16 flag bits are:

Bits 16-19 These bits contain internal state information about the CU and should not be
modified.
Bits 20-23 These bits are set when valid data is contained in the operand register image

of the state frame. There is one flag bit for each byte in the 32-bit operand
register image; if a bit is one, there is valid data in the corresponding byte. If
a bit is zero, the data in the corresponding byte is assumed to be invalid. These
bits can be used to qualify the image of the operand register and should not
be modified.
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INTERNAL STATE INFORMATION
(MC68882 ONLY)

31 26 23 20 15 7 0

l— OPERAND REGISTER BITS 24-31 VALID

OPERAND REGISTER BITS 16-23 VALID
OPERAND REGISTER BITS 8-15 VALID
OPERAND REGISTER BITS 0-7 VALID
OPERAND TO MEMORY MOVE PENDING
FLOATING-POINT EXCEPTION PENDING
ACCESS OF OPERAND REGISTER EXPECTED
PENDING INSTRUCTION OR ACCESS TYPE
INSTRUCTION PENDING

PROTOCOL VIOLATION PENDING

UNDEFINED, RESERVED (1 WHEN READ)

Figure 6-6. BIU Flag Format

Bits 24-25 These bits contain internal state information about the CU and should not be
modified.
Bit 26 This bit indicates that the FPCP has completed any necessary operand con-

versions and is ready to write an operand to memory. If this bit is a zero, an
operand transfer to memory is pending. This bit should not be modified.

Bit 27 This bit indicates that a floating-point exception is pending, which is reported
when the MPU attempts to initiate the next floating-point instruction (after an
FRESTORE of this state frame). If this bit is zero, an exception is pending, and
the logical AND of the FPSR EXC and FPCR ENABLE bytes indicates the type
of the pending exception. This bit may be read by an exception handler (par-
ticularly a trace routine) to determine the exception status of the FPCP. As
described in a subsequent paragraph, a user program can modify this bit and
the FPSR EXC and FPCR ENABLE byte images to create a software generated
pending exception.

NOTE

This bit must be set by the exception handler immediately before an FRESTORE
and RTE instruction. When this bit is not set in the exception handler, the
MC68882 re-executes the handler.

Bit 28 This bit indicates that the FPCP is expecting the next coprocessor interface
register access to be to the operand CIR. This bit is used by the BIU as part of
the protocol violation checking hardware and should not be modified. If this
bit is a zero, an access of the operand CIR is pending, and the state of bit 29
determines whether the expected access is a read or write cycle. Bits 28-30
combine to define the pending operation as listed in Table 6-4.
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Table 6-4. BIU Flag Bit Definitions

30 29 28 Definition
0 0 0 | (Undefined, Reserved)
0 0 1 Conditional Instruction Pending
0 1 0 (Undefined, Reserved)
0 1 1 General Instruction Pending
1 0 0 Write of Operand CIR Pending
1 0 1 (Undefined, Reserved)
1 1 0 Read of Operand CIR Pending
1 1 1 No Pending Instruction or Operand CIR
Access
Bit 29 This bit defines the type of pending operand access that is expected or the type

of pending operation that is saved in the command/condition register image.
This bit should not be modified. Bits 28-30 combine to define the pending
operation as listed in Table 6-4.

Bit 30 This bit indicates that the FPCP has received a new command word or condi-
tional predicate from the MPU, but has not been able to begin execution of
that operation. If this bit is zero, the command word or conditional predicate
that was received is contained in the command/condition register images of
the state frame. This bit should not be modified. Bits 28-30 combine to define
the pending operation as listed in Table 6-4.

Bit 31 This bit indicates that a protocol violation has been detected by the FPCP, and
the MPU has not responded with an exception acknowledge or abort operation.
If this bit is a one, a protocol violation is pending. This bit should not be
modified.

NOTE

The formats of the idle state frame and the BIU flags shown are for the initial
production versions of the FPCP; this format is identified by the format word
values ($1F18 and $3F18 for the MC68881, and $1F38 for the MC68882). Mo-
torola reserves the right to utilize different state frame formats and format word
values to support future revisions to the FPCP.

The only bit in the BIU flag word that can be modified by software is bit 27, the exception pending
bit. If this bit is zero, an exception is pending and may be cleared by changing it to a one.
Alternatively, the type of the pending exception can be changed by modifying the FPSR EXC byte
and/or the FPCR ENABLE byte before executing an FRESTORE. Finally, if the pending exception
bit is one (indicating that no exception is pending), it can be changed to make an exception
pending; the type of exception pending is defined by the FPSR EXC and FPCR ENABLE bytes. In
all of these cases, the change in the exception status takes effect when the state frame is utilized
by an FRESTORE instruction.

The exception pending bit (referred to as EXC PEND) in the BIU flag word is the image of the
exception pending signal internal to the FPCP. Normally, EXC PEND is negated by the FPCP
execution unit when an instruction (other than an FMOVEM, FMOVE control register, FSAVE,
FRESTORE) begins execution, and is asserted if an exception occurs during the instruction. The
bus interface unit uses EXC PEND to determine the primitive response that is encoded in the
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response CIR after a write to the command or condition CIRs, or after the completion of the
transfer of a floating-point operand to memory. If EXC PEND is true when an attempt is made to
initiate an FPCP instruction (other than an FMOVEM, FMOVE control register, FSAVE, or FRES-
TORE), the response CIR is encoded to the take pre-instruction exception primitive (or the take
mid-instruction primitive when the instruction in the CU is reporting an exception caused by the
instruction in the APU); otherwise, the dialog for the instruction is started. If EXC PEND is true
at the end of the move of a floating-point operand to memory, the response CIR is encoded to
the take mid-instruction exception primitive; otherwise it is encoded to the null (CA=0, PF=1)
primitive. The vector number that is encoded in the take exception primitive is determined by the
state of the FPSR EXC and FPCR ENABLE bytes and corresponds to the highest priority exception
that is enabled. The MPU responds to the take exception primitive by writing an exception ac-
knowledge to the control CIR. When the MC68881 detects the exception acknowledge, it clears
EXC PEND. However, the MC68882 does not clear the EXC PEND bit. It is the responsibility of the
exception handler to clear EXC PEND, using the instructions listed in 5.2.2 Exception Handler
Code.

With this understanding of how EXC PEND (and its image in the BIU flag word) affects the operation
of the FPCP, a programmer can make exceptions pending in the FPCP under software control.
Or, conversely, a pending exception type may be changed or cleared if necessary.

6.4.2.3 BUSY STATE FRAME. As shown in Figure 6-4, 180 bytes of internal state are saved in the
MC68881 busy state frame. The format word indicates the coprocessor version number and state
size (180 bytes). The busy state is produced if an FSAVE occurs when a floating-point instruction
is in the initial or middle phase. Due to the volatile nature of the FPCP internal state during
calculation, this state frame does not contain any information useful to applications programs,
and the frame should not be modified in any way.

The MC68882 busy state frame contains 212 bytes, including 32 bytes of CU internal state infor-
mation (refer to Figure 6-5). The format word contains the coprocessor version number and the
state size. Otherwise the MC68882 busy state frame is identical to the busy state frame of the
MC68881.

6.4.3 FSAVE Protocol

Table 6-5 lists five possible phases of the execution of a floating-point instruction that can apply
at the time an FSAVE instruction is executed. For each phase, the table shows the response time
and the state frame type.

Table 6-5. MC68881/MC68882 Responses
to Save Command

Phase Name Response Time State Frame Type
Reset Immediate Null
Idle Immediate Idle
Initial Immediate Busy
Middle Periodic Busy
End Delayed Idle

When the MPU decodes an FSAVE instruction, it attempts to initiate a save operation in the FPCP
by reading from the save CIR. If the FPCP is ready to perform the save, it responds with a valid
state frame format word. The format word informs the MPU that the coprocessor is ready to
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transfer the state frame and also what size frame is to be saved. If the FPCP is not ready to begin
the transfer of the state frame, it returns the come-again format word, forcing the MPU to wait.
When the MPU receives the come-again format word, it checks for pending interrupts and proc-
esses them if necessary. Otherwise, it repeatedly reads the save CIR until a format word other
than come again is returned. When the FPCP receives a valid format word, it reads the number
of bytes indicated by the format word, four bytes at a time, from the operand CIR and writes them
to memory.

The FPCP always returns one of five format words in the save CIR. Table 6-6 shows the five format
word values and their meanings. In this table, the version number of the idle and busy format
words corresponds to the version number of the initial production versions of the MC68881; future
revisions of the device will utilize different version numbers to identify unique state frame formats.
If the format of the idle or busy state frame of a future version of the FPCP differs from that of
versions $1F and $3F for the MC68881 or $1F for the MC68882, Motorola will provide the new
format information when the new version is available.

Table 6-6. MIC68881/MC68882 Format

Word Definitions B

Format Word Definition and Frame Size
$00xx* Null State
$0Txx* Come Again
$02xx* lllegal, Format Error
$yv18** Idle State (MC68881)
$vvB4** Busy State (MC68881)
$vv3g** Idle State (MC68882)
$vvD4** Busy State (MC68882)

*The frame size byte for these format words is undefined for
the M68000 Family coprocessor interface. The value encoded
by each version is consistent; however, different versions are
not guaranteed to use the same values.

**Each different version encodes a unique version number in
“vv"" while using the same frame size value.

The come-again format word is returned by the FPCP to force the MPU to wait, as previously
described. When the FPCP is ready to complete a save operation, it returns one of the other valid
format words (null, idle, or busy) to the main processor and then transfers the appropriate state .
frame. The only time that the FPCP uses the illegal format word is when a read of the save CIR
occurs while the FPCP is performing a state save or state restore. Normally, this only occurs when
the execution of an FSAVE or FRESTORE instruction is suspended (e.g., due to a page fault during
the save or restore operation) and an attempt is made to execute a new FSAVE instruction. If this
happens, the illegal format word is returned to cause a format exception to be taken by the main
processor. When the MPU receives the illegal format word, it writes an abort to the control CIR
and initiates exception processing. In this case, the format error handler routine examines the
instruction that was being executed when the format error occurred and can determine whether
the second FSAVE instruction failed due to “nesting”’ of save or restore operations. Such an error
is considered to be a catastrophic system error since the FPCP context is lost and cannot be
recovered.

When the MPU receives an idle or busy format word, the bytes in the frame (four bytes at a time)
are transferred from the operand CIR to memory. First, the format word is written to memory at
the evaluated effective address. For the predecrement addressing mode, the value of the specified
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address register is saved in a temporary register, the size of the state frame is subtracted from
the address register, and the format word is pushed to that address. (Thus, the required stack
space is allocated before the save operation is started.) The state frame is then filled, from higher
addresses to lower addresses, using the temporary register as a pointer. For the control alterable
addressing modes, the format word is written to the specified address; then the address of the
last word of the frame is calculated (in a temporary register) and the frame is filled from higher
addresses to lower addresses. After the last byte of the state frame is written to memory, the
FPCP is in the idle state with no pending exceptions, and the MPU executes the next instruction
(it does not read the save or response CIR after the save operation).

The following paragraphs describe the response of the FPCP to an FSAVE instruction for the
various phases of instruction execution.

6.4.3.1 RESET PHASE. In this phase, no FPCP instructions have been executed since the last
hardware reset or FRESTORE of a null state frame. When the FPCP is in this state and an FSAVE
is executed, a null format word is returned immediately.

6.4.3.2 IDLE PHASE. In this phase, the FPCP is not executing an instruction, but at least one
instruction has been executed since the last hardware reset or FRESTORE of a null state frame.
When the MC68881 is in this state and an FSAVE is executed, an idle format word is returned
immediately, and an idle state frame is stored.

6.4.3.3 INITIAL PHASE. In this phase, the FPCP is acquiring instruction and operand words from
the MPU. In a virtual memory system, a memory fault can occur during this phase due to an
attempt to access an operand that is not resident in main memory. In this case, the MPU traps
to a fault handler to initiate a transfer from secondary storage, typically involving one or more
disk accesses. After initiating the transfer, the operating system usually switches the main pro-
cessor and coprocessor(s) to another program, thus necessitating a save of the coprocessor state
and restoration of the state of the coprocessor relative to the next program. To facilitate saving
and restoring the coprocessor, the FPCP responds immediately to a save command during the
initial phase by storing a busy state frame.

6.4.3.4 MIDDLE PHASE. The middle phase occurs only in FPCP instructions that take significant
processing time (i.e., remainder, transcendental functions, and BCD conversions). During this
phase, the internal microcode sequence of the FPCP provides for periodic checkpoints to determine
if the MPU has issued a save command. If the MPU initiates a save command to the FPCP between
check points, the FPCP sets an internal flag to denote the receipt of the command and returns a
come-again format word to the MPU. The MPU repeatedly reads the save CIR until it receives a
valid format word. The FPCP continues internal processing up to the next checkpoint, at which
time processing stops, and the next read of the save CIR acquires the appropriate format word
to start the save operation. At this point, the save command proceeds to completion, and the
FPCP supplies a busy state frame.

6.4.3.5 END PHASE. This phase begins when the FPCP is almost finished with a long instruction.
The length of the end phase is approximately equal to the amount of time required to perform a
save of a busy state frame. When the FPCP reaches the end phase, it takes less time to complete
execution of the instruction and save an idle frame than to immediately save a busy state. During
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this phase, the FPCP uses the come-again format word to force the MPU to wait for the completion
of the instruction, and then saves an idle state frame.

Note that most of the FPCP instructions proceed directly from the initial phase to the end phase,
and thus, most state frames generated by the FPCP are idle frames.

6.4.4 FRESTORE Protocol

When the MPU decodes an FRESTORE instruction, it evaluates the effective address to locate the
format word for the state frame, and writes that format word to the restore CIR of the FPCP. In
response to this write cycle, the FPCP aborts any operation that may be in progress and prepares
to load a new internal state. The format word that is written to the restore CIR is checked for
validity (it must be a null, idle, or busy format word with a version number that matches that of
the specified device) before the restore operation begins. After the MPU writes the format word
to the FPCP, it then reads the restore CIR to verify that the format word is valid. If the format
word is valid, the FPCP returns the same format word that was written; if the format word is not
valid, an illegal format word ($02xx) is returned. If the format word is successfully verified, the
MPU begins to transfer the state frame, four bytes at a time, from memory to the FPCP operand
CIR.

When transferring the state frame from memory to the FPCP, the MPU first transfers the format
word and, after it is verified, transfers the remainder of the state frame. The order of transfer is
the same for both the postincrement and the control addressing modes. The long word at the
lowest address is transferred first, followed by the long words at successively higher addresses.
For the postincrement addressing mode, the specified address register is not updated by the MPU
until the entire frame has been successfully transferred. Thus, a fault during an FRESTORE in-
struction generates a stack frame that does not overwrite any part of the FPCP state frame.

After the entire state frame has been transferred to the FPCP, the MPU continues with the execution
of the next instruction (it does not read the response CIR). If an exception related to the FPCP
caused the suspension of the task earlier, an RTE instruction is eventually executed to return to
the original context. Depending on the exception type, the RTE may re-establish the MCU/copro-
cessor protocol of the suspended operation or begin the execution of a new FPCP instruction.

6.4.5 Context Switching Summary

To perform a complete context save or restore operation, three FPCP instructions are required.
First, the FSAVE and FRESTORE instructions are used to transfer the non-user-visible portion of
the machine state between the FPCP and memory. Second, the FMOVEM instruction may be used
to transfer the user-visible portion of the machine, including the floating-point data and control
registers.

An important aspect of the FMOVEM instruction is that it cannot cause an exception or report a
pending exception; thus the context of the FPCP, including pending exceptions, can be saved and
restored in a manner that is completely transparent to a user program. Note that if an FSAVE
instruction stores a null state frame, the floating-point data and control registers are reset to their
default states, and the FMOVEM instructions are not needed. Figure 6-7 illustrates the manner in
which a full context switch might be performed.
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INSTRUCTION SEQUENCE TO STORE THE PREVIOUS CONTEXT

FSAVE —{An) SAVE MC68881 STATE FRAME
TST.B (An) CHECK FOR A NULL FRAME
BEQ NULL.SV SKIP PROGRAMMER'S MODEL; SAVE IF NULL
FMOVEM FPO-FP7,—(An) ELSE, SAVE DATA REGISTERS
FMOVEM FPCR/FPSR/FPIAR, — (An) AND SAVE CONTROL REGISTERS
MOVE.L #~1,—(An) PLACE NOT-NULL FLAG ON STACK
NULL.SV... ,
INSTRUCTION SEQUENCE TO LOAD THE NEXT CONTEXT
TST.B (An) CHECK FOR NULL FRAME OR NOT-NULL FLAG
BEQ NULLRST SKIP PROGRAMMER’S MODEL; RESTORE IF NULL
ADDQ.L #4,An ELSE, THROW AWAY THE NOT-NULL FLAG
FMOVEM (An)+ ,FPCR/FPSR/FPIAR RESTORE THE CONTROL REGISTERS
FMOVEM (An) + FP0-FP7 RESTORE THE DATA REGISTERS
NULLRST  FRESTORE (An)+ RESTORE THE FPCP STATE FRAME

Figure 6-7. Full Context Save/Restore Instruction Sequences
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SECTION 7
COPROCESSOR INTERFACE

This section describes the coprocessor interface with respect to the communication protocol
utilized by the MC68881/MC68882 (FPCP) and MC68020/MC68030 (MPU). This communication
protocol includes electrical and command level mechanisms that allow a coprocessor to act as
an extension to the main processor.

The connection between the MPU and the FPCP is an extension of the M68000 bus interface, with
the FPCP connected as an auxiliary device to the MPU. The FPCP is selected by a chip select (CS)
signal that is decoded from the MPU function code and address bus lines.

The FPCP contains a set of coprocessor interface registers (CIRs) by which the main processor
and coprocessor communicate. These registers are not related to the programming model im-
plemented by the FPCP. Rather, they are used as communication ports that have specific functions
associated with each register. When the FPCP is used as a coprocessor to the MPU, the program-
mer is never required to explicitly access these interface registers, since the coprocessor interface
is implemented in the hardware and microcode of the MPU. A main processor other than an MPU
explicitly accesses the FPCP CIRs using a software routine that simulates the behavior of the MPU
with respect to the coprocessor interface.

For more information on the electrical interconnection between the main processor and the FPCP,
refer to SECTION 11 INTERFACING METHODS.

7.1 CHIP-SELECT DECODE

The MPU does not require any special bus signals, beyond the normal M68000 Family bus control
signals, for connection to the FPCP. The former MC68000 interrupt acknowledge address space
(function code 111) is extended in the MPU to become the CPU address space. A portion of this
space, identified by the MPU address bus, is dedicated to coprocessor devices. Figure 7-1 illustrates
the information presented on the MPU address bus for coprocessor accesses in the CPU address
space.

31 20 19 16 15 13 12 5 4 0

00000000000()'001010;;40|00000000] CIRSELECTJ

Figure 7-1. MPU Address Bus Encoding for Coprocessor Accesses

During CPU space cycles, address bits A16-A19 indicate the CPU space function that the main
processor is performing. The MPU utilizes four of the possible 16 encodings of A16-A19 as listed
in Table 7-1.

The coprocessor identification (Cp-ID), A13-A15, is taken from the coprocessor instruction oper-
ation word (refer to 7.4 COPROCESSOR INSTRUCTIONS). The coprocessor interface register (CIR
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Table 7-1. MPU CPU Space Type Field Encoding

CPU Space Type

Field (A16-A19) CPU Space Transaction
0000 Breakpoint Acknowledge
0001 Access Level Control
0010 Coprocessor Communications
1111 Interrupt Acknowledge

select) field, A0-A4, is decoded by the FPCP to select the appropriate CIR. For a map of the FPCP
coprocessor interface registers in the CPU address space, refer to Figure 7-2. Since address bits
A20-A31 are not present on all implementations of M68000 processors, these bits are not essential
for decoding CPU space transactions and therefore are don't care bits.

The FPCP chip select decode, therefore, uses the MPU function codes (FC0-FC2), the CPU space
type field (A16-A19), and the Cp-ID field (A13-A15). The FPCP decodes the address bits A0-A4 to
determine the function (as defined by the selected CIR) of any coprocessor access.

3 16 15 . 0
$00 RESPONSE

$02 . CONTROL

$04 SAVE

$06 RESTORE

508 OPERATION WORD

$0A COMMAND

$0c (RESERVED)

$OE CONDITION

$10 OPERAND

$14 REGISTER SELECT (RESERVED)
$18 INSTRUCTION ADDRESS

$1C OPERAND ADDRESS

Figure 7-2. FPCP Coprocessor Interface Register Map

7.2 COPROCESSOR INTERFACE REGISTERS

Table 7-2 identifies the FPCP coprocessor interface register (CIR) locations in the CPU space that
are used for communications between the MPU and the FPCP. Figure 7-2 illustrates the memory
map of the CIRs on a 32-bit bus. When CS is asserted, the FPCP decodes the CIR select field of
the address bus (A0-A4) to select the appropriate coprocessor interface register.

When the FPCP is used on a 32-bit bus, the coprocessor interface registers appear at the logical
addresses shown in Figure 7-2 and Table 7-2. The M68000 dynamic bus sizing protocol is used
to place all word registers on the upper word of the data bus (D16-D31). This is accomplished by
asserting DSACK1 and leaving DSACKO negated when any word register (other than the register
select CIR) is accessed, regardless of the value of A1.
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Table 7-2. Coprocessor Interface Register Characteristics

Register A4-A0 Offset Width Type

Response 0000x $00 16 Read
Control 0001x $02 16 Write
Save 0010x $04 16 Read
Restore 0011x $06 16 R/W
Operation Word* 0100x $08 16 R/W
Command 0101x $0A 16 Write
(Reserved) 0110x $0C 16 —
Condition 0111x $OE 16 Write
Operand 100xx $10 32 R/W
Register Select 1010x $14 16 Read
(Reserved) 1011x $16 16 —
Instruction Address 110xx $18 32 Write
Operand Address* 111xx $1C 32 RIW

*These CIRs are optionally implemented by a coprocessor only if they are needed; since they are not used by
the MC68881, they are not implemented. Writes to these locations are ignored, and reads always return all
ones.

The following paragraphs describe the characteristics of each of the coprocessor interface registers
as implemented by the FPCP. In each description, the read/write attribute of each register is
included. If a register is read only, write accesses to that location are ignored; while read accesses

of a write-only register always return all ones. In all cases, the FPCP asserts DSACKx in response

to the assertion of CS in order to terminate the bus cycle.

7.2.1 Response CIR ($00)

This 16-bit read-only register is used to communicate service requests from the FPCP to the main
processor. A read of the response CIR is always legal, regardless of the state of an instruction
dialog. The formats of the response primitives that are returned through this register are detailed
in 7.4.2 Response Primitives.

The execution of an instruction by the FPCP does not start until the main processor reads the
response CIR for the first time after a write to the command CIR. Furthermore, a read of a primitive
from the response CIR usually causes the FPCP to proceed to the next state in an instruction
dialog. For example, if an evaluate effective address and transfer data primitive is encoded in the
response CIR and the main processor reads that primitive, it is assumed that the primitive was
successfully transferred (and saved for later use, if necessary) and that the requested service is
performed. In this case, the FPCP then changes the encoding of the response CIR to the null
primitive and waits for an access of the operand CIR to transfer the operand.

7.2.2 Control CIR ($02)

This 16-bit write-only register is utilized by a main processor to issue an exception acknowledge
or instruction abort to the FPCP. Figure 7-3 illustrates the format of this register. Only two of the
16 bits are defined: the exception acknowledge (XA) and abort (AB) bits.

15 14 13 12 n 10 9 8 7 6 5 4 3 2 1 0

| UNDEFINED, RESERVED | xa | s |

Figure 7-3. Control CIR Register
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The implementation of the MC68881 does not utilize these two bits; instead, it interprets a write
to this CIR address as an abort command, regardless of the data pattern written. Thus, an exception
acknowledge (in response to a take exception primitive) or abort (in response to an illegal format
word or aninvalid primitive request) issued during any MC68881 instruction protocol, or an explicit
write (e.g., with the MOVES instruction) to the control CIR always has the same effect on the
MC68881. Also, write cycles to this register are never illegal since the MC68881 always responds
in the same manner.

The response of the MC68881 to a write of the control CIR is:

1. To immediately terminate processing for any instruction that may be in progress. If an
arithmetic instruction is in progress when an abort is issued, the content of the destination
floating-point data register is undefined. No other user visible registers are disturbed.

2. To clear any pending exceptions.

3. To reset the bus interface unit to the idle condition. Thus, the MC68881 is ready to begin a
new instruction protocol following the write cycle.

Unlike the MC68881, the MC68882 distinguishes a write to the AB bit from a write to the XA bit.
A write to the AB bit is interpreted as an abort of the last instruction received. However, an abort
is only recognized during a certain window, which begins when the main processor writes an
instruction to the command CIR and extends to the last CIR read or write required for that in-
struction. If the write to the AB bit of the control CIR occurs during this abort window, an abort
function is initiated. Otherwise, a write to the AB bit is undefined and produces an undefined
result. The response of the MC68882 to a write to the AB bit is:

1. To immediately terminate the instruction to which the abort window applies. Any concurrent
instruction in progress within the MC68882 is allowed to complete.

2. To reset the bus interface unit to the idle condition, leaving the MC68882 ready to begin a
new instruction protocol following the write cycle.

The write to the XA bit signals the MC68882 that the main processor is responding to an MC68882-
detected exception. This write operation is necessary to clear any pending exceptions. However,
the write operation alone does not guarantee that the exception is cleared. For the floating-point
exception traps, it is the responsibility of the exception handler to clear the exception. If the
handler does not clear the exception, the MC68882 continues reporting the same exception every
time the main processor reads the response CIR. Refer to 5.2.2 Exception Handler Code for
additional exception handler requirements.

7.2.3 Save CIR ($04)

This 16-bit read-only register is used by the main processor to issue a context save command to
the FPCP, and by the FPCP to return the format word of the FPCP state frame to the main processor.
A read of this register causes any operation that may be executing (except a state save or restore)
to be suspended, and a state save operation is initiated.

Following the re&d of a not ready, come again format word from the save CIR, the next expected
access is a read of the save CIR. After the read of an idle or busy format word, the next expected
access is to the operand CIR (to transfer the state frame). After the read of a null format word,
the FPCP is in the reset state, and the next expected access is to the command or condition CIR.

The only time that a read of this register is illegal is when the FPCP is executing a state frame
transfer for an FSAVE or FRESTORE instruction; a read of the save CIR is legal at any other time.
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If the main processor reads the save CIR at an illegal time, the invalid format word is returned.
In response to the invalid format word, the main processor can write an abort to the FPCP to
return it to the idle state.

7.2.4 Restore CIR ($06)

This 16-bit read/write register is used by the main processor to issue a context restore command
to the FPCP and to validate the format word of a state frame. A write of this register causes the
FPCP to immediately stop any operation that may be executing and prepare to load a new internal
state context from a memory resident state frame.

After the main processor writes a format word to the restore CIR, it must read the restore CIR to
receive the result of the format word verification. If the written format word is valid, that format
word is read back from the restore CIR to indicate the successful verification. If the format word
is invalid, the invalid format, take exception value is placed in the restore CIR to indicate the
verification failure. After a successful verification is signaled, the next expected access is to the
operand CIR (to transfer the state frame). After a verification failure is signaled, the main processor
should write an abort to the control CIR in order to return the FPCP to the idle state. (The MPU
does this automatically.)

7
7.2.5 Operation Word CIR ($08) -

This 16-bit write-only register is not used by the FPCP. The only time that this CIR location is used
by the M68000 Family coprocessor interface is when a coprocessor issues the transfer operation
word primitive, in which case the main processor writes the F-line word of the instruction to the
operation word CIR. Since the FPCP never issues the transfer operation word primitive, the op-
eration word CIR location should never be written by the main processor. If a write to this location
occurs, it is ignored; it does not cause a protocol violation.

7.2.6 Command CIR ($0A)

This 16-bit write-only register is used by the main processor to initiate the dialog for a general
type coprocessor instruction. When the FPCP detects a write to this CIR location, the data value
is latched from the data bus. If the MC68881 is executing a previous instruction in the APU or if
the CU of the MC68882 is still busy when the command CIR is written, the latched command word
is saved for later use, and the response CIR is encoded with the null (CA=1, IA=1) primitive. If
the FPCP is in the idle or reset state when a write to the command CIR occurs, it encodes the first
primitive for the selected instruction dialog in the response CIR in order to begin the execution
of the new instruction.

A write to this CIR location is legal at any time except when the FPCP is in the initial phase of a
general instruction or before the read of the conditional evaluation for a previous conditional
instruction. If a write to the command CIR occurs when it is not expected, a protocol violation
occurs, and the command word that is written is not saved by the FPCP.

7.2.7 Condition CIR ($0E)

This 16-bit write-only register is used by the main processor to initiate the dialog for a conditional
type coprocessor instruction. When the FPCP detects a write to this CIR location, the data value
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is latched from the data bus. If the FPCP is executing a previous instruction when the condition
CIR is written, the latched conditional predicate is saved for later use, and the response CIR is
encoded with the null (CA=1, IA=1) primitive. If the FPCP is in the idle or reset state when a
write to the condition CIR occurs, it evaluates the selected condition and returns the null (CA=0,
TF=x) primitive (where the TF bit indicates whether the conditional evaluation is true (1) or false

(0)).

A write to this CIR location is legal at any time except When the FPCP is in the initial phase of a
general instruction, or before the read of the conditional evaluation for a previous conditional
instruction. If a write to the condition CIR occurs when it is not expected, a protocol violation
occurs, and the conditional predicate that is written is not saved by the FPCP.

7.2.8 Operand CIR ($10)

This 32-bit read/write register is used by the main processor to transfer data to and from the
FPCP. The FPCP transfers data through this CIR location in the following cases:

1. Following an evaluate effective address and transfer data primitive

2. Following the read of the register select CIR after a transfer multiple coprocessor registers
primitive

3. Following a transfer single main processor register primitive

4. Following a read of an idle or busy format word from the save CIR

5. Following a write of an idle or busy format word to the restore CIR

These five cases are the only times when an access to the operand CIR is legal. At any other time,
an access to this CIR location causes a protocol violation.

The FPCP expects all operands that are to be transferred through this CIR location to be aligned
with the most significant byte of the register. Any operand iarger than four bytes is transferred
through this register using a sequence of long word transfers. If the operand is not a multiple of
four bytes in size, the portion remaining after the initial long word transfers is aligned with the
most significant byte of the operand CIR. Figure 7-4 illustrates the operand CIR data alignment
expected by the FPCP when transferring data through the operand CIR.

7.2.9 Register Select CIR ($14)

This 16-bit read-only register is read by the main processor to transfer the register mask from the
FPCP during a move multiple floating-point data registers operation. The only time that an access
to this register is legal is immediately following the issue of a transfer multiple coprocessor
registers primitive to the main processor; at any other time, an access of this CIR location causes
a protocol violation.

Although a 16-bit register, the FPCP only utilizes the most significant eight bits; the least significant
eight bits are always read as zeros. The most significant eight bits contain the register mask for
the multiple register transfer, with each bit set if the corresponding floating-point register is to
be transferred. The main processor should not interpret the order of the bits in the register mask,
but rather count the number of ones in the mask to determine the number of registers to transfer.
Each FPCP floating-point data register is 12 bytes long, and thus requires three long word transfers.
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TRANSFER
ORDER 31 24 23 16 15 8 17 0

1 [ BYTE OPERAND ] NO TRANSFER ]
| WORD OPERAND [ NO TRANSFER |
[ THREE BYTE OPERAND NO TRANSFER ]
L LONG WORD OR SINGLE PRECISION OPERAND ]
1 MSB

AR DOUBLE PRECISION OPERAND
2 LB
1 MsB
2 EXTENDED PRECISION OR PACKED DECIMAL OPERAND
3 LB

Figure 7-4. Operand CIR Data Alignment

7.2.10 Instruction Address CIR ($18)

This 32-bit write only register is used by the main processor to transfer the address of the FPCP
instruction being executed when the PC bit of any primitive is set. The FPCP only sets the PC bit
in the first primitive returned during the dialog for an instruction that can cause an exception, or
a take pre-instruction exception primitive for a BSUN exception. When the coprocessor is an
MC68881, the main processor may optionally transfer the program counter value to the instruction
address CIR at that time or ignore the request. (This choice is left to the discretion of the system
designer in order to support exception handlers in the most efficient manner.) When the copro-
cessor is an MC68882, the main processor must transfer the program counter value. The MC68882
issues a protocol violation when the main processor fails to transfer the program counter value.
The MPU always transfers the PC when needed.

For the MC68881, accesses to the instruction address CIR are neither expected nor unexpected
at any point in an instruction dialog; thus, an access to this CIR location never causes a protocol
violation. A write to the instruction address CIR updates the FPIAR register in the MC68881
programming model; a read always returns all ones.

Internally, the MC68882 has three instruction address registers. One register is associated with
each of the stages of the MC68882 pipeline (BIU, CU, and APU). The instruction address register
associated with the arithmetic processing unit (APU) is the floating-point instruction address
register (FPIAR). Since only the APU can report an exception, the FPIAR always points to the
instruction that causes the exception whenever an exception occurs. When the instruction address
CIR is written (whenever the program counter value is passed), the program counter value is also
written to the instruction address register associated with the bus interface unit (BIU) stage of
the pipeline. The MC68882 interprets this program counter value as the address of the instruction
currently in the BIU. The instruction and its address are moved up the pipeline until the instruction
reaches the APU stage of the pipeline. If that instruction causes an exception, its address is in
the FPIAR (since the FPIAR is the instruction address register for the APU). This implementation
is necessary to ensure that an exception handler can point to the correct instruction, the one that
causes the exception. However, this implementation requires that the instruction address CIR be
written whenever the MC68882 requests it. The MC68882 issues a protocol violation whenever
the main processor fails to supply the requested program counter value. A read of the instruction
address CIR always returns all ones.
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7.2.11 Operand Address CIR ($1C)

This 32-bit read/write register is used by the main processor to transfer an operand address in
response to the evaluate and transfer effective address or take address and transfer data primitives.
Since the FPCP does not utilize either of these primitives, this CIR is not required for operation
and is not implemented. An access to this CIR location does not cause a protocol violation; read
cycles always return all ones, and the data is ignored during write accesses.

7.3 INTERPROCESSOR TRANSFERS

All interprocessor transfers are initiated by the MPU. During the processing of an FPCP instruction,
the MPU transfers instruction information and data to the FPCP using standard M68000 write bus
cycles. The MPU also receives data, requests for service, and status information from the FPCP
using standard M68000 read bus cycles. A detailed description of the electrical characteristics of
the FPCP bus interface is contained in SECTION 10 BUS OPERATION and SECTION 12 ELECTRICAL
SPECIFICATIONS.

7.4 COPROCESSOR INSTRUCTIONS

FPCP instructions are from one to eight words in length. The first word of the instruction is called
the operation word, and the second word of the instruction is called the coprocessor command
word. Additional words specify the operands and are either extensions to the effective addressing
mode specified in the operation word or immediate operands that are part of the instruction. The
general format of an FPCP instruction is illustrated in Figure 7-5.

OPERATION WORD

COPROCESSOR COMMAND WORD (IF ANY)

EFFECTIVE ADDRESS EXTENSION WORDS (1 TO 6, IF ANY)

Figure 7-5. Coprocessor Instruction General Format

All coprocessor operations are based on the F-line operation codes (i.e., operation words with
bits [15:12] = $F) which instruct the MPU to call upon a coprocessor for execution of the instruction.
Figure 7-6 illustrates the format of this word.

L1 ' Co-ID ] TYPE I TYPE DEPENDENT |

Figure 7-6. FPCP Instruction Operation Word

The Cp-ID field indicates which coprocessor is to be selected. Cp-IDs of 000-101 are reserved by
Motorola, and Cp-IDs 110 and 111 are reserved for user definition. The Motorola MPU and FPCP
assembler supplies 001 as the Cp-ID for FPCP instructions by default. The type field indicates to
the MPU which type of coprocessor operation is selected: general, branch, conditional, save, or
restore. The type and type dependent fields and the coprocessor command word for all FPCP
instructions are described in 4.7 INSTRUCTION ENCODING DETAILS.
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7.4.1 Instruction Protocol

All FPCP instructions have a typical protocol which the MPU and FPCP use. This communication
protocol is as follows:

1. When the MPU detects an F-line operation word, communication is initiated by writing
information (a command, condition selector, or restore format word) to the appropriate FPCP
coprocessor interface register location. (The FPCP save instruction is initiated by a read
operation.)

2. The MPU then reads the coprocessor response to the previous write operation. The response
may indicate any of the following:

a. The FPCP is busy. MPU checks for interrupts, processes them if any are pending, and
then queries the coprocessor again. This allows synchronizing the main processor and
Coprocessor.

b. An exception condition exists, and the FPCP instructs the MPU to take an exception using
a specific exception vector. The MPU acknowledges the exception and initiates exception
processing.

c. There is an FPCP service request (for example, to evaluate the effective address and
transfer data between the effective address and the FPCP). The FPCP may also request
that the MPU query the coprocessor after the service is performed.

d. The MPU is not needed for further processing of the coprocessor instruction. Commu-
nication is terminated, and the MPU is free to begin execution of the next instruction. If
the MPU is in the trace mode, the MPU does not take the trace exception until the FPCP
completes the processing of the coprocessor instruction.

Each FPCP instruction type has specific requirements based upon this simplified protocol. The
main processor requests required for each FPCP instruction are described in 4.7 INSTRUCTION
ENCODING DETAILS. All FPCP main processor service requests (response primitives) are de-
scribed in the following paragraphs. In addition, the dialog used by the MPU and the FPCP during
the execution of each instruction is detailed in 7.5 INSTRUCTION DIALOGS.

7.4.2 Response Primitives

Data read from the FCPP coprocessor interface response register is referred to as a primitive.
Although the M68000 Family coprocessor interface defines 18 response primitives, the FPCP only
uses six of those primitives. For additional information on the complete set of response primitives
and how they are serviced; refer to the appropriate processor user’'s manual. The following
paragraphs summarize all FPCP response primitives and how they are used.

The M68000 coprocessor response primitives are encoded in a 16-bit word that is transferred to
the main processor through the response CIR. Figure 7-7 illustrates the general format of a
response primitive.

% 14 13 12 1 10 9 8 7 6 5 4 3 2 1 0

I CA I PC I DR | FUNCTION PARAMETER J

Figure 7-7. M68000 Coprocessor Response Primitive General Format

The encoding of bits [12-0] of a coprocessor response primitive is dependent on the individual
primitive being implemented. Bits [15-13], however, are used to specify particular attributes of
the response primitive that can be utilized in most of the primitives defined for the M68000
coprocessor interface.
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Bit [15] in the primitive format, denoted by CA, is used to specify the come-again operation of
the main processor. Whenever the main processor receives a response primitive from the FPCP
with the CA bit set to one, it should perform the service indicated by the primitive and then return
to read the response CIR again.

Bit [14] in the primitive format, denoted by PC, is used to specify the pass-program-counter
operation. If the main processor reads a primitive from the FPCP that has the PC bit set, the main
processor should immediately pass the current value of the program counter to the instruction
address CIR as the first operation when servicing the primitive request. The value of the program
counter passed from the main processor is usually the address of the operation word of the
coprocessor instruction executing when the primitive is received. (This is always the case if the
main processor is the MPU.) The FPCP always sets the PC bit in the first primitive of a general
type instruction that might cause an exception (i.e., all of the arithmetic and move single floating-
point data register instructions when exceptions are enabled), or the take pre-instruction exception
primitive for a BSUN trap during a conditional instruction. By updating the FPIAR in this manner,
the FPCP can release the main processor for concurrent execution after all operands are fetched,
and exception handlers can later locate an instruction that causes an exception. It should be noted
that the PC bit is set in only one primitive response during any instruction dialog, and that the
MC68881 does not issue a protocol violation if the main processor ignores the request to transfer
the PC. The MC68882 issues a protocol violation if the main processor fails to transfer the PC in
response to a request.

Bit [13] in the primitive format, denoted by DR, is the direction bit; it controls the direction of
operand transfers between the main processor and the FPCP. If DR is zero, the direction of the
transfer is from the main processor to the FPCP (a main processor write). If DR is one, the direction
of the transfer is from the FPCP to the main processor (a main processor read). If the operation
indicated by a given response primitive does not involve an explicit operand transfer, the value
of this bit is dependent on the particular primitive encoding.

NOTE

All primitives issued by the MC68881, with the exception of the null primitive, have the
CA bit equal to one, causing the MPU to check the response CIR after any service is
performed. This allows the MC68881 to assure correct internal operation and to report
exceptions immediately after a service is performed. However, the MC68882 may oc-
casionally issue an evaluate <ea> and transfer data primitive with CA equal to zero.
This is done in cases where internal operations are not adversely affected by the omission
of the read of the response CIR after the operand transfer.

The following paragraphs describe the response primitive encodings used by the FPCP and the
expected main processor response to each one in detail.

7.4.2.1 NULL PRIMITIVE. This primitive is used by the FPCP to synchronize operation with the
main processor and to allow concurrent execution by the main processor. The format of the null
primitive is shown in Figure 7-8. In addition to the variable bits CA and PC previously discussed,
the null primitive uses three other variable bits to identify the required action to be taken by the
main processor. Bit [8], denoted by IA, is used to specify that the main processor may process

% 14 13 12 n o 9 8 7 6 5 4 3 2 1 0
ICAIPCJO 0 1 0 O]IAlU 0 0 0 O OIPFlTFI

Figure 7-8. Null Primitive Format
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pending interrupts if necessary. Bit [1], denoted by PF, is used to indicate the status of the FPCP
during concurrent instruction execution. If the PF bit is zero, the FPCP is executing an instruction;
otherwise it is idle. Bit [0], denoted by TF, is used to communicate the true or false result of a
conditional evaluation. If TF equals one, the condition is true; otherwise it is false.

As indicated by the format of this primitive, there are 32 possible null primitive encodings of
which the FPCP uses only seven. Table 7-3 lists the FPCP null primitive encodings and the cir-
cumstances in which they are used.

Table 7-3. Null Primitive Encodings

CA PC 1A PF TF Usage

0 0 0 0 X Returned by the FPCP in response to the write of a conditional predicate to the condition
CIR. The TF bit indicates the result of the conditional evaluation; TF=1 if the condition is
true; TF=0 if the condition is false.

0 0 0 1 0 Returned when the FPCP is in the idle state. The PF bit indicates that no instruction is being
executed; thus, there is no expected response to this primitive.

0 0 1 0 0 Returned when the FPCP enters the middle or end phase of an instruction to allow con-
current execution by the main processor.The CA bit indicates that no further service is
required of the main procesor, but the PF bit indicates that the FPCP has not completed
execution of the instruction. The IA bit indicates that if the main processor is in the trace
mode, it may process interrupts while waiting for the FPCP to complete execution of the
instruction. Since this primitive does not request any specific service, there is no expected
response from the main processor.

0 1 1 0 0 The same as the preceding response, except that the main processor is requested to pass
the current program counter before proceeding with the next instruction. This response is
returned only as the first response of a dialog.

1 0 1 0 0 Returned when the FPCP is executing an instruction and requires further service from the
main processor before the next instruction can be executed. This response is also used
when a new FPCP instruction is initiated while a previous one is still being executed. The
expected response is for the main processor to re-read the response CIR (after servicing
pending interrupts).

1 1 1 0 0 The same as the preceding response, except that the.main processor is requested to pass
the current program counter before processing any pending interrupts and re-reading the
response CIR. This response is returned only as the first response of a dialog.

The meanings of the CA and PC bits are as previously described. If 1A equals one, the main
processor can process pending interrupts as part of the service for the null primitive; otherwise,
interrupts should be ignored. The IA bit is set to a one by the FPCP for most null responses thus
allowing the main processor to process pending interrupts anytime that it is “waiting’’ on the
FPCP.

The PF bit indicates the processing state of the FPCP during concurrent instruction execution. In
normal operation, the PF bit is of no concern to the main processor. However, if the main processor
is in the trace mode, it should wait until the FPCP has completed execution of an instruction
before taking the trace exception. By monitoring the PF bit in the null response primitive, the
main processor can synchronize with the FPCP in this case. If PF equals zero, the FPCP is executing
an instruction; otherwise, it is idle.

The TF bit applies only to the conditional instructions. When the main processor writes a con-
ditional predicate to the condition CIR, the FPCP uses the null primitive to return the true or false
result of the conditional evaluation. If TF equals one, the condition is true; otherwise, it is false.
For all reads of the response CIR for other instruction types, TF is a don’t care bit.
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7.4.2.2 EVALUATE EFFECTIVE ADDRESS AND TRANSFER DATA PRIMITIVE. This primitive is used
by the FPCP to request the transfer of a data item between the floating-point data and control
registers and an external location (either memory or a main processor register). The format of
this primitive is shown in Figure 7-9. The main processor services this request by evaluating the
effective address indicated by the F-line word of the instruction and transferring the number of
bytes indicated by the length field of the primitive to or from the operand CIR.

1% 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

rCA | PC | DRl 10 | VALID <ea> LENGTH ]

Figure 7-9. Evaluate Effective Address and Transfer Data Primitive Format

Note that the FPCP returns this primitive only once during an instruction dialog. When this primitive
is read from the response CIR, it is discarded by the FPCP, and the response encoding is changed
to the null primitive. By doing this, the FPCP avoids spurious service request primitives in systems
where the MPU is not the main processor.

The meanings of the CA and PC bits are as previously described. The DR bit indicates the direction
of data transfer between the effective address location and the operand CIR of the coprocessor.
If DR equals zero, the operand is transferred from the effective address location to the coprocessor.
If DR equals one, the operand is transferred from the coprocessor to the effective address location.

The effective address that is to be evaluated is specified in the F-line operation word, and any
required extension words are fetched by the main processor as needed. If the predecrement or
postincrement addressing mode is used, the address register is decremented or incremented
before or after the transfer by the size of the operand, as indicated in the length field.

The valid EA field specifies various classes of addressing modes with the encodings shown in
Table 7-4. If the effective address in the operation word is not of the specified class, the main
processor should write an abort to the control CIR and take an F-line emulator trap. The addressing
categories in Table 7-4 are as defined for all M68000 Family processors.

Table 7-4. Coprocessor Valid Effective Address Codes

000 Control Alterable

001 Data Alterable

010 Memory Alterable

011 Alterable

100 Control

101 Data

110 Memory

11 Any Effective Address

The number of bytes transferred to or from an effective address location is indicated in the length
field. If the effective address is a main processor register (register direct), then only lengths of
one, two, or four bytes are used. If the effective addressing mode is immediate, the length is
always one or even, and the transfer is effective address to coprocessor. If the effective address
is a memory location, any length is legal (including odd). If the effective address mode is prede-
crement or postincrement, with A7 as the specified register and a length of one, the transfer
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causes the stack pointer to be decremented or incremented by two in order to keep the stack
aligned on a word boundary.

Table 7-5 lists the encodings of the evaluate effective address and transfer data primitive that are
used by the FPCP and the cases for which they are used.

Table 7-5. Evaluate Effective Address and Transfer Data Primitive Encoding

Valid
Usage CA PC DR <ea> Length

F-op=~<ea>~,FPn (OPCLASS 010)
Issued as the first primitive of an instruction dialog to request the transfer of an 1 * 0 101 1
operand from memory or a main processor data register to the FPCP. The length 1 * 0 101 2
field indicates the size of the operand: byte, word, long or single, double, extended, | ** * 0 101 4
or packed BCD. *x * 0 110 8
*x * 0 110 12

FMOVE FPm,<ea> (OPCLASS 011)
Issued after the conversion from the internal extended precision format to the 1 0 1 001 1
destination format is completed to request the transfer of an operand from the 1 0 1 001 2
FPCP to memory or a main processor data register. The length field indicates the | ** 0 1 001 4
size of the operand: byte, word, long or single, double, extended, or packed BCD. | ** 0 1 010 8
** 0 1 010 12

FMOVE <ea>,FPcr and FMOVEM <ea>,FPcr_list (OPCLASS 100)
Issued as the first primitive of an instruction dialog to request the transfer of one 1 0 0 111 4
or more control registers from memory or a main processor register to the FPCP. 1 0 0 101 4
The length field indicates the total size of all control registers to be moved, 4 bytes 1 0 0 110 8
per register. 1 0 0 110 12

FMOVE FPcr,<ea> and FMOVEM FPcr_list,<ea> (OPCLASS 101)
Issued as the first primitive of an instruction diaiog to request the transfer of one 1 0 1 011 4
or more control registers from the FPCP to memory or a main processor register. 1 0 1 001 4
The length field indicates the total size of all control registers to be moved, 4 bytes 1 0 1 010 8
per register. 1 0 1 010 12

*PC=1 if any arithmetic exceptions are enabled; otherwise PC=0.
**CA =0 for some MC68882 instructions with S,D,X instruction operand formats; otherwise, CA=1.

7.4.2.3 TRANSFER SINGLE MAIN PROCESSOR REGISTER PRIMITIVE. This primitive is used by
the FPCP to request the transfer of one main processor register. The format of this primitive is
shown in Figure 7-10. The main processor services this request by writing a long word to the
operand CIR.

% 14 13 12 1 w0 9 8 7 6 5 4 3 2 1 0 ~

ICA] PC | DR| o 1 1 0 0 I 0 0 0 O lD/AI REGISTER

Figure 7-10. Transfer Single Main Processor Register Primitive Format

This primitive is only utilized for the move multiple floating-point data register instruction when
the register list is specified as dynamic. Therefore, when this primitive is issued by the FPCP (to
fetch the register list), CA is always set; DR, PC, and D/A are always clear (D/A identifies the
selected register as a data or address register; zero indicates it is a data register). The least
significant three bits identify the main processor data register that contains the register list.

Note that the FPCP returns this primitive only once during an instruction dialog. When this primitive
is read from the response CIR, it is discarded by the FPCP, and the response encoding is changed
to the null primitive until the request has been serviced. By doing this, the FPCP avoids spurious
service requests in systems where the MPU is not the main processor.

|
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7.4.2.4 TRANSFER MULTIPLE COPROCESSOR REGISTERS PRIMITIVE. This primitive is used by
the FPCP to request the transfer of a list of floating-ppint data registers to or from memory. The
format of this primitive is shown in Figure 7-11. The main processor services this request by
performing an implied effective address evaluation, reading a register list from the register select
CIR, and transferring the selected registers (where each register is the size indicated by the length
field of the primitive) between the operand CIR and memory. The MPU uses long-word transfers
whenever possible while servicing this primitive. '

% 14 13 12 1 100 8 8 7 6 5 4 3 2 1 0
ICAlPCIDHI 0 0 0 0 1 l LENGTH

Figure 7-11. Transfer Multiple Coprocessor Registers Primitive Format

Note that the FPCP returns this primitive only once during an instruction dialog. When this primitive
is read from the response CIR, it is discarded by the FPCP, and the response encoding is changed
to the null primitive until the request has been serviced. By doing this, the FPCP avoids spurious
service requests in systems where the MPU is not the main processor.

The meanings of the CA and PC bits are as previously described. For this primitive, CA is always
set, and PC is always clear (since the FMOVEM instruction cannot cause an exception). The DR
bit indicates the direction of the transfer between the effective address location and the operand
CIR. If DR equals zero, the listed registers are transferred from the effective address location to
the FPCP. If DR equals one, the listed registers are transferred from the FPCP to the effective
address location.

The length field indicates the size, in bytes, of each register to be transferred; for the FPCP, the
length is always 12 bytes. The register list that is read from the register select CIR is used by the
main processor to determine the number of registers to be transferred (but not the order of the
transfer). For each bit that is set in the 16-bit register list, one operand of the size indicated by
the length field in transferred. Thus, the total number of bytes transferred in response to this
primitive is the product of the length and the number of ones in the register list. Since the FPCP
has only eight floating-point data registers, the register list always has zeros in the least significant
byte.

The effective address that is evaluated by the main processor is specified in the F-line operation
word, and any required extension words are fetched by the main processor, as needed. If the
predecrement or postincrement addressing mode is used, the address register is decremented
or incremented (before or after the transfer) by the size of the operand as indicated by the length
field. The effective addressing modes that are valid for this primitive are determined by the DR
bit, and the mode is validated by the main processor. If DR equals zero, the control and postin-
crement addressing modes are allowed. If DR equals ong, the control alterable and predecrement
addressing modes are allowed. If the effective address field of the operation word is not valid for
the selected multiple register transfer, the main processor writes an abort to the control CIR
(before reading the register select CIR) and takes an F-line trap.

For the control and postincrement addressing modes, the registers are transferred using ascending
addresses. For the postincrement addressing mode, the address register is incremented by the
length value after each register is transferred. Thus, the final value of the address register is the
initial value plus the total number of bytes transferred during the primitive execution.

For the predecrement addressing mode, the operands are wrjtten to memory with descending
addresses, but the bytes within each operand are written to memory with ascending addresses.
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For example, Figure 7-12 illustrates the transfer of two floating-point data registers to a stack,
using the —(An) addressing mode. The designated stack pointer is decremented by 12 bytes
before the transfer of each register. Then the bytes within each register are written to memory
with ascending addresses. Thus, the address register is decremented by the total number of bytes
transferred by the end of the primitive execution.

3 0
Ff“:'A‘L f\: MSB, WRITTEN FIRST
FP1, WRITTEN LAST
LSB, WRITTEN LAST
An-12 — ] MSB, WRITTEN FIRST
FPO, WRITTEN FIRST
LSB, WRITTEN LAST
INITIAL An —>} TOP OF STACK BEFORE REGISTER TRANSFER 7

Figure 7-12. Transfer Multiple Floating-Point Data Register to Stack Example

7.4.2.5 TAKE PRE-INSTRUCTION EXCEPTION PRIMITIVE. Take exception primitives are used by
the FPCP to instruct the main processor to abort the current operation and initiate exception
processing. The main processor services these requests by writing an exception acknowledge to
the control CIR (which clears the pending exception in the FPCP), by creating the appropriate
stack frame on the currently active supervisor stack, and by beginning execution of an exception
handler. The exception handler is located by using the vector number that is supplied as part of
the take exception primitive. Table 7-6 lists the vector numbers used by the FPCP.

Table 7-6. FPCP Vector Numbers

Vector Number Vector Assigﬁment
Decimal Hexadecimal Offset (Hexidecimal)
1 $0B $02C F-Line Emulator
13 $0D $034 Coprocessor Protocol Violation
48 $30 $0CO Branch or Set on Unordered Condition
49 $31 $0C4 Inexact Result
50 $32 $0C8 Floating-Point Divide by Zero
51 $33 $0cC Underflow
52 $34 $0D0 Operand Error
53 $35 $0D4 Overflow
54 $36 $0D8 Signaling NAN

Note that the MC68881 returns one of these primitives only once during the instruction dialog.
When an exception acknowledge is written to the control CIR, the take exception primitive is
discarded by the MC68881, and the response encoding is changed to the null primitive. By doing
this, the MC68881 assures that the take exception request is received by the main processor, but
avoids spurious service request primitives in systems where the MPU is not the main processor.

The MC68882, however, does not discard the primitive unless a read of the save CIR is detected.
This is to ensure that the FSAVE instruction is executed and the state of the conversion unit (CU)
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is saved. The state of the CU must be saved because a second instruction, in the CU, may be
partially executed.

While the M68000 coprocessor interface defines three take-exception primitives, the FPCP utilizes
only two of them. The other take exception primitive is described in the next section.

The take pre-instruction exception primitive is used by the FPCP when an arithmetic (OPCLASS
000, 010, and 011) or conditional instruction is initiated and an exception is pending from a
previously executed, concurrent instruction. This primitive is also returned if an illegal command
word is written to the command CIR or if a protocol violation occurs. Finally, this primitive is
issued when a conditional instruction is executed that utilizes one of the IEEE non-aware condi-
tional predicates, and the NAN bit in the FPSR condition code byte is set. The format of this
primitive is shown in Figure 7-13.

% 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

| 0 |PC| o1 1 1 0 0 | VECTOR NUMBER ]

Figure 7-13. Take Pre-Instruction Exception Primitive Format

The CA bit is always zero for this primitive, since there is an implied protocol preemption in this
service request. The PC bit is zero if the exception is preempting the execution of a new FPCP
instruction. The PC bit is one if the exception is due to an illegal command word, or if it is reported
during the execution of a conditional instruction in lieu of the true/false result of the conditional
evaluation. The vector number identifies the type of the exception and is used by the main
processor to locate the exception handler routine.

In response to this primitive, the MPU creates a four word stack frame on top of the currently
active supervisor stack. The format of this stack frame is shown in Figure 7-14. The value of the
program counter in the stack frame is the address of the F-line operation word of the FPCP
instruction that was preempted by the exception (i.e., the arithmetic or conditional instruction
attempted in the case of an exception pending from a previous instruction or an F-line exception,
or the conditional instruction in the case of a BSUN exception). Thus, if no modifications are made
to the stack frame within the exception handler, an RTE instruction causes the MPU to return and
re-initiate the instruction that was being attempted when the primitive was received. Refer to the
appropriate user’s manual for further details on exception handling by the MPU.

15 0
SP ——»| STATUS REGISTER
+$02
PROGRAM COUNTER
+$06 f 0 0 0 0 VECTOR OFFSET

Figure 7-14. Pre-Instruction Exception Stack Frame

7.4.2.6 TAKE MID-INSTRUCTION EXCEPTION PRIMITIVE. This primitive is used by the FPCP when
an exception occurs during the execution of an FMOVE FPm,<ea> instruction. In the MC68882,
an exception caused by a previous instruction is reported by the current instruction using this
primitive. See 7.4.2.5 TAKE PRE-INSTRUCTION EXCEPTION PRIMITIVE for information common
to both take exception primitives. The format of this primitive is shown in Figure 7-15.
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1B 14 13 12 11 10 6 5 4 3 2 1 0

g 8 7
I 0 IPCI 0 1 T 1 0 1 | VECTOR NUMBER I

Figure 7-15. Take Mid-Instruction Exception Primitive Format

The CA bit is always zero for this primitive, because there is an implied protocol preemption in
this service request. The PC bit is always zero, since a null primitive earlier in the dialog for the
move-out instruction is used to request the program counter transfer. The vector number identifies
the type of the exception, and is used by the main processor to locate the exception handler
routine.

In response to this primitive, the MPU creates a ten-word stack frame on top of the currently
active supervisor stack. The format of this stack frame is shown in Figure 7-16. If the exception
is due to an FMOVE FPn,<ea> instruction, the ScanPC value is the address of the instruction
immediately following the FMOVE instruction. The value of the program counter in the stack frame
is the address of the F-line operation word of the FPCP instruction that caused the exception. The
operation word image contains the F-line word of the FMOVE instruction. The effective address
value is the memory address of the destination operand. Note that the take mid-instruction ex-
ception primitive is used in this case solely for the purpose of placing the evaluated effective
address in the stack frame, to avoid requiring an exception handler to recalculate it.

15 0

SP ——» STATUS REGISTER
+802
SCAN PC

+§06 1 0 0 1 VECTOR OFFSET
+$08

PROGRAM COUNTER
+$0C INTERNAL REGISTER
+$0E OPERATION WORD
+$10

EFFECTIVE ADDRESS

Figure 7-16. Mid-Instruction Stack Frame

If the exception is caused by a previous instruction, the ScanPC value is the address of the
instruction immediately following the instruction that reported the exception. The value of the PC
in the stack frame is the address of the F-line operation word of the instruction that reported the
exception. The operation word image contains the F-line word of the instruction that reported the
exception. The effective address only contains the valid effective address when an evaluate <ea>
primitive was issued before the exception was reported.

If no modifications are made to the stack frame within the exception handler, an RTE instruction
causes the MPU to return to read the response CIR. Thus, the main processor continues the
execution of the instruction upon return.

7.4.2.7 RESPONSE PRIMITIVE SUMMARY. Table 7-7 lists in numeric order a summary of all
primitive responses utilized by the FPCP.
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Table 7-7. MC68881/MC68882 Primitive Responses

Primitive
Value Primitive Type Comments
$0800 Null CA=0, PC=0,1A=0, PF=0, TF=0
$0801 CA=0,PC=0,1A=0, PF=0, TF=0
$0802 CA=0,PC=0,lA=0, PF=1, TF=0
$0900 CA=0,PC=0,1A=1, PF=0, TF=0
$1504 Evaluate <ea> and Transfer Data Single
$1608 CA=0, PC=0, DR=0 (External to MC68882) Double
$160C Extended
$1C0B Take Pre-Instruction Exception F-Line Emulator
$1C31 PC=0 Inexact Result
$1C32 Floating-Point Divide by Zero
$1C33 Underflow
$1C34 Operand Error
$1C35 Overflow
$1C36 Signalling NAN
$1D0D Take Mid-Instruction Exception Coprocessor Protocol Violation
$1D31 PC=0 Inexact Result
$1D32 Floating-Point Divide by Zero
$1D33 Underflow
$1D34 Oeprand Error
$1D35 Overflow
$1D36 Signalling NAN
$3104 Evaluate <ea> and Transfer Data Single
$3208 CA=0, PC=1, DR=1 (MC68882 to External) Double
$320C Extended
$4900 Null CA=0,PC=1,1A=1,PF=0, TF=0
$5504 Evaluate <ea> and Transfer Data Single
$5608 CA=0, PC=1, DR=0 (External to MC68882) Double
$560C Extended
$5C30 Take Pre-Instruction Exception Branch or Set On Unordered
PC=0
$810C Transfer Multiple Coprocessor Registers
CA=1,PC=0, DR=0 (Memory to FPCP)
$8900 Null CA=1,PC=0,|A=1,PF=0, TF=0
$8C00 Transfer Single'Main Processor Register DO
$8C01 CA=1, PC=0, DR=0 (Main Processor to FPCP) D1
$8C02 D2
$8C03 D3
$8C04 D4
$8C05 D5
$8C06 D6
$8C07 D7
$9501 Evaluate <ea> and Transfer Data Byte
$9502 CA=1, PC=0, DR=0 (External to FPCP) Word
$9504 Long, Single, FPCR, or FPSR
$9608 Double or Two FPcr’s (Memory Only)
$960C Extended, Packed, or Three FPcr's (Memory Only)
$9704 FPIAR
$A10C Transfer Multiple Coprocessor Registers
CA=1,PC=0, DR=1 (FPCP to Memory)
$B101 Evaluate <ea> and Transfer Data Byte
$B102 CA=1,PC=0, DR=1 (FPCP to External) Word
$B104 Long, Single, FPCR, or FPSR
$B208 Double or Two FPcr’'s (Memory Only)
$B20C Extended, Packed or Three FPcr’'s (Memory Only)
$B304 FPIAR
$C900 Null CA=1,PC=1,l1A=1,PF=0, TF=0
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Table 7-7. MC68881/MC68882 Primitive Responses (Continued)

Primitive
Value Primitive Type Comments

$CC00 Transfer Single Main Processor Register DO
$CCo1 CA=1, PC=1, DR=0 (Main Processor to FPCP) D1
$CCO2 D2
$CCo3 D3
$CCo4 D4
$CCO5 D5
$CC06 D6
$Cco7 D7
$D501 Evaluate <ea> and Transfer Data Byte
$D502 CA=1,PC=1, DR=0 (External to FPCP) Word
$D504 Long or Single
$D608 Double (Memory Only)
$D60C Extended or Packed (Memory Only)

7.5 INSTRUCTION DIALOGS

The following paragraphs describe in detail the coprocessor communications dialogs that are
executed by the FPCP and MPU during each floating-point instruction. In this discussion, a dialog
refers to the sequence of command and data transfers to the FPCP, and the service request
primitives that are returned to control that sequence. Although the following discussion assumes
that the main processor is an MC68020 or MC68030, information is also presented that may be
used by designers of systems that utilize a different main processor.

The diagrams presented in the following paragraphs represent the activity of the MPU and the
FPCP during the execution of a floating-point ihstruction. In these diagrams, boxes are used to
identify periods of time during which a device is actively participating in the execution of an
instruction; the absence of a box during a period indicates that a device is waiting on the other
one to complete an operation, or that concurrent execution of unrelated instructions may take
place.

Each box.in the following diagrams is labeled to indicate the activity depicted by that box. The
labels above the boxes identify the actions taken by the main processor, and the labels below
the boxes identify the encoding of the response CIR at any time during a dialog. When a response
CIR encoding is indicated, that encoding is received by the main processor any time that the
response CIR is read until the next primitive encoding is indicated.

In all of the succeeding paragraphs, the following assumptions are made:

1. Before the start of an instruction dialog, except for the FSAVE and FRESTORE instructions,
the FPCP is in the idle state.

2. The MPU and the FPCP communicate via g 32-bit data bus.
3. The memory width is 32 bits, and all memory operands are long-word aligned.

Also, for periods during which the MPU is required to wait for the FPCP (i.e., during move to
memory operation, or if the MPU is in the trace mode), only one of the response CIR reads is
explicitly indicated. In actual operation, numerous reads of the response CIR may occur in these
cases. Similarly, if the FPCP is not idle before the initiation of a new instruction, multiple reads
of the null (CA=1, IA=1; $8900) primitive may occur after the command or condition CIR write
and before the read of the first primitive shown in a diagram.
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7.5.1 General Instructions

This group of instructions includes all of the arithmetic instructions, the move system control
register instructions, the move instructions, and the move multiple floating-point register instruc-
tions. The factor common to these instructions is the format of the F-line operation word, which
uses the cpGEN format of the M68000 Family coprocessor instruction set. Thus, the initial phase
of the communications dialog for these instructions is identical, with the MPU writing the com-
mand word to the FPCP and then relying on the FPCP to control the remainder of the dialog
through the use of the coprocessor interface response primitive set. The following paragraphs
discuss the five different protocols that are used by the FPCP for this group of instructions.

For each of the general instruction dialogs, with the exception of the register-to-register dialog,
there is an important consideration for systems that use the FPCP with a main processor other
than an MPU. This consideration is that the come-again request in any evaluate effective address
and transfer data primitive or transfer multiple coprocessor registers primitive should not be
ignored. The FPCP sets the CA bit in these primitives to assure correct operation regardless of
the frequency relationship between the FPCP clock and the main processor clock. By requiring
the main processor to perform a final read of the response CIR (which is a cycle that is synchronous
with the FPCP CLK signal) after the last operand CIR access and before continuing with the next
instruction, the FPCP assures that the operand transfer is completed internally before the main
processor can initiate the next instruction by writing the command or condition CIRs. This se-
quence assures that spurious protocol violations (detected by the FPCP) do not occur in systems
where the main processor clock frequency is much faster than the MC68881 clock frequency.

During the instruction dialogs for external to register (opclass 010 and register to external (opclass
011)) instructions, the MC68882 in some cases issues the evaluate effective address and transfer
data primitive with CA=0 instead of CA=1. In these cases, the main processor need not read the
response CIR after the coprocessor has transferred the operands for that instruction. This provides
more potential instruction overlap with the next coprocessor instruction. Normally, a second
coprocessor instruction causes the main processor to write to the command or condition CIR and
then to read from the response CIR. If the read from the response CIR of the second instruction
occurs earlier than three clocks after the completion of the last operand transfer of the previous
instruction, spurious protocol violations may occur. In a worst case situation, the main processor
uses these three clocks in writing to the command CIR. However, if the main processor has a
higher clock frequency than the MC68882, it is possible that the write to the command CIR can
take less than three MC68882 clocks. The design of the MC68882 allows the MPU clock frequency
to be as much as 1.5 times the MC68882 clock frequency. For main processors other than the
MC68020 or MC68030, the system designer must ensure that the main processor does not read
the response CIR during the initiation of an instruction less than three MC68882 clocks after the
last operand transfer of the previous instruction.

7.5.1.1 REGISTER-TO-REGISTER (OPCLASS 000). This dialog is utilized for all of the arithmetic
and move instructions that use floating-point data registers for both the source and destination
operands and for the FMOVECR instruction. Since the FPCP contains both operands when such
an instruction is initiated, no external data references are required before the calculation can be
performed. Thus, after the MPU has written the command word to the FPCP, it is released to
execute the next instruction. If any arithmetic exceptions are enabled, the FPCP requests the
transfer of the program counter. This request can be ignored by a main processor using an
MC68881, but the MC68882 issues a protocol violation if the main processor ignores this request.
The program counter write cycle does not affect instruction execution time (since it occurs con-
currently with the FPCP instruction execution).
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The FPCP dialog for this instruction type is shown in Figure 7-17. Also shown in this figure is the
key for all of the dialog figures presented in subsequent paragraphs.

KEY: ki Indicates an optional operation. The MC68881
- l allows the “Pass PC" operation to be performed at
,5_’ the discretion of the main processor without causing
g 2 w a protocol violation (the MC88020/MC68030 always
= < 2 o
> § = passes the PC when it is requested). However, the
= 8 é . MC68882 requires the “Pass PC’ operation to be
w
8 w z : performed when requested. Some operand transfer
@ € I g bus transactions are optional, based on the size and
=] = o« o X o
: location of source or destination operands external to
1
MC68020/MC68030 [ i the MC68881/MC68882.
MC68881/MC68882 CALCULATE | ROUND lndnce}tes an operatign that i§ performed ‘only fqr
certain cases of the instruction or operation being
S 53 & % = N executed. These operations are identified egplicitly in
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g g R I in an instruction dialog where it will normally not be
b s ¥ ¥ read by the MC68020/MC68030. This information is
§ § § § included for designers of systems that do not utilize
3 = 3 3 the MC68020/MC68030 as the main processor.
> = > >
= = = =

When an encoding is indicated for the Response CIR,
it is not changed until a new encoding is given.

Figure 7-17. MC68881 Register-to-Register Instruction Dialog

7.5.1.2 EXTERNAL-TO-REGISTER (OPCLASS 010). This dialog is utilized for all of the arithmetic
and move instructions that reference memory or a main processor register for the source operand.
Since the FPCP does not contain both operands when such an instruction is initiated, external
data references are required before the calculation can be performed. The FPCP requests the fetch
of the required external operand with the first primitive of the dialog. The second primitive of the
dialog is then used to release the main processor to execute the next instruction (once the operand
transfer is completed). Note that the read of the first primitive causes the response CIR encoding
to be changed to the null primitive, thus avoiding spurious request primitives in non-MPU based
systems. The MC68881 dialog for this instruction type, which also applies to the MC68882 with
operand data formats other than single, double, or extended, is shown in Figure 7-18.
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Figure 7-18. MC68881/MC68882 External-to-Register Instruction Dialog
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When the operand data format is single, double, or extended, the MC68882 issues the evaluate
<ea> and transfer data primitive with CA=0 instead of CA=1. Figure 7-19 shows the dialog for
the MC68882 external-to-register instructions with single, double, or extended data format op-
erands.

DECODE INSTRUCTION
WRITE COMMAND
READ RESPONSE
READ RESPONSE
EVALUATE <ea>
TRANSFER OPERAND
READ RESPONSE

)
8
“3
]
L&
[ : R WIR 1w RIw
MC68020/MC68030 | N ‘: i -V—V-J'"—-‘}'
MC68881/MC68882 CONVERT oo ’t_...._j
T8 g F Tg
T & 2 S -3
s S5 o s
< = & =
< : S n. =)
2 —
23

0, PC:
0, PC=0,

DATA (CA

NULL (CA

EVALUATE <cea> AND TRANSFER
NULL (CA

L— ONLY IF A DYNAMIC k-FACTOR IS USED

Figure 7-19. MC68882 External-to-Register Instruction Dialog

If any arithmetic exceptions are enabled, the FPCP requests the transfer of the program counter
with the first primitive. However, the main processor using an MC68881 can ignore this request;
the MC68882 issues a protocol violation if the main processor ignores the request.

The operation boxes that are marked “R’”" and “W" indicate an operand read or write cycle,
respectively, by the MPU. Those operand transfer boxes that are shaded are optionaiiy execuied,
depending on the size and location of the source operand. For example, none of the shaded boxes
are executed for source operands that reside in the MPU registers. Also, note that the FMOVECR
instruction, while it is an opclass 010 instruction, uses the register-to-register protocol described
in 7.5.1.1 REGISTER TO REGISTER (OPCLASS 000).

7.5.1.3 REGISTER-TO-EXTERNAL (OPCLASS 011). This dialog is utilized only for the move from
floating-point data register instruction. The MC68881 dialog for this instruction type, which also
applies to the MC68882 except when the data format is single, double, or extended, is shown in
Figure 7-20. The first primitive returned depends on the destination data format, since additional
format information is required to generate a packed decimal destination operand when a dynamic
k-factor is specified. If the destination data type is packed decimal and a dynamic k-factor is used,
the first response is the transfer single main processor register primitive (to transfer the contents
of the register containing the k-factor). For all other destination data formats, the first request is
the null (CA=1) primitive, since a conversion from the internal data format to the desired desti-
nation format must be performed before any further action is required of the main processor. For
the dynamic k-factor case, the conversion starts after the main processor register transfer is
completed. The conversion starts immediately after the first read of the response CIR for all other
destination operand formats. The main processor is allowed to service pending interrupts while
it is waiting for the conversion to complete.

If any arithmetic exceptions are enabled, the first primitive requests the transfer of the program
counter. However, this request can be ignored when the main processor uses an MC68881; the
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Figure 7-20. MC68881/MIC68882 Register-to-External Instruction Dialog

MC68882 issues a protocol violation when the main processor ignores this request. The program
counter write cycle may not affect instruction execution time (since it can occur concurrently with
the operand conversion if the destination format is not packed decimal with a dynamic k-factor).
Only the first primitive requests the transfer of the program counter; thus, if the transfer single
main processor register primitive is issued first, the PC bit is not set in any subsequent null
primitive. If the first primitive is the null primitive and the program counter transfer is required,
the PC bit is set.

The pass program counter operation is requested in one of two of the primitive encodings (shown
in Figure 7-20 with the notation “PC=x"'). For the packed decimal with a dynamic k-factor case,
the dark shaded operations are always performed with the PC bit set if necessary. The MPU
services the transfer single main processor primitive with the PC bit set by first transferring the
program counter and then transferring the requested register. For all other destination data for-
mats, the dark shaded operations are not performed, and the box labeled “Convert” is “folded
under” the first box labeled ‘“Read Response’. For these cases, the null primitive may request
the transfer of the PC, and that transfer occurs concurrently with the operand conversion by the
FPCP.

When the operand conversion is completed, the next read of the response CIR returns the evaluate
effective address and transfer data primitive. The main processor then reads the conversion result
from the operand CIR and writes it to the appropriate destination location. Note that the read of
the evaluate effective address and transfer data primitive causes the response CIR encoding to
be changed to the null primitive, thus avoiding spurious request primitives in non-MC68020 or
non-MC68030 based systems.

The operation boxes that are marked “R" or “W’" indicate an operand read or write cycle, re-
spectively, by the MPU. Those operand transfer boxes that are lightly shaded are optionally
executed, depending on the size and location of the source operand. For example, none of the
shaded boxes are executed for destination operands that reside in the MPU registers.
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The MC68882 dialog differs from the dialog shown in Figure 7-20 when the operand data format
is single, double, or extended, except for the following conditions:
e The data in the floating-point register is data type NAN, unnormalized, or denormalized.
e A rounding overflow or underflow has occurred, and the operand data format is single or
double.

e The INEX2 bit of the FPSR exception enable byte is set, and the operand data format is single
or double.

When any of these conditions occurs, the dialog shown in Figure 7-20 applies. Otherwise, when
the operand data format is single, double , or extended, the MC68882 issues the evaluate <ea>
and transfer data primitive with CA=0 instead of CA=1. Figure 7-21 shows the MC68882 dialog.

DECODE INSTRUCTION
WRITE COMMAND
READ RESPONSE
READ RESPONSE
EVALUATE <ea>
TRANSFER OPERAND
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$0802
=1, PF=0)
0, DR=1)

x, 1A=1,
$8900 OR $C900
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1, PC=
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DATA (CA=0, PC:
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Figure 7-21. MC68882 Register-to-External Instruction Dialog (S, D, and X Formats)

7.5.1.4 MOVE CONTROL REGISTERS (OPCLASS 100 and 101). This dialog is utilized for the move
single or multiple floating-point system control registers instructions. The dialog for this instruc-
tion type is shown in Figure 7-22. The first primitive of the dialog requests that the main processor
evaluate the effective address and transfer the appropriate number of bytes to or from the operand
CIR. The read of the first primitive causes the response CIR encoding to be changed to the null
primitive, thus avoiding spurious request primitives in non-MC68020 or non-MC68030 based
systems. When the transfer data primitive service is complete, the main processor is released to
begin execution of the next instruction. Note that since this instruction type cannot cause an
exception, the PC bit is not set in any primitive; thus, these instructions can be used to read or
write the control registers without overwriting the FPIAR contents.

The operation boxes that are marked “R" or “W" indicate an operand read or write cycle, re-
spectively, by the MPU. Those operand transfer boxes that are shaded are optionally executed,
depending on the size and location of the source operand. For example, none of the shaded boxes
are executed for source operands that reside in the MPU registers.

7.5.1.5 MOVE MULTIPLE FPn (OPCLASS 110 and 111). This dialog is utilized for the move multiple
floating-point data registers instruction. The dialog for this instruction type is shown in Figure 7-
23. The first primitive of the dialog depends on the type of register list specified by the instruction.
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If the static register list form of the instruction is used, the first service request issued is the
transfer multiple coprocessor registers primitive. For the dynamic register list form, the first
primitive requests the transfer of the main processor data register that contains the register mask,
and then the transfer multiple coprocessor registers primitive is issued. In response to the transfer
multiple coprocessor registers primitive, the main processor reads the register list from the register
select CIR and transfers one register for each bit that is set in the list. (Note that the register list
can be equal to zero; in which case, no register transfer occurs.)

The read of the transfer single main processor register and transfer multiple coprocessor registers
primitives causes the response CIR encoding to be changed to the null primitive, thus avoiding
spurious request primitives in non-MC68020 or on-MC68030 based systems. If the transfer single
main processor register primitive is issued, the transfer multiple coprocessor register primitive
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register primitive is issued, the transfer multiple coprocessor register primitive is not issued until
the first service request is completed. When the transfer multiple coprocessor register primitive
service is complete, the main processor is released to begin execution of the next instruction.
Note that since this instruction type cannot cause an exception, the PC bitis not set in any primitive;
thus, these instructions can be used to read the floating-point data registers without overwriting
the FPIAR contents.

The operation boxes that are marked “R” and “W'’ indicate an operand read or write cycle,
respectively, by the MPU.

7.5.2 Conditional Instructions

This group of instructions includes the FBcc, FDBcc, FNOP, FScc, and FTRAPcc instructions. These
instructions have two factors in common. First, the execution of each instruction is inherent in
the M68000 Family coprocessor instruction set definition, and the dialog used for all of them is
the same. Second, in each of these instructions, the coprocessor completes all previous floating-
point instructions before it begins to evaluate the result of the received conditional predicate. This
guarantees a sequential execution model. The dialog begins when the main processor writes the
conditional predicate to the FPCP and then reads the response CIR. If the APU and the CU (in the
case of an MC68882) are not idle, a null primitive (CA=1, IA=1, PC=0, TF=0) is returned, and
the main processor reads the response CIR again later. This process of rereading the response

CIR continues until the coprocessor is idle. Note that it is possible for a pre-instruction exception
to be reported at any time during this process. If no exception is reported, and when the copro-
cessor is finally idle, the coprocessor evaluates the condition and responds with a null primitive
(CA=0, TF=x, where x is the true or false result). The main processor then proceeds with the
appropriate conditional action. The dialog (assuming that the coprocessor is idle when the con-
ditional predicate is written) is shown in Figure 7-24.
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Figure 7-24. Conditional Instruction Dialog

7.5.3 Context Switch Instructions

This group of instructions includes the FSAVE and FRESTORE instructions. The factor common
to these instructions is that the execution of each one is inherent in the M68000 Family coprocessor
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instruction set definition, and the coprocessor does not contro! the dialog in the flexible manner
available with the general and conditional instruction types. The dialog consists of the save or
restore command, followed by the transfer of the appropriate state frame. The only control that
the FPCP has over this dialog is for the FSAVE instruction; in which case, it may request that the
main processor delay the save operation until the FPCP is ready to perform it. These dialogs are
discussed in the following paragraphs.

7.5.3.1 FSAVE. This dialog is utilized for the context save instruction. The dialog for this instruction
is shown in Figure 7-25. There are no primitive responses during this dialog; instead, the FPCP
controls the frame transfer to a limited extent through the use of the format word encoding.

ONLY IF THE MC68881/MC68882 IS NOT READY TO START THE SAVE OPERATION
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Figure 7-25. FSAVE Instruction Dialog

The main processor initiates this dialog by reading from the save CIR. During this read cycle, the
FPCP returns a format word that indicates the current state of the machine. For most cases of
this dialog with the MC68881, the first read of the save CIR returns the idle format word, and the
main processor then proceeds to transfer six long words from the operand CIR to memory. In
this dialog with the MC68882, the idle format word is followed by 14 long words. Optionally, the
first primitive may be a null format word, in which case no state frame is transferred. Alternatively,
the first primitive may be a busy format word, in which case 45 (53 for the MC68882) long words
are transferred. Finally, the save CIR read may return the not-ready, come-again format word. In
this case, the main processor may process pending interrupts and restart the instruction, or re-
read the save CIR until a different format word is received. The invalid format word may also be
returned, as discussed in 7.5.4.6 FORMAT EXCEPTION, FSAVE INSTRUCTION.

After the MPU receives a valid format word, it then evaluates the effective address and writes the
format word to that address. The appropriate state frame is then transferred to the effective
address, and the main processor is free to proceed with the execution of the next instruction.
Note that by using this sequence, the MPU can take a pre-instruction exception in response to a
pending interrupt (if a not-ready, come-again format word is received) and then return to restart
the instruction rather than taking a mid-instruction exception.
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Note that after the state save operation is complete, the FPCP is in the idle state with no pending
exceptions.

7.5.3.2 FRESTORE. This dialog is utilized for the context restore instruction. The dialog for this
instruction is shown in Figure 7-26. There are no primitive responses during this dialog; instead,
the FPCP controls the frame transfer to a limited extent through the use of the format word
encoding.
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Figure 7-26. FRESTORE Instruction Dialog

The main processor initiates this dialog by evaluating the effective address, fetching a format
word from that address, and writing the format word to the restore CIR. The main processor then
reads the restore CIR to verify that the format word is valid. During this read cycle, the FPCP
returns a format word that indicates if the format word that was written is valid for the current
revision of the device. If the format word is valid, the same value that was written is read back
from the restore CIR, and the main processor proceeds to transfer the state frame appropriate
for the format word. The state frame size is 0, 6, or 45 long words for the current implementation
of the MC68881. For the MC68882, the corresponding state frame sizes are 0, 14, and 53 long
words. The invalid format word may also be returned as discussed in 7.5.4.7 FORMAT EXCEPTION,
FRESTORE INSTRUCTION.

Note that after the state restore operation is complete, the FPCP is in the state of the instruction
that was previously suspended with an FSAVE instruction.

7.5.4 Exception Processing

This group of dialogs is actually a set of special cases of the dialogs described previously; they
are grouped here for quick reference, and to simplify the preceding discussions. For each of the
exception processing dialogs, only the differences from the normal instruction dialogs shown
previously are discussed here. Also, it should be noted that these dialogs do not include all
exception processing sequences that involve the FPCP; they only include those exceptions that
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are directly related to the coprocessor interface operation. For example, main processor detected
F-line exceptions are not included since no coprocessor interface dialog occurs as part of the
exception processing for this type of an exception.

The dialog for the coprocessor protocol violation exception is also omitted from the following
diagrams. This is because these exceptions are not expected to occur during the normal operation
of a fully debugged system, and the dialog is not readily predictable (either before ar after the
protocol violation occurs). By definition, the cause of the exception for main processor detected
protocol violations is a hardware failure (since the FPCP cannot return an illegal response pri-
mitive).

For FPCP detected protocol violations, the cause is most likely a software failure that causes a
new instruction to be initiated before the previous instruction dialog is completed. In this case,
the new instruction dialog is aborted immediately, but the previous instruction dialog may not
terminate for some time. (The previous dialog may be completed incorrectly, since the protocol
violation is never reported to the previous instruction.)

7.5.4.1 TAKE PRE-INSTRUCTION EXCEPTION. This dialog is utilized by the MC68881 when an
arithmetic (OPCLASS 000, 010, or 011) or conditional instruction is initiated and an arithmetic
exception is pending from a previous instruction, or when the main processor writes an undefined,
reserved command word to the command CIR. In either case, this dialog consists of two write
cycles and one read cycle, as shown in Figure 7-27. First, the main processor attempts to initiate
a new instruction by writing to the command CIR; it then reads the response CIR to determine
the next required action. The MC68881 returns the take pre-instruction exception in this case,
indicating the appropriate vector number. The main processor services this primitive by writing
an exception acknowledge to the control CIR and initiating exception processing.

DECODE INSTRUCTION
WRITE COMMAND
READ RESPONSE
WRITE EXCEPTION
ACKNOWLEDGE
PERFORM EXCEPTION
PROCESSING

MC68020/MC68030 [ ]
MC68881/MC68882
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0. PC=0, IA=0,

0. PC=0,

TAKE PRE-INSTRUCTION
EXCEPTION (PC
0, 1A

NULL (CA
NULL (CA

Figure 7-27. Take Pre-Instruction Exception Dialog — MC68881

Note that the write of the exception acknowledge causes the response CIR encoding to be changed
to the null primitive, thus assuring that the take exception primitive is received by the main
processor while avoiding spurious request primitives in non-MPU based systems.

The MC68882 uses a similar dialog for pre-instruction exceptions. However, when the main pro-
cessor writes an exception acknowledge to the control CIR, the MC68882 does not enter the idle
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state. Instead, the MC68882 retains the take pre-instruction exception primitive in its response
register. Any floating-point instruction other than an FSAVE (or an FRESTORE of the null state)
reports the same exception again. An FSAVE (or an FRESTORE of the null state) restores the
MC68882 to an idle state, allowing subsequent floating-point instructions to execute. Figure 7-28
shows the dialog which includes the minimum instructions recommended for an exception han-
dler. (Refer to 5.2.2 Exception Handler Code.)

Figure 7-29 shows the dialog that usually occurs when the handler for a pre-instruction exception
does not begin with an FSAVE instruction. A protocol violation could occur; in which case, the
dialog would not apply. Otherwise, as the dialog shows, at the completion of the exception handler
routine, the main processor attempts to execute the same instruction again, and that instruction
takes the same exception. If the exception handler included a floating-point instruction but no
preceding FSAVE instruction, the floating-point instruction would take the original exception again,
nesting the repetitions of the exception handler.

Figure 7-30 shows the dialog that applies when an exception handler does not set the exception
pending bit, even though it begins with an FSAVE instruction and closes with an FRESTORE. A
protocol violation cannot occur in this case, but because the exception pending bit is not set, the
instruction again takes the exception when it is re-initiated after returning from the exception
handler.

7.5.4.2 TAKE MID-INSTRUCTION EXCEPTION. The MC68881 uses this dialog only if an exception
occurs during the execution of the FMOVE FPm,<ea> instruction. In this case, the protocol for
the normal execution of the instruction is followed, and then the mid-instruction exception is
reported with the last primitive (in lieu of the null primitive normally used to terminate the dialog).
The main processor services this primitive by writing an exception processing acknowledge to
the control CIR and initiating exception processing.

The dialog for this operation is shown in Figure 7-31. {Foi simplicity, this diagram assumcs that
the destination data format is not packed decimal with a dynamic k-factor.) Note that a write of
the exception acknowledge causes the response CIR encoding to be changed to the null primitive,
thus assuring that the take-exception primitive is received by the main processor while avoiding
a spurious request primitive in non-MC68020 or non-MC68030 based systems.

The MC68882 uses the mid-instruction exception if an exception occurs in the FMOVE FPm,<ea>
instruction, as the MC68881 does. However, since the MC68882 allows concurrent execution of
floating-point instructions, an instruction that has begun execution can report an exception caused
by a previous instruction. When the previous instruction makes an exception pending, the ex-
ception is reported on the next read operation of the response CIR. Therefore, all reads of the
response CIR must be ready to take an exception. If the read of the response CIR occurs in the
middle of an instruction, a take mid-instruction exception is taken. The dialog shown in Figure 7-
32 is a generic case that applies to all instructions and to every read of the response CIR after the
instruction has issued its first response. The first response is the response issued by the conversion
unit (CU) or the arithmetic processing unit (APU) to the bus interface unit (BIU), not the null
primitive (CA=1, IA=1) at the beginning of an instruction when (in an MC68881) the APU is busy
or (in the MC68882) the CU is busy.

The MC68882 dialog is similar, except that the exception handler must begin with an FSAVE
instruction. The significant difference is that the write exception acknowledge operation does not
cause the MC68882 to return a null primitive. The FSAVE instruction of the exception handler
changes the primitive to a null primitive.
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In the MC68882, an instruction that is executing in the arithmetic processing unit (APU' concur-
rently with another instruction in the conversion unit (CU) may cause an exception. The instruction
in the CU reports the exception as a mid-instruction exception when it completes. Figure 7-32
shows the dialog for this case using a general instruction dialog. When the previous instruction
causes an exception, the read response CIR operation for the current instruction reads a take mid-
instruction primitive, and the main processor performs exception processing. As in the non-
concurrent case, the write exception acknowledge operation does not cause the MC68882 to return
a null primitive. The FSAVE instruction of the exception handler changes the primitive to a null
primitive. Figure 7-33 shows the same case but with a specific instruction (FMOVE FPm,<ea>)
in the CU.

When the exception handler does not contain an FSAVE instruction, the take mid-instruction
exception primitive is not replaced by a null primitive, and the next floating-point instruction takes
the exception again. Figure 7-34 shows the dialog for a mid-instruction exception that uses an
incomplete handler.

Figure 7-35 shows the concurrent case using an exception handler that does not include the BSET
instruction. Following the return from the exception handler, the main processor reads the take
mid-instruction exception primitive from the response CIR and performs exception processing
again for the same exception.

7.5.4.3 MID-INSTRUCTION INTERRUPT. This dialog is utilized by the FPCP only if an interrupt is
pending during the calculation phase of the FMOVE FPm,<ea> instruction. In this case, the
protocol for the normal execution of the instruction is followed except that the main processor
performs exception processing for the interrupt, executes the interrupt handler, and returns to
the point where the dialog was suspended in the middie of the execution of the instruction by
the FPCP. From the perspective of the FPCP, the dialog appears to follow the normal sequence,
with a long delay between successive reads of the response CIR by the main processor.

The dialog for this operation is shown in Figure 7-36. (For simplicity, this diagram assumes that
the destination data format is not packed decimal with a dynamic k-factor.) Note that it is possible
(even probable) that the conversion of the output operand is completed before the main processor
returns from the interrupt. Thus, the response CIR is prepared to return the evaluate effective
address and transfer data primitive as soon as the main processor returns. Since the read of this
primitive causes the FPCP to discard it and change the response CIR encoding to the null primitive,
the interrupt handler (or any other routine) must not casually read the response CIR to determine
the status of the FPCP, or the suspended protocol is disrupted. Rather, the only valid method for
checking the status of the FPCP is to execute the FSAVE instruction and examine the state frame
that is generated; followed by an FRESTORE instruction to reinstate the previous context of the
FPCP.

7.5.4.4 TAKE BSUN EXCEPTION. This dialog is utilized by the FPCP when a conditional instruction
is initiated by writing one of the IEEE non-aware conditional predicates to the condition CIR with
the SNAN enable bit and the NAN condition code bit set. The dialog is shown in Figure 7-37.

When the main processor reads the response CIR to receive the true/false result of the conditional
evaluation, the FPCP returns the take pre-instruction exception primitive instead of the null pri-
mitive. In order to update the FPIAR, the PC bit of this primitive is also set. The main processor
services this primitive by transferring the program counter, writing an exception acknowledge to
the control CIR, and then initiating exception processing. Although the MC68020 or MC68030
always performs the program counter transfer when it is requested, other main processors may
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(A SIMILAR SEQUENCE IS FOLLOWED DURING THE INITIAL PHASE OF AN FSAVE INSTRUCTION,
AS INDICATED IN THE FSAVE PROTOCOL DIAGRAM)

Figure 7-36. Mid-Instruction Interrupt Dialog
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Figure 7-37. Take BSUN Exception Dialog

program counter transfer when it is requested, other main processors may choose to ignore this
request from an MC68881 without incurring a protocol violation. The MC68882 returns a protocol
violation whenever the main processor ignores a request for transfer of the program counter.

Note that the write of the exception acknowledge causes the response CIR encoding to be changed
to the null primitive, thus assuring that the take exception primitive is received by the main
processor while avoiding spurious request primitives in non-MC68020 or non-MC68030 based
systems.

7.5.45 F-LINE EMULATOR EXCEPTION. This dialog is utilized by the FPCP when a general in-
struction is initiated, and the value written to the command CIR is not a legal FPCP command
word encoding. In this case, the dialog consists of two write cycles and one read cycle, as shown
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in Figure 7-38. First, the main processor attempts to initiate a new instruction by writing to the
command CIR; it then reads the response CIR to determine the appropriate action to be taken. In
this case, the first read of the response CIR returns a take exception primitive with the F-line
emulator vector number. The main processor services this primitive by writing an exception
acknowledge to the control CIR and initiating exception processing.
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Figure 7-38. Take F-Line Emulator Exception Dialog

Note that the write of the exception acknowledge causes the response CIR encoding to be changed
to the null primitive while avoiding spurious request primitives in non-MC68020 or non-MC68030
based systems.

7.5.4.6 FORMAT EXCEPTION, FSAVE INSTRUCTION. This dialog is utilized by the FPCP when an
FSAVE or FRESTORE instruction dialog is interrupted by an attempt to initiate a new FSAVE
instruction (by reading from the save CIR). In this case, the FPCP returns the invalid format word
to signal the illegal nesting of the FSAVE instruction. The main processor services this format
word by writing an abort to the control CIR and initiating exception processing. The dialog for
this operation is shown in Figure 7-39.

DECODE INSTRUCTION
PERFORM EXCEPTION

READ SAVE CIR
PROCESSING

WRITE ABORT

MC68020/MC68030 ‘
MC68881/MC68882

NULL (CA

W = o =N
Yys 2 W
ExQ o <

@ = g a &
2Tl N

[~ S

e & g T
=8 = <
LTS &
S Sy o <
Wl = .
S E-
£xXxl = iy
B R =
L © =
Sog

o

=

(%]

Figure 7-39. FSAVE Format Exception Dialog
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Since the MPU writes an abort to the FPCP in response to the illegal format word, the FSAVE or
FRESTORE that was interrupted by the nested FSAVE is destructively aborted with no indication
to the suspended instruction of this occurrence. Thus, a suspended save operation continues to
read the “frame’” from the operand CIR if it is resumed, even though the data in the operand CIR
is not valid. Likewise, a suspended restore operation writes the remainder of the frame to the
operand CIR if it is resumed, even though the data written is ignored and the restore operation
is not performed. Due to the destructive behavior of a nested FSAVE instruction, programmers
must be certain that the FPCP is not executing an FSAVE or FRESTORE instruction prior to an
attempt to execute a new FSAVE instruction. If there is a possibility that a nested FSAVE might
occur, the MPU MOVES instruction might be used to read the save CIR before the FSAVE is
executed. If the value returned from the save CIR is the illegal format word, then the new FSAVE
should be postponed. Reading the save CIR in this manner is not destructive.

7.5.4.7 FORMAT EXCEPTION, FRESTORE INSTRUCTION. This dialog is utilized by the FPCP when
an FRESTORE instruction is initiated by writing an invalid format word value to the restore CIR.
(In this context, the term invalid format value refers to any value that is not a null, idle, or busy
format word value recognized by the FPCP.) In this case, the FPCP returns the explicit invalid
format word ($02xx) to signal the unrecognized format word value. The main processor services
this format word by writing an abort to the control CIR and initiating exception processing. The
dialog for this operation is shown in Figure 7-40. Note that this is a destructive exception since
any instruction that was executing is aborted when the FRESTORE instruction is initiated. However,
this should not be detrimental since a successful restore operation also aborts any previously
executing instruction.
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Figure 7-40. FRESTORE Format Exception Dialog
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SECTION 8
INSTRUCTION EXECUTION TIMING

This section gives the instruction execution times for the MC68881/MC68882 (FPCP) in terms of
external clock cycles. This section provides the user with some reasonably accurate execution
timing guidelines, but not exact timings for every possible circumstance. This approach is used
since the exact execution time for an instruction is highly dependent on such things as external
data formats, input operand values, operand type combinations, and timing relationships with
respect to the main processor. The timing numbers presented in the following tables allow the
assembly language programmer or compiler writer to predict worst case timings needed to
evaluate the performance of the FPCP or to optimize code for concurrent execution. Also, the
effect that various data formats and operand values have on execution times can be observed to
allow optimizing data structures for the highest performance for a given application. Finally, the
timings for exception processing, context switching, and interrupt processing are included so that
designers of multitasking or real-time systems can predict such things as task switch overhead
and maximum interrupt latency due to floating-point operations.

When binary real data formats are used and no register conflicts occur, the MC68882 performs
the operand transfer and data conversion for most general type instructions concurrently with
calculations for preceding instructions. This section includes timing information that shows the
amount of instruction overlap this concurrency provides.

8.1 FACTORS AFFECTING EXECUTION TIMES

When investigating instruction execution timing for the FPCP, it is assumed that the following
information is required in order to make informed engineering trade-offs:

® Best case instruction execution timings, for determining whether or not an FPCP-based system
can meet certain data processing performance criteria.

® Worst case instruction execution timings and how they affect execution concurrency, to allow
programs and compilers to be optimized to take maximum advantage of overlap under any
timing circumstances.

® Guidelines to indicate how various programming practices can be utilized to improve upon
the worst case execution times, and thus allow performance to approach, as closely as
possible, the best case execution times for a given task.

® The effects that an FPCP might have on system related timings such as context switch over-
head time in multitasking systems, or interrupt latency time in a real-time system.

First of all, when defining the performance of any machine that can operate in an asynchronous
manner, or where data dependencies affect execution times, a set of assumptions must be made
in order to provide a measurable environment. In this manual, instruction execution times are
shown in clock cycles to remove clock frequency dependencies, and the following assumptions
apply to define the context of the times shown.
® The main processor is an MC68020, acting as the host to the FPCP, and the two devices use
the same clock input.

® When the main processor initiates a command to the FPCP, any previous floating-point
instruction has been completed and the FPCP is in the idle state.
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® All operands in memory, as well as the system stack, are long word aligned.

® A 32-bit data bus is used for communications between the MC68020 and both the FPCP and
the system memory.

® All memory accesses occur with no wait states (i.e., three clock cycle reads and writes).

® All coprocessor accesses, except those to the response and save CIRs, occur with no wait
states. Accesses to the response and save CIRs require two wait cycles (five clock reads).

Note that the clock signal relationship between the MC68020/MC68030 (MPU) and the FPCP as-
sumed for these discussions is not a system requirement, but merely a simplification that allows
easy measurement of instruction times. However, the ratio of MPU clock frequency to FPCP clock
frequency can be any reasonable value. In general, the clock frequency of the FPCP affects absolute
instruction timing more than that of the MPU, since floating-point operations are usually com-
putation intensive. However, the clock frequency relationship of the MPU and FPCP can affect the
execution time of an instruction due to the time needed to transfer operands of various sizes and
due to actual activity of the two devices. The magnitude of the dependency of execution times
on the clock frequency of the MPU varies with instruction types, since some instructions spend
a relatively small amount of their overall execution time in communication with the main pro-
cessor; whereas, other instructions spend almost all of their execution time in communication
with the main processor.

With this set of assumptions as a starting point, several factors must be defined that contribute

to the overall execution time for a given instruction. Some of these factors are common to all

instructions, while others are only applicable to certain instructions or data types. Particularly,
the execution times for the conditional and system control instructions are not widely variable,

m but the execution time for an arithmetic or data movement instruction is heavily affected by data
values and exception checking. In order to better understand how these factors are combined to

calculate the execution time for an arithmetic or move-to-floating-point register instruction, it is

helpful to divide coprocessor instruction execution into the following steps:

1. Receive the command word from the host processor, decode it, and return the first service

request primitive.

Receive the main processor program counter, if required.

Receive an external operand, if required.

Convert the operand to the internal extended format.

Perform the algorithm specified by the command word on the operand(s).

Round the result to the correct precision, check the result of the computation for conditions
such as overflow, then store the result into a floating-point data register.

ook wN

The first three of these steps require approximately the same amount of time for any instruction,
but the last three steps can require widely varying amounts of time even when comparing the
execution time for a given instruction with different data inputs. For purposes of this discussion,
the first three steps are referred to as the instruction start-up phase, the fourth step as the
conversion phase, the fifth step as the calculation phase, and the sixth step as the round/store
phase. The following sections discuss the factors that affect the execution time of an arithmetic
instruction during each of these phases.

8.1.1 Instruction Start-Up Phase

The factor that affects execution time most heavily during this phase of an instruction is the
location and format of an external operand. The three possible locations for an input operand
are:
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1. In a floating-point data register,
2. In a main processor data register, and
3. In external memory.

If an operand resides in a floating-point data register before an instruction starts, no data move-
ment operation is required to prepare it for the calculation phase, and thus, the start-up phase is
very short. If an operand resides in a main processor data register, the FPCP uses the evaluate
effective address and transfer data response primitive to request it from the MPU. In this case,
the MPU does not generate any operand memory cycles, and the operand is transferred to the
FPCP- with a single bus cycle. The FPCP then converts the signed integer or single precision
floating-point number to extended precision and proceeds to the calculate phase.

For the third operand location case, execution time can vary widely due to two separate mech-
anisms, the addressing mode and alignment of the operand in memory, and the data format and
value of the operand. The addressing mode used to locate an operand affects execution time in
a straightforward manner due to the fixed nature of effective address calculations by the MPU.
For example, if the addressing mode used is address register indirect, (An), then no instruction
prefetch or external bus cycle is required to calculate the address of the operand. If the addressing
mode used is memory indirect with post-indexing, ([d,An],Xn.sz*scl,d), then up to five instruction
prefetch words and one long word indirect address fetch may be required to calculate the final
address of the operand. Then, once the operand is located, up to three long word fetches may
be required to transfer the operand to the FPCP. The execution times for these operations are
quite predictable (i.e., there are no data dependencies involved), although they are affected by
instruction stream alignment, MPU cache hits, memory access times, memory width, and operand
alignment. As mentioned earlier, certain assumptions are made with regard to these factors (for
the purposes of this discussion) so that the tables in this section may be simplified. In order to
include the effects of these factors, refer to the MC68020 user’'s manual or the MC68030 user’s
manual for more information regarding bus operation.

The second mechanism that can affect execution times for operands in memory is the data format.
For the integer and binary floating-point formats, the execution times for conversions required
to prepare the operand for the calculation are relatively free from data dependencies. However,
for the packed decimal floating-point format, execution times can vary significantly due to the
value of the input operand.

8.1.2 Calculation Phase

This is the most volatile portion of an instruction with respect to execution times. The main factor
that affects the calculation time is the operation to be performed (e.g., a sine operation requires
far more time than an add operation), but for a given operation, the execution time is data
dependent. For the monadic operations, the data dependency is limited to the type and value of
the input operand; for the dyadic operations, the combination of the types and values of the two
operands can also affect execution time (in this context, data type refers to the FPCP extended
precision representation of one of the five IEEE data types: normalized, denormalized, zero, infinity,
and not-a-number). Because execution times vary due to data values and type combinations,
Tables 8-14 and 8-15 indicate the execution time for each arithmetic operation with typical ar-
guments, along with timing values for special case operand types such as zero, infinity, etc.

8.1.3 Round/Store Result Phase

The execution time for this phase of an instruction is dependent on the mode of operation that
is programmed into the floating-point control register, as well as the value of the result. For
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example, if the rounding precision is programmed to be extended, execution is faster than if it
is single. Also, if the result of a calculation overflows or underflows the destination precision,
then more time is required to handle that exception. In the following subsections, the overall
execution times for the arithmetic operations assume the best case round/store phase time. Table
8-16 lists the values used to calculate execution times for various rounding precisions and ex-
ception handling operations.

8.2 CONCURRENT INSTRUCTION EXECUTION

An important factor that should be considered when optimizing MPU and FPCP programs is the
amount of concurrent execution time that an instruction allows. It is also an important consid-
eration in calculating overall execution time.

Concurrency between MPU and the FPCP applies when the main processor executes MPU in-
structions while the coprocessor completes execution of a floating-point instruction. The MC68882
can execute two floating-point instructions concurrently, providing additional concurrency not
available in the MC68881.

Overlap time between instructions determines the degree of concurrency that is possible. Overlap
time is derived from the combination of the tail of an instruction with the head of the next
instruction, where tail and head are portions of the total execution time of an instruction. The tail
is the portion of the total execution time during which another instruction can be executed. The
head is the portion of the total execution time that can be performed while another instruction
is completing. The overlap time of two consecutive instructions is either the tail of the first
m instruction or the head of the second, whichever is less.

The tail of a floating-point instruction is the time during which the MPU can execute a subsequent
instruction. It consists of the time during which the coprocessor releases the MPU to allow a
subsequent instruction to begin. During this period, the coprocessor is still performing the cal-
culations necessary to compiete the current instruction.

In the case of the MC68881, overlap occurs only when the subsequent instruction is an MPU
instruction. Table 8-25 is used to calculate the portion of the MC68881 instruction that can overlap
with an MPU instruction. If the subsequent instruction is a floating-point instruction, the MPU is
requested to wait to execute it until the coprocessor finishes the current instruction. That is, the
head portion of the execution time for a floating-point instruction executing in an MC68881 is
zero.

The MC68882, however, can obtain the operand of a subsequent floating-point instruction and
convert the operand to internal format during the tail of the previous instruction. This portion of
the instruction is defined as the head of the MC68882 instruction. It is the portion of the instruction
that begins when the instruction is initiated by the MPU, and ends when the present coprocessor
instruction can no longer operate under the tail of a previous instruction. The actual values of
head and tail that apply to the MC68882 floating-point instructions are shown in Table 8-3. The
tails of MC68882 floating-point instructions can execute concurrently with MPU instructions as
well as with other MC68882 instructions. The head times for the MC68882 instructions indicate
the degree of concurrency that is allowed.

Each floating-point instruction of the MC68882 is either fully concurrent, partially concurrent, or
non-concurrent. Instructions for which the head time equals the total execution time are fully
concurrent. Those for which head and tail values are shown are partially concurrent. The instruc-
tions that have zero head values are non-concurrent.

\
|
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Concurrent execution of floating-point instructions in the MC68882 can significantly improve
coprocessor performance. Refer to 5.1.2 Optimization of Code for the MC68882 for more infor-
mation on the effects of concurrency on the performance of programs.

8.3 INTERRUPT LATENCY TIMES

In real-time systems, a very important factor pertaining to overall system performance is the
response time required for a processor to handle an interrupt. In the M68000 Family of processors,
interrupts are allowed to be asserted to the processor asynchronously, and they are handled on
the next instruction boundary. While the average interrupt latency for the MPU is quite short, the
maximum latency is often of critical importance since real-time interrupts cannot require servicing
in less than the maximum interrupt latency. The maximum interrupt latency for the MPU is
approximately 250 clock cycles (for the MOVEM.L ([d32,An],Xn,d32),D0-D7 AQ-A7 instruction where
the last data fetch is aborted with a bus error; refer to the MC68020 user’s manual or the MC68030
user’s manual for more detailed information), but some FPCP instructions may take two or three
times that long to execute with typical operand types, combinations and values.

It may be unacceptable in a real-time system to have a worst-case interrupt latency time as large
as 600 or more clock cycles (the length of some long floating-point instructions). Therefore, the
FPCP allows interrupts to be processed in the middle of the execution of a floating-point instruction,
whenever possible, to reduce the latency time. The FPCP does this in four ways:

1. By returning the null (CA=0, IA=1, PF=0) primitive when it enters the calculate phase of
an instruction that allows concurrency. If the MPU is not in the trace mode, it is then free to
fetch the next instruction and process any pending interrupts at the instruction boundary. If
the MPU is in the trace mode, it waits for the FPCP to complete execution and return the
null (CA=0, PF=1) primitive before continuing with the next instruction, but it services
pending interrupts while it is waiting.

2. By returning the null (CA=1, IA=1) primitive when the main processor attempts to initiate
afloating-pointinstruction while the FPCP is unable to begin another operation, thus allowing
the MPU to service interrupts while waiting for the coprocessor to start execution of the new
instruction.

3. By returning the null (CA=1,1A=1) primitive during internal conversions for non-concurrent
instruction execution (eg., FMOVE.<fmt> FPn,<ea> in the MC68881 or FMOVE.W FPn,<ea>
in the MC68882) before returning service request primitives to complete the operation.

4. By returning the not ready, come again format code during internal operations required by
the FSAVE instruction. The FPCP returns this format code in some cases (as described in 6.4
CONTEXT SWITCHING) to enable it to store a smaller state frame, and the MPU can process
interrupts while waiting for the save operation to begin.

For the first two cases, the MPU is allowed to process interrupts during the tail period defined in
8.2 CONCURRENT INSTRUCTION EXECUTION. For the third case, the period during which the
MPU can process interrupts is illustrated in Figure 8-1. The timing for the fourth case is similar
to the third case, except that the periods labeled “Convert”, “Round”’, and “Transfer” for the FPCP
are not used for those purposes but instead for saving of the internal state.

MC68020 MC68030 INITIATE INSTRUCTION WAIT, INTERRUPTS ALLOWED STORE |

MC688881'MC68882 L l START-UP CONVERT ROUND TRANSFER l

Figure 8-1. Non-Concurrent Instruction Execution, Interrupts Allowed

|
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Basically, the maximum interrupt latency time for any FPCP instruction is equal to the worst case
execution time minus the interrupts allowed time, where both of these values are calculated using
the tables in this section. For concurrent instructions, the execution time and allowed concurrency
times are shown, and the interrupt latency is the difference between these two values. For non-
concurrent instructions, the amount of time during which interrupts are allowed is shown in the
tables as the number of allowed overlap clock cycles, and the interrupt latency is approximately
equal to the total execution time minus the allowed overlap time. However, as shown in Figure
8-1, there may be two separate time periods during which the MPU is not allowed to process
interrupts. For some instructions, such as the FMOVE.P FPn,<ea> instruction, these two periods
are approximately equal and make up a small fraction of the overall execution time for the
operation. On the other hand, for the FRESTORE and FSAVE instructions, the time required to
transfer a busy state frame is roughly equal to the overall execution time. In fact, the worst case
interrupt latency due to an FPCP instruction is for the FRESTORE instruction with a busy state
frame. '

8.4 COPROCESSOR INTERFACE OVERHEAD

For all of the instruction timings shown in the following tables, all coprocessor interface bus cycle
timing and associated processing are included in the overall execution times. However, it is
assumed that when the main processor begins execution of a floating-point instruction, the FPCP
has completed execution of any previous instruction and is ready to begin a new instruction.
(Note that the criteria for determining the readiness of the MC68881 is different from that of the
MC68882. The MC68881 is ready to begin an instruction if the previous instruction is completed.
The MC68882, however, is ready to begin an instruction if the instruction has completed executing
E in the CU and the CU has handed off the instruction to the APU.) Thus, the MPU is never required
: to wait while the FPCP completes an instruction. Also, it is assumed that when the MPU is waiting
for the FPCP during a non-concurrent instruction, the main processor reads the response register
at exactly the moment when the FPCP is prepared to return a service request primitive to complete
or continue the instruction. If these conditions are not met, the actual instruction execution time
can be shorter or ionger than the vaiues shown in the tabies, due to synchronizaiion of ihe two
devices. '

First, it must be noted that the FPCP does not begin execution of an instruction until the start of
the read cycle from the response CIR in which the first primitive of the instruction dialog is returned
to the main processor. If the MPU attempts to initiate a floating-point instruction before the
previous one has completed and the coprocessor is ready, the FPCP queues the command word
or conditional predicate and then instructs the MPU to wait (by encoding the null (CA=1, IA=1)
primitive in the response CIR) until the previous instruction is completed and the FPCP is ready
to begin the next instructjon. When the previous instruction has completed execution, the FPCP
does not begin execution of the queued-instruction until the next read of the response CIR. The
sequence of events for this situation is:

1. The FPCP allows concurrent instruction execution by returning the null (CA=0,1A=1, PF=0)
primitive to the MPU.

2. The MPU encounters the next FPCP instruction and attempts to initiate execution by writing
to the command or condition CIR. The MPU then starts a read from the response CIR to
determine what further action should be taken.

3. The FPCP queues the instruction'initiation request and changes the encoding of the response
CIR to null (CA=1, IA=1), causing the MPU to wait.

4. The MPU continues to read the response CIR repeatedly until a new primitive is encoded or
an interrupt becomes pending (if an interrupt occurs, the MPU resumes polling of the re-
sponse CIR after the interrupt handler executes an RTE instruction).
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5. The MC68881 APU becomes idle (by completing the previous instruction) and waits for the
next read of the response CIR. In the MC68882, the CU hands off the instruction to the APU
after the APU completes the previous instruction and waits for the next read of the response
CIR.

6. The MPU reads the response CIR, which either results in the return of a take exception
primitive (due to an exception during the previous instruction) or causes the FPCP to begin
execution of the new instruction by returning the first primitive required for that operation.

The timing relationship of the main processor and the FPCP during this sequence can affect the
overall execution time of the new instruction, due to synchronization between the two devices.
Specifically, if the MPU begins a read of the response CIR exactly one clock cycle before the FPCP
completes the execution of the previous instruction in the APU, the FPCP immediately begins
execution of the new instruction by returning the first primitive of the new instruction dialog
during that read cycle. This case is shown in Figure 8-2, which illustrates the best case timing for
coprocessor interface overhead: two clock cycles.

SO S1 S2 S3 S4 S5 SO S1 S2 S3 S4 S5 SO S1 S2 Sw Sw Sw Sw S3 S4 S5

MC68020/MC68030 X START NEW INSTRUCTION — cpGEN

BUS ACTIVITY ——————  PREFETCH X WRITE COMMAND X READ RESPONSE —

MC68881/MC68882 COMPLETE PREVIOUS INSTRUCTION START NEW INSTR... n
\
V /\_\/_'—/

BEST CASE OVERLAP — 9 CLOCKS 2 CLOCK OVERHEAD

Figure 8-2. Best-Case Coprocessor Interface Overhead Timing

Figure 8-2 also illustrates the typical coprocessor interface overhead timing, which occurs when
the MPU initiates a new instruction and the FPCP is in the idle state. For this case, there is no
overlap with a previous instruction at the beginning of the instruction dialog, and the coprocessor
interface overhead for the new instruction is eleven clock cycles. Also, note that this example
assumes that the instruction prefetch requested by the cpGEN start-up operation was not satisfied
by the previous prefetch bus cycle, and it does not hit in the MPU on-chip instruction cache. Refer
to 8.5.2 MC68881 Detail Timing Tables for further discussion of the effects of instruction prefetch-
ing by the MPU.

If the read cycle to the response CIR occurs before the FPCP has completed execution of the
previous instruction, the MPU processes the null (CA=1, IA=1) primitive that is returned (by
checking for pending interrupts and re-reading the response CIR if there are none). This operation
requires 10 MPU clock cycles, and thus there is a 10 clock cycle worst case synchronization period
that is part of the effective execution time for the new instruction. (The worst case occurs if the
response CIR read cycle starts two clock cycles before the previous instruction in the APU is
completed.) The worst case timing is shown in Figure 8-3. The exact amount of synchronization
time required is dependent on the system environment, such as the clock signal relationship
between the MPU and the FPCP, and the context of an instruction sequence. In all of the following
tables, the typical case of no overlapped execution is assumed; thus, a coprocessor interface
overhead value of eleven clock cycles is included in the timing numbers. It an attempt is made
to optimize an instruction sequence for overlapped execution, the coprocessor interface overhead
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Figure 8-3. Worst-Case FPCP Interface Overhead Timing

may be reduced by as much as nine clock cycles. However, incorrect “optimization” may result
in an eleven clock cycle overhead, which is no worse than the no overlap case previously described.

A similar overhead effect occurs for non-concurrent instructions that allow interrupt processing
by returning the not ready format code (FSAVE instruction), or the null (CA=1, IA=1) primitive
in the middle of instruction execution (i.e., the FSAVE and FMOVE FPn,<ea> instructions). In
these cases, the FPCP completes as much of the instruction as possible while allowing interrupts,
and then prepares to encode a valid format code or service request primitive in the save or
response CIR during the next read by the MPU. The timing relationship between the start of the
read cycle and the completion of internal operations by the FPCP is identical to the timing pre-
viously described for the instruction start up phase. Thus, the same 10 clock cycle overhead factor
m might be added to the execution time for these instructions.

In the following tables, the assumptions stated earlier apply (i.e., the main processor is an MPU
running on the same clock as the FPCP), and the coprocessor interface overhead for all operations
other than instruction initiation is included based on those assumptions. If an instruction is ex-

ecuted under conditions other than those described, the execution time may be increased in
increments of 10 clock cycles if necessary.

8.5 EXECUTION TIMING TABLES

In the following subsections, timing tables are presented that allow the calculation of best case,
typical and worst case execution times for any FPCP instruction. These tables are based on the
assumptions previously stated and include the total execution time for each instruction. In other
words, the numbers that are calculated using these tables indicate the time from the beginning
of execution of the coprocessor instruction by the MPU (i.e., when the instruction has been
prefetched and loaded into the instruction decode register) to completion of the instruction by
the FPCP and/or MPU (i.e., when a read of the response CIR ipdicates a null (CA=0, PF=1), when
conditional processing is completed, or when the last operand transfer to or from the FPCP has
been completed).

Bus cycle activity is also indicated by the tables and includes all bus cycles generated by a particular
operation. Note that instruction prefetch and operand write cycles requested by the execution of
a given instruction may not actually be executed during the execution of the instruction, but are
qgueued by the MPU bus interface unit for completion as soon as the bus is available. (Refer to
the MC68020 or MC68030 user’'s manual for more information on bus cycle overlap.) When a
floating-point operation is completed, a prefetch request has been generated by the MPU to replace
each word of the instruction stream used by the instructian or to refill the instruction pipe in the
case of a conditional branch, a trap instruction, or an exception.
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The timing information shown in the following tables for some operations includes three numbers
that depend on the context of the instruction (i.e., the alignment of the instruction stream, whether
the MPU instruction cache is enabled, and whether the cache contains the instruction.)

1. The best case value, where prefetches hit in the MPU on-chip cache and the instruction
benefits from the maximum overlap, in the MPU pipeline, with other instructions. Due to
the highly volatile nature of the instruction pipeline, this case is not easy to achieve inten-
tionally but occurs occasionally.

2. The cache-only-case, where prefetches hit in the MPU on-chip cache, but the instruction
does not overlap with preceding or following instructions.

3. The worst case, where prefetches do not hit in the MPU on-chip cache or the cache is disabled,
and there is no instruction overlap. It is further assumed that the instruction is aligned so
that a prefetch is executed before the MPU writes to the FPCP command CIR.

The execution time entries in most of the following tables contain seven numbers. The left-most
number is the total execution time for the operation in clock cycles, followed by the number of
clock cycles of the total execution time that is allowed to overlap with execution of other operations
by the main processor. Then, in parenthesis, the bus cycle activity is included, which indicates
the number of instruction prefetch, operand read, operand write, coprocessor read, and copro-
cessor write bus cycles that are generated by the execution of the instruction. An example of the
format of an entry from the timing tables is:

XX/XX (XX/XX/XX/XX/XX)

Total execution time |
Overlap with subsequent MPU instructions
Number of prefetch bus cycles
Number of operand read bus cycles
Number of operand write bus cycles
Number of coprocessor read bus cycles
Number of coprocessor write bus cycles

The total number of clocks required for the bus activity in each entry can be derived by multiplying
the total number of bus cycles by three. (This does not account for the fact that reads from the
response and save CIRs require five clocks rather than three, but the two clock-cycle discrepancy
is usually negligible compared with the overall execution time for an instruction.) For some
instructions, the number of coprocessor read cycles indicated by the tables may not reflect the
actual number of read cycles that are executed during the dialog for the instruction. This is because
only the first occurrence of a series of null (CA=1, IA=1) or null (CA=0, PF=0, IA=1) primitives
is included in the tables. For example, the FPCP forces the main processor to wait during the
conversion phase of the FMOVE FPn,<ea> instruction by using the null response primitive. The
MPU may perform numerous response CIR read cycles during the time that it waits for the FPCP,
but only the first of this series of read cycles is included in the timing table entry. Although this
simplification may fail to indicate the true number of coprocessor read cycles executed by the
MPU, it allows the tables to accurately indicate the minimum number of different response pri-
mitive and operand reads that must be executed by a main processor, regardless of its type or
clock and bus speed.

The timing tables in the following sections are divided into two major groups. First, several tables
are presented that allow quick determination of the typical execution time for all instructions.
These tables are comprehensive but assume typical operand inputs and operating conditions for
simplicity. No more than two tables are used to determine the typical execution time for a given
instruction. One table is used to determine the basic execution time for the selected instruction,
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and a second table (one of five listing the instruction groups) is used to determine the additional
time required for the calculation of the effective address by the MPU, for those instructions that
require an effective address calculation.

The second group of tables is used to calculate a more precise execution timing value for a specific
instruction, addressing mode, and operand type combination than is available in the first group
of tables. This group of tables is also useful for the calculation of execution times where the main
processor is not an MPU, since the timing for each phase of instruction execution is included in
a separate table. This allows timings that are only dependent on the FPCP to be calculated and
added to the timing characteristics of the main processor.

8.5.1 Timing Tables for Typical Execution

This set of tables allows a quick determination of the typical execution time for any FPCP instruction
when the MPU is used as the main processor. The first table presented is for effective address
calculations performed by the MPU. Entries from this table are added to the entries in the other
tables in this subsection, if necessary, to obtain the overall execution time for an operation. The
assumptions that apply to the following tables are:

® The main processor is an MC68020 and operates on the same clock as the FPCP. Instruction
prefetches do not hit in the MC68020 cache (or it is disabled), and the instruction is aligned
so that a prefetch occurs before the command CIR is written by the MC68020.
NOTE
The timing numbers are derived assuming that the main processor is an MC68020.
“ The MC68030 has a more optimized coprocessor interface and can benefit from the
data cache hits. These improvements of the coprocessor interface are not used in
determining typical operation. Actual operation when using the MC68030 always
yields better values than the calculations derived from these tables.
A 32-bit memory interface is used, and memory accesses occur with zero wait states. All
memory operands, as well as the stack pointers, are long-word aligned.
® Accesses to the FPCP require 3 clock cycles, with the exception of read accesses to the
response and save CIRs, which require 5 clock cycles.

® No instruction overlap is utilized so the coprocessor interface overhead is 11 clocks. This can
be reduced to 2 clock cycles if optimized code sequences are used or may be 11 clock cycles
if overlap is attempted and a synchronization delay is required.

® Typical operand conversion and calculation times are used (i.e., input operands are assumed
to be normalized numbers in the legal range for a given function).

® No exception is enabled, no exception occurs, and the default rounding mode and precision
of round-to-nearest, extended precision is used.

8.5.1.1 EFFECTIVE ADDRESS CALCULATIONS. For any instruction that requires an operand ex-
ternal to the FPCP, an evaluate effective address and transfer data response primitive is issued
by the FPCP during the dialog for that instruction. The amount of time that is required for the
MPU to calculate the effective address while processing this primitive for each addressing mode,
excluding the transfer of the data to the FPCP, is shown in Table 8-1. The times shown in this
table include all bus cycles required to perform the address calculation (such as instruction pre-
fetches and memory indirect fetches).

For the FMOVEM instruction, Table 8-1 is also used to determine the time required for the MPU
to perform an address calculation (implied by the transfer multiple coprocessor registers primi-
tive). Forthe FScc, FRESTORE, and FSAVE instructions, the request to evaluate an effective address

L _________________________________________________________________________|
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Table 8-1. Effective Address Calculations

Addressing Modes Best Case Cache Case Worst Case
Dn or An 0/0 (0/0/0/0/0) 0/0 (0/0/0/0/0) 0/0 (0/0/0/0/0)
(An) 0/0 (0/0/0/0/0) 2/0 (0/0/0/0/0) 2/0 (0/0/0/0/0)
(An)+ 3/0 (0/0/0/0/0) 6/0 (0/0/0/0/0) 6/0 (0/0/0/0/0)
~(An) 3/0 (0/0/0/0/0) 6/0 (0/0/0/0/0) 6/0 (0/0/0/0/0)
(d16.An) or (d16,PC) 0/0 (0/0/0/0/0) 2/0 (0/0/0/0/0) 3/0 (1/0/0/0/0)
(xxx).W 0/0 (0/0/0/0/0) 2/0 (0/0/0/0/0) 3/0 (1/0/0/0/0)
(xxx).L 1/0 (0/0/0/0/0) 4/0 (0/0/0/0/0) 5/0 (1/0/0/0/0)
#<data> 0/0 (0/0/0/0/0) 0/0 (0/0/0/0/0) 0/0 (0/0/0/0/0)
(dg,An,Xn) or (dg,PC,Xn) 1/0 (0/0/0/0/0) 4/0 (0/0/0/0/0) 5/0 (1/0/0/0/0)
(d16,An,Xn) or (d16,PC,Xn) 3/0 (0/0/0/0/0) 6/0 (0/0/0/0/0) 7/0 (1/0/0/0/0)
(B) 3/0 (0/0/0/0/0) 6/0 (0/0/0/0/0) 7/0 (1/0/0/0/0)
(d16,B) 5/0 (0/0/0/0/0) 8/0 (0/0/0/0/0) 9/0 (1/0/0/0/0)
(d32,B) 11/0 (0/0/0/0/0) 14/0 (0/0/0/0/0) 16/0 (2/0/0/0/0)
(BLH 8/0 (0/1/0/0/0) 11/0 (0/1/0/0/0) 12/0 (1/1/0/0/0)
((B],I,d16) 8/0 (0/1/0/0/0) 11/0 (0/1/0/0/0) 12/0 (1/1/0/0/0)
([B],1,d32) 10/0 (0/1/0/0/0) 13/0 (0/1/0/0/0) 15/0 (2/1/0/0/0)
([d16.B1.1) 10/0 (0/1/0/0/0) 13/0 (0/1/0/0/0) 14/0 (1/1/0/0/0)
({d16.B11.d16) 10/0 (0/1/0/0/0) 13/0 (0/1/0/0/0) 15/0 (2/1/0/0/0)
(ld16.B11,d32) 12/0 (0/1/0/0/0) 15/0 (0/1/0/0/0) 17/0 (2/1/0/0/0)
(Id32,B1.1) 16/0 (0/1/0/0/0) 19/0 (0/1/0/0/0) 21/0 (2/1/0/0/0)
(Id32,Bl.1.d16) 16/0 (0/1/0/0/0) 19/0 (0/1/0/0/0) 21/0 (2/1/0/0/0)
({d32,Bl.1,d32) 18/0 (0/1/0/0/0) 21/0 (0/1/0/0/0) 24/0 (3/1/0/0/0)

B=Base address; 0, An, PC, Xn, An+Xn, PC+ Xn. Form does not affect timing.
I=Index; 0 or Xn.

NOTE: Xn cannot be in B and | at the same time. Scaling and size of Xn does not affect timing.

is implied by the F-line instruction word; therefore, no response primitive is issued by the FPCP
to request the evaluation. The following table is used for these three instructions to adjust the
basic instruction execution time to reflect the addressing mode that is used.

Note that Table 8-1 applies only to the MPU effective address calculation time for coprocessor
instructions. The execution times included in this table are not the same as the calculate effective
address times given in the MPU user’s manuals for normal instruction execution.

8.5.1.2 ARITHMETIC OPERATIONS. Three tables provide the typical instruction execution time
for each arithmetic instruction. This group of instructions includes the majority of the FPCP op-
erations such as FADD, FSUB, etc. In addition to the instructions that perform arithmetic calcu-
lations as part of their function, the FCMP, FMOVE, and FTST instructions are also included since
an implicit conversion is performed by those operations. For memory operands, the timing for
the appropriate effective addressing mode must be added to the numbers in these tables to
determine the overall instruction execution times. In order to simplify these tables, the overall
execution times for the MC68881 are listed in Table 8-2, the overall execution times for the
MC68882 are listed in Table 8-3, and the bus cycle activity numbers are listed in Table 8-4. In
addition to the total execution times for the MC68882, Table 8-3 lists the head and tail values
required for calculating concurrency.
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Table 8-2. MC68881 Overall Execution Times

Memory Source or Destination Operand Format
Instruction FPn to FPm
Integer Single Double Extended Packed
FABS 35 62 54 60 58 872
FACOS 625 652 644 650 648 1462
FADD 51 80 72 78 76 888
FASIN 581 608 600 606 604 1418
FATAN 403 430 422 428 426 1240
FATANH 693 720 712 718 716 1530
FCMP 33 62 54 60 58 870
FCOS 391 418 410 416 414 1228
FCOSH 607 634 626 632 630 1444
FDIV 103 132 124 130 128 940
FETOX 497 524 516 522 520 1334
FETOXM1 545 572 564 570 568 1382
FGETEXP 45 72 64 70 68 882
FGETMAN 31 58 50 56 54 868
FINT 55 82 74 80 78 892
FINTRZ 55 82 74 80 78 892
FLOGN 525 552 544 550 548 1362
FLOGNP1 571 598 590 596 594 1408
FLOG10 581 608 600 606 604 1418
m FLOG2 581 608 600 606 604 1418
FMOD 70 99 91 97 95 907
FMOVE to FPn 33 60 52 58 56 870
FMOVE to memory — 100 80 86 72 2002
FMOVECR 29 — — — — —
FMUL 71 100 92 9] 26 208
FNEG 35 62 54 60 58 872
FREM 100 129 121 127 125 937
FSCALE a4 70 62 68 66 878
FSGLDIV 69 98 920 96 94 906
FSGLMUL 59 88 80 86 84 896
FSIN 391 418 410 416 414 1228
FSINCOS 451 478 470 476 474 1288
FSINH 687 714 706 712 710 1524
FSQRT 107 134 126 132 130 944
FSUB 51 80 72 78 76 888
FTAN 473 500 492 498 496 1310
FTANH 661 688 680 686 684 1498
FTENTOX 567 594 586 592 590 1404
FTST 33 60 52 58 56 870
FTWOTOX 567 594 586 592 590 1404

*Add the appropriate effective address calculation time.
**|f the source or destination is an MPU data register, subtract 5 or 2 clock cycles, respectively.
***Assumes a static k-factor is used if the destination data format is packed decimal. Add 14 clock cycles if a dynamic k-factor is
used.
****The source operand is from the constant ROM rather than a floating-point data register.
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Table 8-3. MC68882 Overall Execution Times

Memory Source or Destination Operand Format***
Monadic FPn to FPm Integer**** Single**** Double Extended Packed

H T Total| H T Total| H T Total| H T Total| H T Total| H T Total
FABS 17 17 38 | 21 28 68 | 30 20 51 36 20 57 | 42 20 63 13 811 893
FACOS 17 607 628 | 21 618 658 | 30 610 641 36 610 647 | 42 610 653 13 1401 1483
FADD 17 35 56 | 21 54 94 | 30 38 69 3 38 75 | 42 38 81 13 827 909
FASIN 17 563 584 21 574 614 30 566 597 36 566 603 42 566 609 13 1357 1439
FATAN 17 385 406 | 21 396 436 | 30 383 419 36 388 425 | 42 388 431 13 1179 1261
FATANH 17 675 696 | 21 686 726 | 30 678 709 | 36 678 715 | 42 678 721 13 1469 1551
FCMP 7 17 38 {21 36 76 | 30 20 51 36 20 57 | 42 20 63 13 809 891
FCOS 17 373 394 | 21 384 424 | 30 376 407 36 376 413 | 42 376 419 13 1167 1249
FCOSH 17 583 610 | 21 600 640 | 30 592 623 | 36 592 629 | 42 592 635 13 1383 1465
FDIV 17 87 108 | 21 106 146 | 30 90 121 36 90 127 | 42 90 133 13 879 961
FETOX 17 479 500 | 21 490 530 | 30 482 513 | 36 482 519 | 42 482 525 13 1273 1355
FETOXM1 17 527 548 | 21 538 578 | 30 530 561 36 530 567 | 42 530 573 13 1321 1403
FGETEXP 177 27 48 | 21 38 78 | 30 30 61 36 30 67 | 42 30 73 13 821 903
FGETMAN 17 13 34 | 21 24 64 | 30 16 47 | 36 16 53 | 42 16 59 13 807 889
FINT 17 37 58 21 48 88 30 40 71 36 40 77 42 40 83 13 831 913
FINTRZ 17 37 58 | 21 48 88 | 30 40 71 36 40 77 | 42 40 83 13 831 913
FLOGN 17 507 528 21 518 558 | 30 510 541 36 510 547 | 42 510 553 13 1301 1383
FLOGNP1 17 553 574 | 21 564 604 | 30 556 587 36 556 593 | 42 556 599 13 1347 1429
FLOG10 17 563 584 | 21 574 614 | 30 566 597 36 566 603 | 42 566 609 13 1357 1439
FLOG2 17 563 584 | 21 574 614 | 30 566 597 | 36 566 603 | 42 566 609 13 1357 1439
FMOD 177 54 75 | 21 73 113 | 30 57 83 | 36 57 94 | 42 57 100 13 846 928
FMOVE to FPn 21 % 21 21 8 48 | 34 * 34 | 40 * 40 | 46 * 46 13 809 891
FMOVE to FPn** 10 0 21 21 8 48 28 6 34 34 6 40 40 6 46 13 809 891
FMOVE to memory***** | — — 0 0 110 | 38 * 38 | 44 * 44 | 50 * 50 0 0 2006
FMOVE to memory** - - - 0o 0 110 0 0 38 0 0 44 0 0 50 0 0 2006
FMOVECR****** MM 0 32| — — — _— - —_ - — - = - _ = =
FMUL 17 55 76 21 74 114 30 58 89 36 58 95 42 58 101 13 847 929
FNEG 17 17 38 | 21 28 68 | 30 20 51 36 20 57 | 42 20 63 13 811 893
FREM 17 84 105 | 21 103 143 | 30 87 118 | 36 87 124 | 42 87 130 13 876 958
FSCALE 17 25 46 | 21 44 84 | 30 28 59 | 36 28 65 | 42 28 71 13 817 899
FSGLDIV 17 53 74 21 72 112 30 56 87 36 56 93 42 56 99 13 845 927
FSGLMUL 17 43 64 | 21 62 102 | 30 46 77 36 46 83 | 42 46 89 13 835 917
FSIN 17 373 394 | 21 384 424 | 30 376 407 | 36 376 413 | 42 376 419 13 1167 1249
FSINCOS 17 433 454 | 21 444 484 | 30 436 467 | 36 436 473 | 42 436 479 13 1227 1309
FSINH 17 669 690 | 21 680 720 | 30 672 703 36 672 709 | 42 672 715 13 1463 1545
FSQRT 17 83 110 | 21 100 140 | 30 92 123 | 36 92 129 | 42 92 135 13 883 965
FSUB 177 35 56 | 21 54 94 | 30 38 69 | 36 38 75 | 42 38 81 13 827 909
FTAN 17 455 476 | 21 466 506 | 30 458 489 | 36 458 495 | 42 458 501 13 1249 1331
FTANH 17 643 664 | 21 654 694 | 30 646 677 36 646 683 | 42 646 689 13 1437 1519
FTENTOX 17 549 570 | 21 560 600 | 30 552 583 | 36 552 589 | 42 552 595 13 1343 1425
FTST 177 15 36 | 21 26 66 | 30 18 49 | 36 18 55 | 42 18 61 13 809 891
FTWOTOX 17 549 570 21 560 600 30 552 583 36 552 589 42 552 595 13 1343 1425

*These instruction do not have a tail time. The next instruction’s head can be added to determine the effective head time.
**When register conflict occurs, concurrency is decreased.
***Add the effective address time to obtain overall execution time. Add the effective address time to obtain effective head time.
(This does not apply to the FMOVE to - memory instruction.)
****|f the source or destination is an MPU data register, subtract 5 or 2 cycles, respectively.
**xx*Assumes a static k-factor is used if the destination data format is packed decimal. Add 14 clock cycles if a dynamic k-factor is
used.
*****¥*The source operand is from the constant ROM rather than a floating-point data register.
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Table 8-4. Bus Cycle Activity — Arithmetic Operations

Operation Type FPm Source M v S or Destination Operand Format*
Integer** Single** Double Extended Packed
FPn Destination (1/0/0/1/1) (1/1/0/2/2) (1/1/0/2/2) (1/2/0/2/3) (1/3/0/2/4) (1/3/0/2/4)
Move to Memory*** —_— (1/0/1/4/1) (1/0/1/4/1) (1/0/2/5/1) (1/0/3/6/1) (1/0/3/6/1)

*Add the appropriate effective address calculation bus cycle activity.
**|f the source or destination is an MC68020 data register, subtract (0/1/0/0/0) or (0/0/1/0/0), respectively.

***Includes the read of one null (CA=1, IA=1) primitive when the conversion starts, the evaluate effective address and transfer data
primitive when the conversion is complete, and a null (CA=0) primitive after the transfer is complete. The MPU reads additional
null (CA=1,1A=1) primitives while waiting for the transfer to start. For an MC68881, if no interrupts occur, the number of additional
response CIR read cycles is 5 for integer, 3 for single or double, 1 for extended and ~194 for packed. For an MC68882, the number
of additional response read cycles is 5 for integer and ~194 for packed.

8.5.1.3 MC68882 CONCURRENT OPERATIONS. The MC68882 overall instruction timing table,
Table 8-3, contains the H and T numbers, which are helpful in estimating the instruction execution
overlap resulting from concurrent execution of floating-point instructions.

® H — Head. The effective address calculation should be added to the head to obtain the true
head time. (This does not apply for FMOVE to memory if a register conflict occurs.)

® T — Tail. The period during which the MC68882 can begin another floating-point instruction.

The total execution time for a set of instructions is the sum of the overall execution times of the
individual instructions in the set minus the total overlap time. This formula applies to both the

m MC68881 and the MC68882; for the MC68881, the overlap between floating-point instructions is
zero.

Table 8-5 lists an example of the use of the timing tables to calculate the execution time for a
sequence of instructions. The table compares the execution times, in clock cycles, of the individual
instructions and the total execution time for the sequence using the MC68881 with the corre-
sponding times using the MC68882. The first column lists the instructions in the set. The second
column lists the time required to obtain the operand at the effective address. These numbers are
taken from Table 8-1. This time applies to both coprocessors; it is added to the execution time
for the instruction. The third column lists the total execution times for each instruction when
executing in the MC68881.

The four columns to the right list values that apply to the MC68882. From left to right, the columns
contain the following values:

1. The overall execution time for each instruction when executing in the MC68882, and the H
and T numbers for each of the instructions. The T values for the fully-concurrent FMOVE
instructions are shown as T=*,

2. The adjusted head time, which is the sum of the effective address calculation time and the
head time. For the FMOVE to memory instructions (opclass 011), the effective address cal-
culation is not added to the head time. The tail time is not altered. _

3. The effective head and effective tail time for each instruction. Where T is shown as T=7*, the
effective head time is the sum of the FMOVE H time plus the H time of the subsequent
instruction. The tail time is not altered.

4. The actual overlap time, which is the lesser of the effective tail and the effective head of the
column to the left.

At the bottom of the table, the totals show the overall times. For the MC68881, this time is the
sum of the total execution time plus the effective address time. For the MC68882, it is the sum

i )
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Table 8-5. Timing Calculation Example

MC68882
Instruction T2 MC68881 Effective Head Actual
Time Times i i
Times Adjusted Effective Tail Overlap
FMUL.D <ea>,FP1 6 98 95
H=36 36+6=42
T=58 58 58 58
FMOVE.D FP2,<ea> 6 86 44
H=44 44 +6=50 50+42=92
T=* *
FADD.D <ea>,FP1 6 78 75
H=36 | 36+6=42
T=38 38 38 38
FMOVE.X FPO,FP2 0 33 21
H=21 21 21+42=63
T= * *
FMUL.D <ea>,FP2 6 98 95
H=36 36+6=42
T=58 58 59 58
FMOVE.D FP1,<ea> 6 86 44
H=44 44 +6=50 51+42=93
T=* *
FADD.D <ea>,FP2 6 78 75
H=36 36+6=42
T=38 38 38
FMOVE.X FPO,FP1 0 33 21
H=21 21 21 21
T=* *
Total 36 557 470 175
overall 881 time: 557 +36= 593
overall 882 time: 470+36—-175= 331
ratio: 593/331= 1.80

of the total execution time plus the effective address time, less the actual overlap time. The
conclusion is that for the instruction sequence shown here, the MC68881 requires 1.80 times
longer to execute compared to the MC68882.

8.5.1.4 MOVE CONTROL REGISTER AND FMOVEM OPERATIONS. Table 8-6 shows the execution
times for the FMOVE FPcr and FMOVEM instructions. The timing for the appropriate effective
addressing mode must be added to the numbers in this table to determine the overall instruction
execution times.
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Table 8-6. Move Control Register and MOVEM Execution Times

Operation* Best Case Cache Case Worst Case

FMOVE FPcr,Rn 29/6 (0/0/0/3/1) 31/6 (0/0/0/3/1) 34/9 (1/0/0/3/1)
FPcr,<ea> 31/6 (0/0/1/3/1) 33/6 (0/0/1/3/1) 36/9 (1/0/1/3/1)
Rn,FPcr 26/6 (0/0/0/2/2) 28/6 (0/0/0/2/2) 31/9 (1/0/0/2/2)
<ea>,FPcr 31/6 (0/1/0/2/2) 33/6 (0/1/0/2/2) 36/9 (1/1/0/2/2)
#<data>,FPcr 30/6 (0/0/0/2/2) 30/6 (0/0/0/2/2) 31/9 (2/0/0/2/2)

FMOVEM FPcr_list,<ea> 25+6n/6 (0/0/n/2+n/1) 27+6n/6 (0/0/n/2+n/1) 30+6n/9 (1/0/n/2+n/1)
<ea>,FPcr_list 25+6n/6 (0/n/0/2/1+n) 27+6n/6 (0/n/0/2/1+n) 30+6n/9 (1/n/0/2/1+n)
#<data), 24-+6n/6 (0/0/0/2/1+n) 25+6n/6 (0/0/0/2/1+n) 29+6n/9 (1+n/0/0/2/1+n)
FPcr_list

FMOVEM FPdr_list,<ea> 35+25n/6 (0/0/3n/3+3n/1) 37+25n/6 (0/0/3n/3+3n/1) 40+25n/9 (1/0/3n/3+3n/1)
<ea>,FPdr_list 33+31n/6 (0/3n/0/3/1+3n) 35+31n/6 (0/3n/0/3/1+3n) 38+31n/9 (1/3n/0/3/1+3n)
Dn,<ea> 49+25n/6 (0/0/3n/4+3n/2) 51+25n/6 (0/0/3n/4+ 3n/2) 54+25n/9 (1/0/3n/4+3n/2)
<ea>,Dn 47 +31n/6 (0/3n/0/4/2+ 3n) 49+31n/6 (0/3n/0/4/2+ 3n) 52+31n/9 (1/3n/0/4/2+ 3n)

*Add the appropriate effective address calculation time. n is the number of registers transferred. Add two clocks if the coprocessor
is an MC68882.

NOTE: FPcr or FPdr indicates any one of the floating-point control or data registers, respectively. FPcr_list or FPdr_list indicates a list
of any combination of the floating-point control or data registers, respectively.

8.5.1.5 CONDITIONAL INSTRUCTIONS. Table 8-7 lists the execution times for the FPCP conditional
instructions. Each entry in this table, except those for the FScc instruction, is complete and does
not require the addition of values from any other table. For the FScc instruction, the only additional
factor that must be included is the calculate effective address time for the operand to be modified.

Since the conditional instructions are intrinsic to the M68000 Family coprocessor interface (i.e.,
they are not defined by the FPCP through the use of response primitives), the MPU performs
most of the processing associated with these instructions. The only part of the instruction that
the FPCP performs is the evaluation of the conditional predicate written to the condition CIR.
Thus, the execution times shown in Table 8-7 are heavily dependent on the environment in which
the main processor executes.

Table 8-7. Conditional Instruction Execution Times

Operation Comments Best Case Cache Case Worst Case
FBcc.W Branch Taken 18/6 (0/0/0/1/1) 20/6 (0/0/0/1/1) 23/6 (2/0/0/1/1)
Branch Not Taken 16/6 (0/0/0/1/1) 18/6 (0/0/0/1/1) 19/6 (1/0/0/1/1)
FBcc.L Branch Taken 18/6 (0/0/0/1/1) 20/6 (0/0/0/1/1) 23/6 (2/0/0/1/1)
Branch Not Taken 16/6 (0/0/0/1/1) 18/6 (0/0/0/1/1) 21/6 (2/0/0/1/1)
FDBcc True, Not Taken 18/6 (0/0/0/1/1) 20/6 (0/0/0/1/1) 24/9 (2/0/0/1/1)
False, Not Taken 22/6 (0/0/0/1/1) 24/6 (0/0/0/1/1) 32/9 (4/0/0/1/1)
False, Taken 18/6 (0/0/0/1/1) 20/6 (0/0/0/1/1) 26/9 (3/0/0/1/1)
FNOP No Operation 16/6 (0/0/0/1/1) 18/6 (0/0/0/1/1) 19/6 (1/0/0/1/1)
FScc Dn 16/6 (0/0/0/1/1) 18/6 (0/0/0/1/1) 21/9 (2/0/0/1/1)
(An)+ or —(An)* 18/6 (0/0/1/1/1) 22/6 (0/0/1/1/1) 25/9 (2/0/1/1/1)
Memory** 16/6 (0/0/1/1/1) 20/6 (0/0/1/1/1) 23/9 (2/0/1/1/1)
FTRAPcc Trap Taken 36/6 (0/1/4/1/1) 39/6 (0/1/4/1/1) 47/9 (3/1/4/1/1)
Trap Not Taken 16/6 (0/0/0/1/1) 18/6 (0/0/0/1/1) 22/9 (2/0/0/1/1)
FTRAPcc.W Trap Taken 38/6 (0/1/4/1/1) 41/6 (0/1/4/1/1) 45/9 (3/1/4/1/1)
Trap Not Taken 18/6 (0/0/0/1/1) 20/6 (0/0/0/1/1) 23/9 (2/0/0/1/1)
FTRAPcc.L Trap Taken 40/6 (0/1/4/1/1) 43/6 (0/1/4/1/1) 52/9 (4/1/4/1/1)
Trap Not Taken 20/6 (0/0/0/1/1) 22/6 (0/0/0/1/1) 27/9 (3/0/0/1/1)

*For condition true; subtract one clock for condition false.
**Add the appropriate effective address calculation time.

|
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The overlap allowed times listed for these instructions indicate the time at the beginning of the
instruction that can overlap with the execution of the previous instruction by the FPCP. No overlap
is allowed at the end of the instruction since the FPCP is always idle while the MPU is completing
the operation.

8.5.1.6 FSAVE AND FRESTORE INSTRUCTIONS. The time required for a context save or restore
operation is shown in Table 8-8. The appropriate calculate effective address times must be added
to the values in this table to obtain the total execution time for these operations. For the FSAVE
instruction, the FPCP may use the not ready format code to force the MPU to wait while internal
operations are completed in order to reduce the size of the saved state frame or reach a point
where a save operation can be performed. The idle time occurs if the FPCP is in the idle phase
when the save CIR is written (refer to 6.4.3 FSAVE Protocol and 6.4.4 FRESTORE Protocol for
definitions of instruction phases). The busy time occurs if the FPCP is in the initial phase or at a
save boundary in the middle phase when the save CIR is written. Times for the MC68882, which
stores eight additional long words in the idle and busy state frames, are shown in separate table
entries.

Table 8-8. FSAVE and FRESTORE Instruction Execution Times

Coprocessor Operation State Frame Best Case Cache Case Worst Case
MC68881 FRESTORE Null 19/4% (0/1/0/1/1) 21/4* (0/1/0/1/1) 22/4* (1/1/0/1/1)
Idle 55/4* (0/7/0/1/7) 57/4* (0/7/0/1/7) 58/4* (1/7/0/1/7)
Busy 289/4* (0/46/0/1/46) 291/4* (0/46/0/1/46) 292/4* (1/46/0/1/46)
MC68881 FSAVE Null 14/1 (0/0/1/1/0) 16/1 (0/0/1/1/0) 18/1 (1/0/1/1/0)
Idle 50/1 (0/0/7/7/0) 52/1 (0/0/7/7/0) 54/1 (1/0/7/7/0)
Busy 284/1 (0/0/46/46/0) 286/1 (0/0/46/46/0) 288/1 (1/0/46/46/0)
MC68882 FRESTORE Null 19/4* (0/1/0/1/1) 21/4* (0/1/0/1/1) 22/4* (1/1/0/1/1)
Idle 103/4* (0/15/0/1/15) 105/4* (0/15/0/1/15) 106/4* (1/15/0/1/15)
Busy 337/4* (0/54/0/1/54) 339/4* (0/54/0/1/54) 340/4* (1/54/0/1/54)
MC68882 FSAVE Null 14/1 (0/0/1/1/0) 16/1 (0/0/1/1/0) 18/1 (1/0/1/1/0)
Idle 98/1 (0/0/15/15/0) 100/1 (0/0/15/15/0) 102/1 (1/0/15/15/0)
Busy 332/1 (0/0/54/54/0) 334/1 (0/0/54/54/0) 336/1 (1/0/54/54/0)

*Add the appropriate effective address calculation time. Note that the overlap time available for the FRESTORE instruction is of little
use, since this operation destroys the previous context of the FPCP.
**The second overlap allowed number represents the period during which the FPCP is preparing to perform the save operation and
the MPU can process interrupts.

8.5.2 MC68881 Detail Timing Tables

This set of tables provides the information needed to calculate a more precise execution time for
an instruction executing in the MC68881, based on the input operand format and type, than can
be obtained with the typical timing tables shown previously. Also, these tables contain the in-
formation necessary to determine instruction execution timing for a system that does not utilize
the MPU as the main processor. The assumptions stated previously are used for these tables,
with further restrictions described separately for each table. Note that the timing numbers in the
typical timing tables are derived, in most cases, by using the following set of tables.

In order to better understand the relationship of each table in this group, the following diagrams
are included. These diagrams break each basic instruction type into separate execution compo-
nents. For each component, the appropriate tables that are used to calculate the execution time
are identified. These diagrams can also be used to clarify the distribution of responsibility for
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instruction execution between the MPU and the MC68881 and to more clearly illustrate the periods
of time during which overlapped execution may occur. In these diagrams, the numbers inside
each box indicate the table that is used to determine the timing for that phase of the instruction;
the identification key for these tables follows the diagrams.

Memory-to-Register, Register-to-Register Operations

1 1 EVALUATE 1 TRANSFER 1 1
] X 1
MCsB020MCsao30 L START-UP (ea) OPERAND } CONVERT ¥ CALCULATE §  ROUND

2 3

1
Mo 3 2 5 5

S P

Move Register-to-Memory

. ' 1 EVALUATE ; TRANSFER
I START-UP ! CONVERT ! (ea) ! OPERAND

1
1
MC68020/MC68030 |
1 2 s |
MC68881 l 1 7 3 |

Conditional Operations
T 1 EVALUATE

1 ~ 1 1
m MC68020/MC68030 START-UP 3 CONDITION PROCEED
| 1 8**

MC68881 8*

*The timing for the evaluation of the conditional predicate is shown separately in 8.5.2.7 CONDI-
TIONAL TERMINATION.

**The action taken by the MC68020/MC68030 after the conditional predicate is evaluated by the —xCCw
on the ingtruction (FPee, FDBece, FSce, or FTRAPcc).

Move Control or Multiple Registers

1 1 EVALUATE ¢ REGISTER 1 TRANSFER
i .
MC68020/MCB8030 |START-UP §  (e8) SELECT REGISTERS

1

1

1
1 2 9 s |
MC68881 I 1 9 9 |

Context Save Operation

! 1 EVALUATE 1 TRANSFER 1
MCs8020MCEa030 | _START-UP §  (ea)  } PREPARE* }  FRAME |
1 l 2 10 |

MC68881 10 0 |

*During this period, the MC68881 may force the MC68020/MC68030 to wait while an internal operation
is completed, or reaches a point where a save operation can be performed.
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Context Restore Operation

]

EVALUATE 1 TRANSFER !

Mcsgo20Mcsgo3o g _START-UP (ea) FRAME CONTINUE* ¢
——————

1 2 10 ] 1

- o - - - -]

1

MC68s1 LI -

*When the context restore operation is completed, the MC68881 continues with any operation that
was suspended by a previous context save. The MC68020/MC68030 does not re-establish commu-
nications with the MC68881 during the FRESTORE instruction, but the execution of a subsequent RTE
instruction restores the MC68020/MC68030 context to the state of the previously suspended operation
if necessary.

Table Identification:
1 — Instruction Start-Up
— Effective Address Calculations
— Operand Transfers
— Input Operand Conversions
— Arithmetic Calculations
— Rounding and Exception Handling
Output Operand Conversions
— Conditional Instructions
— Multiple Register Transfers
— State Frame Transfers
— Exception Processing

20O WVWONOOGOR_AWN

—_

As an example of the use of the information in the following paragraphs, consider the FADD.P
(A0) + ,FPO instruction. First, the instruction start-up table is used to determine the time required
by the MPU to initiate the instruction (by writing the command word and reading the first response
primitive). In this case, the first response is evaluate effective address and transfer data (with the
PC bit set if any exceptions are enabled). The operand transfer table is then used to determine
the time required to transfer the packed decimal string from memory to the MC68881, and this
table requires the addition of the effective address calculation time. Thus, the calculate effective
address table is used to determine the time required by the MPU to calculate the effective address,
(A0)+, and those numbers are added to the start-up and transfer timing numbers. Note that these
first three values are almost entirely dependent on the MPU and do not apply if the main processor
is not an MC68020 or MC68030.

To complete the timing calculation, a fourth table is used to determine the decimal-to-binary
conversion time, based on the input operand data type and value. Finally, the fifth and sixth tables
used determine the time required for the addition and rounding operations. The second set of
three operations are totally independent of the main processor, and timing numbers derived for
them can be utilized by non-MPU based system designers.

As a further aid to understanding the interaction of the MPU with the MC68881 during the execution
of an instruction, four diagrams are presented in Figures 8-4 and 8-5. The bus cycle activity and
overlapped execution that is allowed during the communications dialog is shown in the diagrams,
in addition to illustrations of the effect of instruction alignment, enabled exceptions, and device
synchronization. These diagrams represent the clock-cycle-by-clock-cycle activity of the two de-
vices for four cases of the FMOVE instruction. The first three diagrams describe the FMOVE.X
FPm,FPn instruction for worst case and cache case operation, and the fourth diagram describes
the FMOVE.X (An),FPn instruction.

The three diagrams in Figure 8-4 show three cases of the FMOVE.X FPm,FPn instruction. The first
and second cases show worst case operation (where the instruction prefetches required to replace
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WORST CASE, EVEN-WORD ALIGNED:

CLOCK

(SEE NOTE 1) (SEE NOTE 2)

MC68020/MC68030 |

cpGEN (FMOVE.X FPm, FPn)

KRN TN
BUS CYCLES wiare *(PREFETCH X cp WRITE X cp READ )

MC68881

ARSI

| CONVERT

| cawc | ROUND |

OVERLAP TIME EFFECTIVE EXECUTION TIME OVERLAP TIME
9 CLOCKS 12 CLOCKS 12 CLOCKS

WORST CASE, 0DD-WORD ALIGNED:

CLOCK

MC68020/MC68030

BUS CYCLES

“ Mcssss1

OVERALL EXECUTION TIME
33 CLOCKS
(SEE NOTE 1) (SEE NOTE 2)
A A
V

| coGEN (FMOVEX FPm, FPn)

CONVERT

1 e | ROUND |

OVERLAP TIME EFFECTIVE EXECUTION TIME OVERLAP TIME
6 CLOCKS 13 CLOCKS 11 CLOCKS

OVERALL EXECUTION TIME -
™ 30 CLOCKS
CACHE CASE: (SEE NOTE 1) (SEE NOTE 2)
A A
l \ \
e N e
MC68020/MC68030 [ nuu ea=o)
BUS CYCLES \weir A cPWRITE X cpREAD e - e e e e m e m—m mmmmm e
MC68881  INSTRUCTION. [ CONVERT e | ROUND |
OVERLAP TIME EFFECTIVE EXECUTION TIME OVERLAP TIME

6 CLOCKS 12 CLOCKS 12 CLOCKS ’
OVERALL EXECUTION TIME -
il 30 CLOCKS o

NOTES:
1. These six clocks do not add to the overall execution time for the instruction, only the effective execution
time for the MC68020.
2. This operation does not add to the overall execution time for the instruction, only the effective execution
time for the MC68020.
Figure 8-4. Instruction Overlap Examples — FMOVE.X FPm,FPn
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WORST CASE, EVEN-WORD ALIGNED: (SEE NOTE 1) (SEE NOTE 2)
A A
!
B et B o L e B ST A ot B A a2

Mgggg%g’ [ cpGEN (FMOVE.S (An), FPn) (WAIT) Tee=r T evawuare <ea> ano tRansreroaa | cast (WA [ wweaso T SUBSEQUENT INSTRUCTIONS ]

o,
EECSLES v’%@g} PREFETCH X cp WRITE X cp READ  )— ep WRITE - ~em READX cp WRITE Y cp READ e
mcessst | - pmeviousiwstRuction ] [ TRANSFER | CONVERT | cac | ROUND |

OVERLAP TIME EFFECTIVE EXECUTION TIME OVERLAP TIME
“ 9 CLOCKS g 35 CLOCKS > 12 CLOCKS
OVERALL EXECUTION TIME
ni 56 CLOCKS
NOTES:

1. These eleven clocks do not add to the overall execution time for the instruction, only the effective execution time for the MC68020.

2. This operation does not add to the overall execution time for the instruction, only the effective execution time for the MC68020.

Figure 8-5. Instruction Overlap Example — FMOVE.S (An),FPn




the FMOVE instruction do not hit in the MPU on-chip cache) for the two possible alignments of
the instruction. If the first word of the instruction is at an even word address, the prefetch request
generated by the cpGEN start-up operation (to replace the F-line operation word) causes an
external bus cycle to be executed. This prefetch acquires two words, one of which fills the cpGEN
request, and one that is held in a temporary register. The time required to execute this prefetch
cycle adds directly to the overall execution time for the instruction, as well as the front-end overlap
allowed time. When the null (CA=0) primitive is processed by the MPU, a second prefetch request
is generated (to replace the command word which is filled with the word from the temporary
register). Thus, the null operation prefetch request does not generate an external bus cycle.

When the MPU polls the response CIR, the MC68881 begins execution of the instruction in the
fourth clock ¢ycle of the read cycle. As the MC68881 proceeds with the conversion operation, the
MPU then completes the cpGEN start-up operation and processes the null (CA=0) primitive. The
10 clock cycles required to perform these operations overlap with the execution of the instruction
by the MC68881 and, thus, are not included in the overall execution time calculation (although
they are included in the effective execution time calculation). The same consideration applies to
the second and third diagrams in Figure 8-4.

As shown in the second diagram of Figure 8-4, if the first word of the instruction is at an odd
word address, the prefetch requested by the cpGEN start-up is filled from the temporary register
(which was loaded by a prefetch requested during the previous MPU instruction) and an external
bus cycle is not required. When the null (CA=0) primitive is processed, a second prefetch request
is generated which must be filled by the execution of an external bus cycle. Thus, the start-up
operation for this case is a minimum of three clock cycles shorter than the first case (although
the overlap allowed time is also shorter) while the time required to process the null primitive is

E at least one clock cycle longer. Since the null processing overlaps with the execution of the operand
conversion by the MC68881, the overall execution time for the instruction is shorter, although the
overlap allowed time at the end of the instruction is reduced.

For the third case, both of the instruction prefetch requests generated during the instruction
execution are satisfied by either the temporary register or the on chip instruction cache, Thus,
the overall execution time achieves the absolute best case while allowing the maximum possnble
overlap between the two devices.

The diagram in Figure 8-5 illustrates the execution of the FMOVE.S (An),FPn instruction where
the instruction is even-word aligned, the MPU cache is disabled, and at least one of the arithmetic
exceptions is enabled. Under these conditions, the cpGEN start-up operation is identical to the
first diagram in Figure 8-4, except that the primitive returned by the MC68881 is evaluate effective
address and transfer data with the PC and CA bits set. Thus, the first operation performed by the
MPU while processing this primitive is to pass the program counter, which adds two clock cycles
to both the effective and overall execution times. (Note that the third clock cycle of the coprocessor
write cycle overlaps with the effective address calculation.) The MPU then evaluates the effective
address, (An), which requires two clock cycles, and transfers the 32-bit single precision operand
from memory. The come-again operation is then performed, which requires 10 clock cycles,
followed by a four clock period during which the null (CA=0) primitive is processed.

The MC68881 does not start the input conversion operation until the single precision operand is
internally passed to the execution unit. The MC68881 bus interface unit requires three clocks from
the end of the operand write cycle to transfer the operand to the execution unit; thus, the con-
version does not begin until 3 clock cycles after the end of the write cycle. This three clock cycle
transfer operation and part of the conversion operation occur simultaneously with the completion
of the CA=1 and null processing by the MPU. Thus, 15 clock cycles of the MPU effective execution
time do not contribute to the overall execution time for the instruction.

i i
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The previous four examples are intended to clarify the meaning of the detailed execution timing
tables that follow. The only difference between the FMOVE instruction examples presented and
any of the monadic or dyadic instructions is that the convert and calculate times are different.
(The round time is also different if an exception occurs.) Also, the effective address calculation
and operand transfer times are different. Notice that the timing prior to the start of the conversion
operation is almost entirely dependent on the execution characteristics of the main processor,
while the timing for the rest of the instruction is dependent solely on the FPCP. This distinction
is useful when the execution timing for a main processor other than the MC68020 or MC68030
is to be determined.
NOTE

The term ““not normalized” is used frequently in the following tables. This term is used
where conditions allow the input of a denormalized or unnormalized number, and the
term “denormalized” is used where only a denormalized input is possible. Refer to 3.2.2
Denormalized Numbers for a description of the denormalized and unnormalized data
types.

8.5.2.1 INSTRUCTION START-UP. When the MPU encounters an FPCP instruction, it decodes the
type of the coprocessor instruction and then initiates communications with the FPCP using the
appropriate coprocessor interface bus cycle. Table 8-9 lists the execution timing of the MPU for
the start-up phase of each of the coprocessor instruction types. For the general instruction type,
the start-up time includes the command CIR write and response CIR read cycles that initiate the
instruction dialog between the MPU and the FPCP. For the conditional instruction types, the start-
up time includes the condition CIR write and response CIR read cycles.

Table 8-9. Instruction Start-Up Times

Instruction Type Best Case Cache Case Worst Case
General* 12/6 (0/0/0/1/1) 14/6 (0/0/0/1/1) 17/9 (1/0/0/1/1)
FBcc 12/6 (0/0/0/1/1) 14/6 (0/0/0/1/1) 14/6 (0/0/0/1/1)
FDBcc, FScc and FTRAPcc 12/6 (0/0/0/1/1) 14/6 (0/0/0/1/1) 17/9 (1/0/0/1/1)
FSAVE** 13/1 (0/0/1/1/0) 15/1 (0/0/1/1/0) 15/1 (0/0/1/1/0)
FRESTORE** 16/4** (0/1/0/1/1) 18/4** (0/1/0/1/1) 18/4** (0/1/0/1/1)

*These execution time numbers represent the overall execution time for this operation with respect
to the MPU, and therefore, are used to calculate the effective execution time of the instruction.
However, six clock cycles always overlap with the execution of a register-to-register instruction
(OPCLASS 000) by the FPCP, and therefore, should not be included in the calculation to generate
the overall execution time.

**Add the appropriate effective address calculation time. Note that the overlap time available for
the FRESTORE instruction is of little use, since this operation destroys the previous context of
the FPCP.

For the FSAVE instruction, the start-up time includes the read of the save CIR and the write of
the format word to memory. For the FRESTORE instruction, the start-up time includes the read
of the format word from memory, the write of the restore CIR, and the read of the restore CIR to
validate the format word. The effective address calculation time is not included for the FSAVE
and FRESTORE instructions; the appropriate values must be obtained from the calculate effective
address table and added to the start-up values for these instructions.

If an enabled pre-instruction exception is pending when the MPU attempts to initiate an FPCP
instruction, the instruction start-up operation is performed for the general or conditional instruc-
tion types, and then the MPU proceeds to perform exception processing (at the request of the
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FPCP). In this case, the start-up timing numbers are added to the values from the exception
processing tables to determine the time required to begin execution of the exception handler.

The MPU terminates all instructions except FSAVE and FRESTORE by processing a null (CA=0)
primitive (unless a mid-instruction exception occurs). Therefore, the timing values in Table 8-10
should be included in the calculation of the effective execution time for the MPU, where appro-
priate.

Table 8-10. Null Primitive Time Values

Worst Case
55%*(10000)

Cache Case
44*(00000)

Best Case
44*(00000)

Primitive Type

Null (CA =0) with no tracing

*Overlap is allowed for register-to-register and external-to-register instructions only (OPCLASS 000
and 010).

8.5.2.2 TRANSFER OPERAND. Tables 8-11 and 8-12 show the timing for the transfer of an operand
to or from the FPCP by the MPU. Table 8-11 shows the values for external source or destination
operands that reside in an MPU register or in memory, and Table 8-12 shows the values for
immediate source operands. For input transfers, the timing numbers shown include the time
required by the MPU to process the evaluate effective address and transfer data (with CA=1)
primitive, and for the FPCP to perform the internal transfer of the operand to the execution unit.
For the MPU, the last clock cycle of the transfer operation and the processing for CA=1 always
overlaps with the input operand transfer and conversion operations by the FPCP, and therefore,
is not added to the overall execution time for the instruction (although these operations are
included in the calculation of the effective execution time for the MPU).

Table 8-11. Operand Transfer Time — External Operand

Transfer Type Operand Format
Byte Word Long, Single Double Ext., Packed
From MC68020 Dn 140 (0001 1) 140(00011) 140(00011) — —
From Memory* 190 (0/1/01.1) 190 (01011) 190(01011) 250(02012) 31:0(00310)
To MC68020 Dn 17/0 (0/0/0°3'0) 17:0 (0'0'0.3/0) 170{(00030) — —
To Memory** 19/0 (0'0'1°3/0) 190 (0/0 1/3/0) 190(00130) 250 (0'02.40) 310 (003%50)

*Add the appropriate effective address calculation time. Eleven clocks of the MPU processing overlap with execution by the MC68881,
which requires five or three clock cycles after the last coprocessor write cycle to complete the internal transfer for double or any
other format, respectively. Thus, reduce the numbers above by six clocks for double or eight clocks for any other format for
calculation of the overall execution time.

**Add the appropriate effective address calculation time. In the event the destination is packed decimal and a dynamic k-factor is

used, add 14/0 (0/0/0/1/1).

Table 8-12. Operand Transfer Time — Immediate Operand

Immediate Operand Format

Best Case

Cache Case

Worst Case

Byte, Word 14/0 (0/0/0/1/1) 14/0 (0/0/0/1/1) 17/0 (1/0/0/1/1)
Long, Single 18/0 (0/0/0/1/1) 18/0 (0/0/0/1/1) 19/0 (1/0/0/1/1)
Double 22/0 (0/0/0/1/2) 22/0 (0/0/0/1/2) 24/0 (2/0/0/1/2)

Extended, Packed

26/0 (0/0/0/1/3)

26/0 (0/0/0/1/3)

30/0 (3/0/0/1/3)
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For output operand transfers, the timing numbers include the processing for the evaluate effective
address and transfer data primitive (with CA=1). Since no overlap occurs during an output transfer,
the values in the table are used directly in the overall execution time calculation. Note that the
bus cycle activity numbers include the read of the evaluate effective address and transfer data
primitive at the end of the conversion (even though the execution time for the conversion is not
included). The read time is included because null (CA=1, IA=1) primitives are read during the
instruction start-up operation and while waiting for the conversion to complete, and the evaluate
effective address and transfer data primitive is read during the processing of one of those pri-
mitives.

In order to calculate the effective execution time for the MPU for either input or output transfers,
the processing time for the null (CA=0) primitive that terminates the dialog must be included.
For output conversions that cause an enabled exception, the take mid-instruction exception pri-
mitive is returned after the operand transfer is complete. In this case, the appropriate exception
processing execution time values must be included in lieu of the null (CA=0) processing time in
the calculation of the overall execution time.

8.5.2.3 INPUT OPERAND CONVERSION. All FPCP instructions that require an input operand ex-
ecute an implied conversion to the 80-bit extended precision format that is used internally. The
amount of time required to perform this conversion depends on the format, value, and type of
the input operand. Table 8-11 shows the amount of time required to convert an input operand to
the internal data format, starting from the end of the internal operand transfer after the last write
cycle to the operand CIR.

For dyadic operations, one portion of Table 8-13 for conversions from each combination of source n
data format and type versus destination data type is included. For monadic operations, one portion
includes the conversion timing for any data format and type. Only one number is listed in each

entry, since the total number of clock cycles required is equal to the number of overlap allowed

clock cycles, and no bus cycles are generated during this stage of an instruction (since the FPCP

does not require any further services of the MPU after this stage of an instruction starts).

Table 8-13. Input Operand Conversion

Dyadic Input Conversions — Source Operand is Byte, Word, or Long:

Destination Source Ntlrmallz_ed Norrt‘\(a);ized Zero Infinity NAN
Normalized 24 26 — 22 — —
Unnormalized 36 38 — 34 — —
Zero 30 32 — 28 —_ -
Infinity 28 30 — 26 —_ —
NAN 30 32 — 28 — —

Dyadic Input Conversions — Source Operand is Single Precision:

Destination Source Normalized Nor:‘;:ize d Zero Infinity NAN
Normalized 18 36 22 24 26
Unnormalized 30 48 34 36 38
Zero 24 42 28 30 32
Infinity 22 40 26 28 30
NAN 24 42 28 30 32
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Table 8-13. Input Operand Conversion (Continued)

Dyadic Input Conversions — Source Operand is Double Precision:

Destination Source | Normalized [ NOL | zero Infinity NAN
Normalized 16 34 20 22 24
Unnormalized 28 46 32 34 36
Zero 22 40 26 28 30
Infinity 20 38 24 26 28
NAN 22 40 26 28 30

Dyadic Input Conversions — Source Operand is Extended Precision:

Source Not

Destination Normalized Normalized Zero Infinity NAN
Normalized 10 26 12 12 14
Unnormalized 22 38 24 24 26
Zero 16 32 18 18 20
Infinity 14 30 16 16 18
NAN 16 32 18 18 20

Monadic or Dyadic Input Conversions — Source Operand is Packed Decimal:

Source . Not .
m Destination Normalized Normalized Zero Infinity NAN

Normalized ~822 ~822 22 22 24
Unnormalized ~848 ~848 34 34 36
Zero ~842 ~842 28 28 30
infinity ~840 ~840 26 26 28
NAN ~842 ~842 28 28 30

~Indicates a typical conversion time. The minimum maximum conversion time is 954 clock cycles.

Monadic or Dyadic Input Conversions — Source Operand is FPm:

Destmamn——sU"® | Normalized |\ N | Zero Infinity NAN
Normalized 14 30 16 16 18
Unnormalized 26 42 28 28 30
Zero 20 36 22 22 24
Infinity 18 34 20 20 22
NAN 20 36 22 22 24

Monadic Input Conversions — Source Operand is in Memory:

Format Type NTma"ied Nor::::ized Zero Infinity NAN
Byte, Word, Long 22 24 — 20 — —
Single 16 30 20 24 24
Double 14 28 18 22 22
Extended 8 20 10 12 12
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8.5.2.4 ARITHMETIC CALCULATION. Tables 8-14 and 8-15 show the time required by the MC68881
to perform any of its general purpose arithmetic operations. One portion of Table 8-14 shows the
execution time values for each dyadic instruction with respect to the combination of input operand
data types. Table 8-15 shows the execution time values for all of the monadic operations. Each
entry in these tables includes the time from the end of the input operand conversion to completion
of the calculation. Only one number is shown for each entry, since no bus cycles are generated
during this stage of an instruction. Also, the total number of clock cycles required for the calculation
is equal to the number of overlap allowed clock cycles, since the FPCP does not require any further
services of the MPU after this stage of an instruction starts.

Some entries in these tables refer to a footnote that contains more detailed timing information
for an operation (e.g., the table for addition contains an entry that references the ADD footnote,
which contains three numbers, based on the the input operands). Furthermore, in some cases,
an entry refers to another table that contains the execution time required to handle certain input
operands. For example, if an entry contains NANT1, refer to the entry of the sarme name in 8.5.2.10
EXCEPTION PROCESSING.

If an entry in these tables is appended with a plus sign (+), the appropriate timing numbers from
the rounding and exception handling table (in 8.5.2.10 EXCEPTION PROCESSING) must be used
to calculate the overall execution time for an instruction.

Otherwise, the numbers from these tables include the time to handle exceptional operand cases
and produce the final result.

Table 8-14. Arithmetic Calculation Times — Dyadic Operations

FADD Calculation Time:

Source| Normalized Zero Infinity NAN
Destination + - - + =
+
Normalized ADD 2+ 6 NAN2
T
Zero 6 26
_ 2+ 2 5 6 NAN2
. +
Infinity 6 6 6 20 NAN2
- |20 6
T
NAN B NAN1 NAN2 NAN2 NAN3
FCMP Calculation Time:
Source | Normalized Zero Infinity NAN
Destination + - - + -
+
Normalized Ccmp 6 8 6
_ 6 CMP 6 6 8 NAN4
T
Zero 8 6 8 6
- 6 8 6 6 g NAN4
Infinity _ 6 6 6 NAN4
+
NAN B NAN1 NAN2 NAN2 NAN3
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Table 8-14. Arithmetic Calculation Times — Dyadic Operations (Continued)

FDIV Calculation Time:

FMOD Calculation Time:

FMUL Calculation Time:

FREM Calculation Time:

MOTOROLA
8-28

Source | Normalized Zero Infinity NAN
Destination + - - + -
Normalized DIV 20 g 2 NAN2
T
Zero | s 8 20 6 8 NAN2
Infinity 6 8 8 20 NAN2
+
NAN _ NAN1 NAN2 NAN2 NAN3
Source| Normalized Zero Infinity NAN
Destination + - - + -
Normalized MOD 20 6+ NAN2
m
Zero B 6+ 20 6+ NAN2
Infinity IOP 20 20 NAN2
+
NAN N NAN1 NAN2 NAN2 NAN3
Source | Normalized Zero Infinity NAN
Destination + - - + -
Normalized MUL g g NAN2
+
Zero | 6 8 8 20 NAN2
Infinity 6 8 20 6 8 NAN2
+
NAN ~ NAN1 NAN2 NAN2 NAN3
Source| Normalized Zero Infinity NAN
Destination + - - + -
Normalized REM 20 6+ NAN2
m
Zero B 6+ 20 6+ NAN2
Infinity 10P 20 20 NAN2
+
NAN NAN1 NAN2 NAN2 NAN3




Table 8-14. Arithmetic Calculation Times — Dyadic Operations {(Concluded)

FSCALE Calculation Time:

Source| Normalized Zero Infinity NAN
Destination + - + - + -
Normalized SCALE 6+ 20 NAN2
m
Zero B 6 6 20 NAN2
. +
Infinity 6 6 20 NAN2
+
NAN B NAN1 NAN2 NAN2Z NAN3
FSGLDIV Calculation Time:
Source | Normalized Zero Infinity NAN
Destination + - + - + -
Normalized SGLDIV 20 g 2 NAN2
.
Zero | e 8 20 6 8 NAN2
Infinity 6 8 6 3 20 NAN2
+
NAN B NAN1 NAN2 NAN2 NAN3
FSGLMUL Calculation Time:
Source | Normalized Zero Infinity NAN
Destination + - + - + -
Normalized SGLMUL g g NAN2
Zero | s 8 6 8 20 NAN2
Infinity 6 8 20 6 8 NAN2
+
NAN N NAN1 NAN2 NAN2 NAN3
FSUB Calculation Time:
Source| Normalized Zero Infinity NAN
Destination + - + - + -
Normalized SUB 2+ 8 NAN2
"
Zero 26 8
4+ 8 2% 8 NAN2
Infinity 20 8
6 6 s 20 NAN2
m
NAN _ NAN1 NAN2 NAN2 NAN3

MC68881/MC68882 USER'S MANUAL

MOTOROLA
8-29




Table 8-15. Arithmetic Calculation Times — Monadic Operations

Source| Normalized Zero Infinity NAN
Operation + - + - + - + -
FABS 4+ 4+ 8 NAN2
FACOS 594+ 121 20 NAN2
202
FASIN 550 + 6 20 NAN2
FATAN 372+ 6 121 141 NAN2
202 222
FATANH 662+ 6 20 NAN2
FCOS 360+3 8 20 NAN2
FCOSH 576+ 8 8 NAN2
FETOX 466 + 8 6 NAN2
FETOXM1 514+ 6 6 8 NAN2
FGETEXP exponent=0:16 6 20 NAN2

exponent>0:20
exponent<0:22

FGETMAN 6 6 20 NAN2
FINT, FINTRZ fraction=0:8 6 60 NAN2
fraction+0:30
result=0:28
FLOGN 494+ I0OP 22 6 20 NAN2
FLOGNP1 540+4 6 6 20 NAN2
m FLOG10 550+ IOP 22 6 20 NAN2
— FLOG2 550+ |OP 22 6 20 NAN2
FMOVE to FPn 2+ 6 6 NAN2
FMOVECR 187 — — —
262
FNEG 4+ 4+ 8 NANZ
FSIN 360+3 6 20 NAN2
FSINCOS 420+3 20 26 NAN6
FSINH 656 + 6 6 NAN2
FSQRT 76+ 0P 6 6 20 NAN2
FTAN 442+3 6 20 NAN2
FTANH 630 + 6 8 NAN2
FTENTOX 536+ 8 6 NAN2
FTST 8 8 8 NAN5
FTWOTOX 536 + 8 6 NAN2
NOTES:

1. If the extended precision rounding mode is used.

2. If the single or double precision rounding mode is used.

3.This assumes that the source operand is in the range ( —9... + 9). If the source operand is outside
of that range, the appropriate REM calculation time required to perform the argument reduction
must be added to this value.

4. If the source operand is less than or equal to —1, use the IOP time.

8.5.2.5 OUTPUT OPERAND CONVERSION. The FMOVE.<fmt> FPn,<ea> instruction performs
an implicit conversion from the 80-bit extended precision format used internally by the FPCP to
an external data format. Table 8-16 lists the conversion times for most output operations. Since
the execution timing for conversions from the internal extended precision format to either single
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or double precision is highly data dependent, the timing for these operations (for in-range, non-
zero input values) is listed in a second table, Table 8-17.

Table 8-16. Output Operand Conversion

l?:fr:;at Source Nt-)'-rmaliz_ed Norr':::ize d Zero Infinity NAN
Type
Integer, No Overflow 50 52 60 62 18 — 24
Integer, Overflow 52 56 62 66 18 24 26 24
Single (see below) | (see below) 16 18 NAN7
Double (see below) | (see below) 16 18 NAN7
Extended 18 (see note 1) 16 16 NAN7
Packed (see note 2) | (see note 2) 24 24 NAN2
NOTES:

1. 26 clocks if the source operand is an unnormalized number. 56 clocks if the source operand is a
denormalized number.

2. 1942 clocks is the typical time required for the conversion, if no overflow occurs. The maximum
time is 3674 clocks.

Table 8-17. Output Operand Conversion — Binary Real Formats

Conversion Result Source Type Normalized Not Normalized
No Underflow, Overflow or Round Overflow 38 48
No Underflow or Overflow; Round Overflow 42 52
Overflow; RN or RZ Mode; No Round Overflow 44 54
Overflow; RN or RZ Mode; Round Overflow 48 58
Overflow; RM or RP Mode; No Round Overflow 46 56
Overflow; RM or RP Mode; Round Overflow 50 60
Underflow; No Round Overflow 66 76
Underflow; Round Overflow 70 80

The amount of time required to perform this conversion depends on the value and type of the
input operand and the format of the desired output. The values given in the following tables, in
FPCP clock cycles, include the time from the fourth clock cycle of the first response CIR read
(which returns a null (CA=1, IA=1) primitive) to completion of the conversion (when a read of
the response CIR returns an evaluate effective address and transfer operand primitive). Only one
number is shown for each entry, since no bus cycles are generated during this stage of an
instruction. Also, the total number of clock cycles required for operand conversion is equal to the
number of overlap allowed clock cycles (during which time interrupts may be handled; normal
program execution is not allowed), since the FPCP does not require any services of the MPU
during this stage of an instruction.

8.5.2.6 ROUNDING AND EXCEPTION HANDLING. Tables 8-18 and 8-19 contain the execution
times for rounding and for various exception handling operations. For the typical execution time
tables shown previously, it is assumed that the MC68881 uses the default operating mode of
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round to extended precision, and no overflow or underflow exceptions occur. If this is not the
case, the round/store phase of most arithmetic instructions takes longer to execute. The entries
in the typical execution time tables include the processing time for no underflow, overflow, or
round overflow as indicated in Table 8-18.

Table 8-18. Rounding Operation Time Values

Rounding Result Clock Cycles
Precision
Extended No Underflow, Overflow, or Round Overflow 6
No Underflow or Overflow; Round Overflow 6
Underflow 34
Overflow; RN or RZ Mode; No Round Overflow 14
Overflow; RM or RP Mode; No Round Overflow 16
Round Overflow (Not Caused By Rounding); RN or RZ Mode 16
Round Overflow (Not Caused By Rounding); RM or RP Mode 18
Round Overflow (Caused By Rounding); RN or RZ Mode 20
Round Overflow (Caused By Rounding); RM or RP Mode 22
Single or Result is Zero 6
Double No Underflow, Overflow, or Round Overflow 24
No Underflow or Overflow; Round Overflow 28
Underflow; No Round Overflow 56
Underflow; Round Overflow 60
Overflow; RN or RZ Mode; No Round Overflow 30
Overflow; RM or RP Mode; No Round Overflow 32
Overflow; RN or RZ Mode; Round Overflow 34
Overflow; RM or RP Mode; Round Overflow 36

“ Table 8-18 indicates the number of clock cycles that should be added in the calculation of the
execution time for an arithmetic instruction (both the total and the overlap allowed numbers) to
account for the various rounding precision and exception handling combinations. The entries in
the table include the time from the end of the calculation phase to completion of the FPCP
instruction execution (i.e., when the PF bit in the null (CA=0) primitive is clear if the response
CIR is read).

When an FMOVE instruction that moves data between FP registers is executed in the MC68882
and the FPCR mode control byte specifies single or double precision rounding, no instruction
execution concurrency is allowed. Similarly, an FMOVE instruction that moves data to a single
or double precision memory location executes without overlap in the MC68882.

Table 8-19 includes the entries referenced previously in the arithmetic calculation and output
operand conversion tables for exceptional operand inputs. The values in this table are used for
the calculation or conversion timing in lieu of a value from the appropriate table. For example, if
an output operand conversion table entry references NAN7, then the timing number from the
NAN?7 entry in Table 8-19 is used as the conversion time value.

8.5.2.7 CONDITIONAL TERMINATION. The effective execution time for the conditional and context
switch instructions is not heavily dependent on the FPCP, since the execution of these operations
is performed, for the most part, by the MPU. In order to calculate the effective execution time for
these instructions, Table 8-20 shows the termination timing for the MPU. The termination proc-
essing starts four MPU clock cycles after the end of the response CIR read and ends when the
MPU begins execution of the next instruction. Note that the allowed overlap time in this table is
always zero, since the FPCP is in the idle state when these instructions reach the termination
phase. However, if multiple coprocessors are used in a system, the execution of other coprocessors
may overlap with the execution of these instructions.
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Table 8-19. Exception Handling Time Values

Exception s
Identifier Conditions Clock Cycles
0P Source Operand is Not Denormalized 20
Source Operand is Denormalized 32
NAN1 Destination is a QNAN, Source is not Denormalized 28
Destination is a QNAN, Source is Denormalized 52
Destination is an SNAN, Source is not Denormalized 30
Destination is an SNAN, Source is Denormalized 54
NAN2 The NAN is a QNAN 28
The NAN is an SNAN 30
NAN3 Both NANs are QNANs 28
Source is a QNAN, Destination is an SNAN 30
Source is an SNAN, Destination is a QNAN 32
Both NANs are SNANs 30
NAN4 The NAN is a QNAN 30
The NAN is an SNAN 32
NAN5 The NAN is a QNAN 8
The NAN is an SNAN 10
NANG6 The NAN is a QNAN 38
The NAN is an SNAN 40
NAN7 The NAN is a QNAN 22
The NAN is an SNAN 24

Table 8-20. Conditional Termination Times Values

Instruction Type Best Case Cache Case Worst Case
FBcc.W Branch Taken 6/0 (0/0/0/0/0) 6/0 (0/0/0/0/0) 9/0 (2/0/0/0/0)
Branch Not Taken 4/0 (0/0/0/0/0) 4/0 (0/0/0/0/0) 5/0 (1/0/0/0/0)
FBcc.L Branch Taken 6/0 (0/0/0/0/0) 6/0 (0/0/0/0/0) 9/0 (2/0/0/0/0)
Branch Not Taken 4/0 (0/0/0/0/0) 4/0 (0/0/0/0/0) 7/0 (2/0/0/0/0)
FDBcc True, Not Taken 6/0 (0/0/0/0/0) 6/0 (0/0/0/0/0) 7/0 (1/0/0/0/0)
False, Not Taken 10/0 (0/0/0/0/0) 10/0 (0/0/0/0/0) 15/0 (3/0/0/0/0)
False, Taken 6/0 (0/0/0/0/0) 6/0 (0/0/0/0/0) 9/0 (2/0/0/0/0)
FScc Dn 4/0 (0/0/0/0/0) 4/0 (0/0/0/0/0) 4/0 (1/0/0/0/0)
(An) +or—(An)* 6/0 (0/0/1/0/0) 8/0 (0/0/1/0/0) 8/0 (1/0/1/0/0)
Memory** 4/0 (0/0/1/0/0) 6/0 (0/0/1/0/0/) 6/0 (1/0/1/0/0)
FTRAPcc  |Trap Taken 24/0 (0/1/4/0/0) 25/0 (0/1/4/0/0) 30/0 (2/1/4/0/0)
Trap Not Taken 4/0 (0/0/0/0/0) 4/0 (0/0/0/0/0) 5/0 (1/0/0/0/0)
FTRAPcc.W (Trap Taken 26/0 (0/1/4/0/0) 27/0 (0/1/4/0/0) 28/0 (2/1/4/0/0)
Trap Not Taken 6/0 (0/0/0/0/0) 6/0 (0/0/0/0/0) 6/0 (1/0/0/0/0)
FTRAPcc.L |Trap Taken 28/0 (0/1/4/0/0) 29/0 (0/1/4/0/0) 35/0 (3/1/4/0/0)
Trap Not Taken 8/0 (0/0/0/0/0) 8/0 (0/0/0/0/0) 10/0 (2/0/0/0/0)

*For condition true; subtract one clock for condition false.
**Add the appropriate effective address calculation time.

In order to determine the execution time for a conditional operation performed by a processor
other than an MPU, it is necessary to know the timing for the conditional evaluation by the FPCP.
This value is shown in Table 8-20 (in FPCP clock cycles) and indicates the best case time from
the start of the condition CIR write to the end of the response CIR read (which are the only two
coprocessor accesses required).
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8.5.2.8 MULTIPLE REGISTER TRANSFER. Table 8-21 lists the number of clock cycles and bus
cycles required for the MPU to perform a multiple register transfer to or from the FPCP. These
transfers occur during the FMOVEM instruction for either the floating-point control register or
floating-point data register form of the instruction. The timing values shown in the table include
the processing time for either the evaluate effective address and transfer data or transfer multiple
coprocessor registers primitive (for the control or data register form, respectively) with CA=1.
Assuming that the main processor is an MC68020 or MC68030, the time required to process the
null (CA=0) primitive after the transfer is complete must be included.

Table 8-21. Multiple Register Transfer Time Values

Transfer Type Timing
Move Single To an MC68020 Register 17/0 (0/0/0/2/0)
Control Register | To Memory* 19/0 (0/0/1/2/0)
From an MC68020 Register 14/0 (0/0/0/1/1)
From Memory 19/0 (0/1/0/1/1)
#(data) 19/0 (1/0/0/1/1)*
Move Multiple To Memory 13+ 6n/0 (0/0/n/1 + n/0)
Control Registers | From Memory 13+6n/0 (0/n/0/1/n)
#(data) 12+46n/0 (n/0/0/1/n)*
Move Multiple To Memory 23+ 25n/0 (0/0/3n/2 +3n/0)
Data Registers From Memory 21+23n/0 (0/3n/0/2/3n)

n — is the number of registers transferred.
*If the immediate operand resides in the MPU cache, the number of clock cycles is reduced by 3n
and the number of instruction prefetch bus cycles is zero.

n For the transfer of multiple control registers, the register select list is included in the instruction,
and all of the selected registers are transferred as a single operand (from the perspective of the
main processor). For the transfer of muitiple data registers, the MPU must read the register select
mask before starting the register transfer. The amount of time required by the MPU to read and
process the register mask is included in the Table 8-21 entries. If a dynamic register list is used,
ihe tlime required by the MPU io process ihe iransfer singie main processor reygisier primiiive
must be included and is shown at the top of the table.

8.5.2.9 STATE FRAME TRANSFER. Table 8-22 lists the number of clock cycles and bus cycles
required for the MPU to transfer an internal state frame to or from the MC68881. These transfers
occur during the FSAVE and FRESTORE instructions. The timing values shown in the table include
the time from the end of the instruction start-up operation to the end of the last operand write
cycle, assuming that the main processor is an MC68020 or MC68030.

Table 8-22. State Frame Transfer Time Values

Operation Frame Type Timing
State Save Idle 36/0 (0/0/6/6/0)
Busy 270/0 (0/0/45/45/0)
State Restore Idle 36/0 (0/6/0/0/6)
Busy 270/0 (0/45/0/0/45)

Before the transfer of a state frame to the FPCP during an FRESTORE instruction, the MPU must
read the format word from memory, write it to the restore CIR, and verify that it is valid by reading
the restore CIR. Likewise, during an FSAVE instruction, the MPU must read the format word from
the save CIR and store it in memory. The instruction start-up timing table entries include these
operations for MC68020/MC68030 based systems.
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During an FSAVE operation, the FPCP may require the main processor to wait until the current
instruction is completed or a save boundary is reached before starting the state frame transfer.
The maximum time that the main processor can be forced to wait is shown at the top of Table
8-22, and should be included in the calculation of the worst case FSAVE execution time.

In order to calculate overall execution time for the MPU during an FSAVE or FRESTORE instruction,
the instruction termination processing time must be included. Table 8-23 lists the timing values
for this processing, which is from the end of the last operand write cycle to the beginning of the
execution of the next instruction by the MPU.

Table 8-23. Instruction Termination Processing Time Values

Worst Case
3/0 1/0/0/0/0)
4/0 (1/0/0/0/0)

Cache Case
1/0 (0/0/0/0/0)
3/0 (0/0/0/0/0)

Best Case
1/0 (0/0/0/0/0)
3/0 (0/0/0/0/0)

Instruction Type
FSAVE
FRESTORE

8.5.2.10 EXCEPTION PROCESSING. Table 8-24 indicates the time required for exception proc-
essing related to the execution of FPCP instructions. The values in the table for the second and
third entries indicate the time from the start of processing the take exception primitive until the
MPU resumes normal instruction execution in the appropriate exception handler.

Table 8-24. Exception Processing Time Values

Operation

Best Case

Cache Case

Worst Case

Pass Program Counter

2/2* (0/0/0/0/1)

3/3* (0/0/0/0/1)

3/3* (0/0/0/0/1)

Take Pre-Instruction Exception

22/0 (0/1/4/0/0)

22/0 (0/1/4/0/0)

24/0 (2/1/4/0/0)

Take Mid-Instruction Exception

32/0 (0/1/7/0/0)

32/0 (0/1/7/0/0)

38/0 (2/1/7/0/0)

Process Pre-Instruction Interrupt (l-stack)

26/26 (0/2/4/0/0)

26/26 (0/2/4/0/0)

33/33 (2/2/4/0/0)

Process Pre-Instruction Interrupt (M-stack)

41/41 (0/2/8/0/0)

41/41 (0/2/8/0/0)

48/48 (2/2/8/0/0)

Process Mid-Instruction Interrupt (I-stack)

35/35 (0/2/6/0/0)

36/36 (0/2/6/0/0)

42/42 (2/2/6/0/0)

Process Mid-Instruction Interrupt (M-stack)

46/46 (0/2/9/0/0)

47/47 (0/2/9/0/0)

53/53 (2/2/9/0/0)

Process FSAVE Interrupt (I-stack)

26/26 (0/2/4/0/0)

26/26 (0/2/4/0/0)

33/33 (2/2/4/0/0)

Process FSAVE Interrupt (M-stack)

41/41 (0/2/8/0/0)

41/41 (0/2/8/0/0)

48/48 (2/2/8/0/0)

Format Error, FRESTORE Instruction

23/0 (0/1/4/0/0)

24/0 (0/1/4/0/0)

29/0 (2/1/4/0/0)

RTE, Pre-Instruction Frame

20/20 (0/4/0/0/0)

21/21 (0/4/0/0/0)

24/24 (2/4/0/0/0)

RTE, Mid-Instruction Frame

31/24 (0/6/0/1/0)

32/25 (0/6/9/1/0)

33/26 (1/6/0/1/0)

RTE, Throwaway Frame

15/15 (0/4/0/0/0)

16/16 (0/4/0/0/0)

19/19 (0/4/0/0/0)

*Overlap is allowed only for floating-point register-to-register and register-to-external operations.

To determine the overall exception latency for a pre-instruction exception, the instruction start-
up time (for the arithmetic or conditional instruction that is pre-empted by the exception) is added
to the exception processing time from Table 8-24. The exception processing time for a take mid-
instruction exception primitive is added to the overall execution time for the FMOVE to memory
instruction that caused the exception. For conditional instructions that cause a BSUN exception,
the pass program counter time shown in the table is also added to the instruction start-up and
exception processing time to calculate the overall exception latency for the instruction.
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For the take interrupt operations, the values in Table 8-24 include the time from the end of the
processing of a response primitive that allows interrupts to the resumption of normal MPU in-
struction execution in the interrupt handler. (The possible responses are the null (CA=1, IA=1)
and null (CA=0, IA=1, PF=0) primitives, or the not ready format code.) If an interrupt is processed
during an FMOVE to memory instruction or when the main processor is in the trace mode and
receives a null (CA=0, IA=1, PF=0) primitive, a mid-instruction stack frame is used. A pre-
instruction stack frame is used for interrupts processed during an FSAVE instruction. The M-stack
and |-stack designation indicates whether the M bit of the MPU status register was set or clear,
respectively, before the interrupt occurred.

The processing time for an FRESTORE format error includes the time from the end of the FRES-
TORE start-up operation to when the MPU resumes normal instruction execution in the format
error exception handler. Since the characteristics of an FSAVE format error exception are not
predictable (and since such an occurrence is catastrophic), execution timing required to handle
the error is not included in the table.

The entries in the table for the return from exception (RTE) instruction include the time from the
beginning of the execution of the RTE by the MPU to the resumption of the previously aborted
operation. If the RTE instruction processes a pre-instruction frame, the time in the table includes
the time required to restore the processor context and prepare to execute the instruction at the
address in the stack frame program counter image. For the mid-instruction frame, the time in the
table includes the time required to restore the processor context and read the response CIR to
continue the previously suspended operation. The “RTE, throwaway frame" entries include the
time required to read and process the throwaway stack frame (normally from the top of the
n interrupt stack) and then perform RTE processing for the stack frame on top of the resulting active

stack (normally either the master or user stack). Thus, if the MPU must return from an interrupt
that occurred while the M bit in the MPU status register was set, a throwaway frame is first
processed from the interrupt stack, followed by the processing of the appropriate frame from the
master stack (which returns the processor to the context saved by the interrupt processing). For
such a case, the “RTE, throwaway frame’’ times are added to the RTE execution times for the
second stack frame to derive the overall execution times for the operation.

In addition to the occurrence of an exception, whether exceptions are enabled or not, can also
affect instruction execution time. This is because the FPCP requests the transfer of the program
counter at the start of any arithmetic instruction if any exception (other than the BSUN exception)
is enabled. If the source operand resides in a floating-point data register, the transfer of the PC
does not affect overall execution timing, since it takes place concurrently with the execution of
the operation by the FPCP. However, for source operands external to the FPCP, the MPU first
passes the PC, and then passes the operand; thus, execution time is affected for this case.

8.6 MAIN PROCESSOR INSTRUCTION OVERLAP TIMING

The MPU overlap allowed table for the MC68881 applies to overlap between MPU and floating-
point instructions. Table 8-25 lists the overlap time allowed by the MC68881. The MPU overlap
time allowed by the MC68882 is shown in the T columns of Table 8-3.
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Table 8-25. Overlap Allowed Times — Arithmetic Operations

Operation FPm Memory Source or Destination Operand Format
Type Source || teger Single Double | Extended | Packed
FPn Destination* -3 ~-22 -22 —28 -34 -34
Move to Dn or — a1 29 29 9 113
Memory**

*Subtract these numbers from the overall execution time value in the previous table to determine
the allowed overlap time for a particular instruction.
**These numbers represent the amount of time in the middle of the instruction during which the
MPU can process interrupts.
- Indicates a typical time for the binary-to-decimal conversion.
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~ SECTION 9 |
FUNCTIONAL SIGNAL DESCRIPTIONS

This section contains a brief description of the input and output signals for the MC68881/MC68882
(FPCP) floating-point coprocessor. The signals are functionally organized into groups as shown
in Figure 9-1.

NOTE

The terms assertion and negation are used extensively to avoid confusion when de-
scribing “active-low” and “‘active-high’ signals. The term assert or assertion is used to
indicate that a signal is active or true, regardless of whether that level is represented by
a high or low voltage. The term negate or negation is used to indicate that a signal is
inactive or false.

MC68881/MC68882

FLOATING-POINT AS.
COPROCESSOR [~
CLK DS
SE T
RESET | DSACKO
SENSE DSACKT =

Figure 9-1. MC68881/MC68882 Input/Output Signals

9.1 ADDRESS BUS (A0 through A4)

These active-high address line inputs are used by the main processor to select the coprocessor
interface register locations located in the CPU address space. These lines control the register
selection as listed in Table 9-1.

When the FPCP operates with an 8-bit data bus, the A0 pin is used as an address signal for byte
accesses of the coprocessor interface registers. When the FPCP operates with a 16- or 32-bit
system data bus, both the A0 and SIZE pins are strapped high and/or low as listed in Table 9-2.
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Table 9-1. Coprocessor Interface Register Selection

A4-A0 Offset Width Type Register
0000x $00 16 Read Response

0001x $02 16 Write Control

0010x $04 16 Read Save

0011x $06 16 Read/Write | Restore

0100x $08 16 — (Reserved)

0101x $0A 16 Write Command

0110x $0C 16 — (Reserved)

0111x $0E 16 Write Condition

100xx $10 32 Read/Write | Operand

1010x $14 16 Read Register Select
1011x $16 16 — (Reserved)

110xx $18 32 Write Instruction Address
111xx* $1C 32 Read/Write Operand Address

*Not used by the MC68881 or MC68882

Table 9-2. System Data Bus Size Configuration

A0 Size Data Bus

— Low 8-Bit
Low High 16-Bit
High High 32-Bit

9.2 DATA BUS (DO through D31)

This 32-bit, bidirectional, three-state bus serves as the general purpose data path between the
MC68020/MC68030 (MPU) and the FPCP. Regardless of whether the FPCP is operating as a co-
processor or a peripheral processor, all interprocessor transfers of instruction information, op-
erand data, status information, and requests for service occur as standard M68000 bus cycles.

The FPCP can operate with an 8-, 16-, or 32-bit system data bus. To operate with the required
system data bus size, both the A0 and SIZE pins must be connected specifically for that applicable
bus size. (Refer to 9.1 ADDRESS BUS (A0 THROUGH A4) and 9.3 SIZE (SIZE) for further details.)

9.3 SIZE (SIZE)

This active-low input signal is used in conjunction with the A0 pin to configure the FPCP for
operation over an 8-, 16-, or 32-bjt system data bus. When the FPCP is configured to operate over
a 16- or 32-bit system data bus, the SIZE and A0 pins must be strapped as listed in Table 9-2.

9.4 ADDRESS STROBE (AS)

This active-low input signal indicates that there is a valid address on the address bus, and both
the chip select (CS) and read/write (R/W) signal lines are valid.
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9.5 CHIP SELECT (CS)

This active-low input signal enables the main processor access to the FP